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Preface

If you are among those who are looking for a simple step-by-step guide to learn
basic electronics and start interfacing sensors and actuators with a low-cost Linux
development board, such as BeagleBone Black through examples to build internet
connected physical computing systems and robots. This book is for you to get started
if you have prior knowledge of basic python programming and little understanding
of how a computer works.

What this book covers

Chapter 1, Get Started with BeagleBone , tells us about the hardware specification of
the BeagleBone board, how to set up a BeagleBone board to boot up with a Linux
Operating System on microSD card and log in to the Linux command shell from
a remote computer, and how to program on Python software running on the
BeagleBone board.

Chapter 2, Circuit Fundaments and GPIO, talks about the working of basic electronic
circuits including switches, LEDs, and battery followed by GPIO pins on the
BeagleBone board and elaborates on how you can use these GPIO pins to

switch LED status using a python program.

Chapter 3, Introduction to Physical Computing Systems, helps you understand the basic

structure of physical computing systems with real world examples, build your own

physical computing system using a switch as an input and LED as the output device
connected to BeagleBone board which works based on the python program that

you write.

Chapter 4, Real-Time physical computing systems Using BeagleBone Board, talks about
analog sensors using LM35 temperature sensor as an example and works on a more
advanced physical computing project using BeagleBone board interfaced with

an LM35.
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Chapter 5, Connecting Physical Computing Systems to the Internet, teaches you how

to connect BeagleBone board to Wi-Fi networks, cloud storage and upload sensor
data from BeagleBone board to cloud in real-time, and view the trends on the cloud
software with time stamps. Build your first IoT.

Chapter 6, Home Automation Using BeagleBone, tells you about how to set up your own
web server on a BeagleBone board using a Python and Flask framework and how

to use the same to control home appliances using an AC relay board interfaced with
BeagleBone board from a PC or your mobile phone connected to the internet, similar
to any other IoT Home Automation system.

Chapter 7, Working with Images Using Computer Vision, teaches you how to interface
a USB camera with BeagleBone board and how to OpenCV to capture images and
work with them using Python.

Chapter 8, Home Security Systems Using BeagleBone Black, teaches us how to use SMTP
with python to send emails, learn about PIR sensors and motion detection, build

a smart intruder alert system by interfacing PIR sensor with BeagleBone board to
detect motion, and use OpenCV to capture images and email them.

Chapter 9, Exploring Robotics, helps you understand the basic structure of robotic
systems, their working and application in different areas using real life examples.
It also helps us learn about differential drive robots

Chapter 10, Building Your Own Robot, teaches us about DC Motors, Motor Driver IC
L293D and control of DC motors from Python on BeagleBone Black using this Motor
Driver IC, live streaming of video on local server from USB camera connected

to BeagleBone board, and building your own Tele Controlled Robot with live

video streaming.

What you need for this book

Basic Python programming knowledge and little understanding of how a computer
works in terms of the electronics inside it.

Who this book is for

This book is for those who are looking for a simple step by step guide to learn
basic electronics and start interfacing sensors and actuators, with a low-cost
Linux development board like BeagleBone Black through examples to build
IoT and Robot Systems

[vil
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Conventions

In this book, you will find a number of text styles that distinguish between different
kinds of information. Here are some examples of these styles and an explanation of
their meaning.

Code words in text, database table names, folder names, filenames, file extensions,
pathnames, dummy URLSs, user input, and Twitter handles are shown as follows: "
Let's power off our BeagleBone board using the command sudo poweroff, which
will shut down the operating system."

A block of code is set as follows:

<img src="http://192.168.2.42:8080/?action=stream">
Any command-line input or output is written as follows:
sudo python Blink.py

New terms and important words are shown in bold. Words that you see on the
screen, for example, in menus or dialog boxes, appear in the text like this: "Click
on Yes and continue."

Warnings or important notes appear in a box like this.
.

a1

~Q Tips and tricks appear like this.

Reader feedback

Feedback from our readers is always welcome. Let us know what you think about
this book —what you liked or disliked. Reader feedback is important for us as it helps
us develop titles that you will really get the most out of.

To send us general feedback, simply e-mail feedbackepacktpub. com, and mention
the book's title in the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing
or contributing to a book, see our author guide at www.packtpub.com/authors.
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Customer support

Now that you are the proud owner of a Packt book, we have a number of things to
help you to get the most from your purchase.

Downloading the example code

You can download the example code files for this book from your account at
http://www.packtpub.com. If you purchased this book elsewhere, you can visit
http://www.packtpub.com/support and register to have the files e-mailed directly
to you.

You can download the code files by following these steps:

Log in or register to our website using your e-mail address and password.
Hover the mouse pointer on the SUPPORT tab at the top.

Click on Code Downloads & Errata.

Enter the name of the book in the Search box.

Select the book for which you're looking to download the code files.
Choose from the drop-down menu where you purchased this book from.
Click on Code Download.

N oGk

You can also download the code files by clicking on the Code Files button on the
book's webpage at the Packt Publishing website. This page can be accessed by
entering the book's name in the Search box. Please note that you need to be logged
in to your Packt account.

Once the file is downloaded, please make sure that you unzip or extract the folder
using the latest version of:

*  WIinRAR / 7-Zip for Windows

* Zipeg / iZip / UnRarX for Mac

» 7-Zip / PeaZip for Linux
The code bundle for the book is also hosted on GitHub at https://github.com/
PacktPublishing/BeagleBone-By-Example. We also have other code bundles

from our rich catalog of books and videos available at https://github.com/
PacktPublishing/. Check them out!
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Preface

Errata

Although we have taken every care to ensure the accuracy of our content, mistakes
do happen. If you find a mistake in one of our books —maybe a mistake in the text or
the code —we would be grateful if you could report this to us. By doing so, you can
save other readers from frustration and help us improve subsequent versions of this
book. If you find any errata, please report them by visiting http://www.packtpub.
com/submit-errata, selecting your book, clicking on the Errata Submission Form
link, and entering the details of your errata. Once your errata are verified, your
submission will be accepted and the errata will be uploaded to our website or added
to any list of existing errata under the Errata section of that title.

To view the previously submitted errata, go to https://www.packtpub.com/books/
content/support and enter the name of the book in the search field. The required
information will appear under the Errata section.

Piracy

Piracy of copyrighted material on the Internet is an ongoing problem across all
media. At Packt, we take the protection of our copyright and licenses very seriously.
If you come across any illegal copies of our works in any form on the Internet, please
provide us with the location address or website name immediately so that we can
pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected
pirated material.

We appreciate your help in protecting our authors and our ability to bring you
valuable content.

Questions

If you have a problem with any aspect of this book, you can contact us at
questions@packtpub.com, and we will do our best to address the problem.
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Getting Started with
BeagleBone

If you are reading this book right now, it means that you have taken your first step
to get started with your BeagleBone board to build real-time physical computing
systems using your BeagleBone board and Python programming language. This
chapter will teach you how to set up your BeagleBone board for the first time and
write your first few Python codes on it.

By end of this book, you would have learned the basics of interfacing electronics to
BeagleBone boards and coding it using Python which will allow you to build almost
anything from a home automation system to a robot through examples given in

this book.

Firstly, in this chapter, you will learn how to set up your BeagleBone board for the

first time with a new operating system, followed by usage of some basic Linux Shell
commands that will help you out while we work on the Shell Terminal to write and
execute python codes and do much more like installing different libraries and software
on your BeagleBone board. Once you get familiar with usage of the Linux terminal,
you will write your first code on python that will run on your BeagleBone board. Once
you are comfortable with that, we will modify the code to make it do something more
in the next chapters. Most of the time, we will be using the freely available open-source
codes and libraries available on the Internet to write programs on top of it and using it
to make the program work for our requirement instead of entirely writing a code from
scratch to build our embedded systems using BeagleBone board. The contents of this
chapter are divided into the following sections:

* Prerequisites
* About the single board computer - BeagleBone board
* Know your BeagleBone board

[11]




Getting Started with BeagleBone

* Setting up your BeagleBone board
*  Working on Linux Shell
* Coding on Python in BeagleBone board

Prerequisites

This topic will cover what parts you need to get started with BeagleBone Black.
You can buy them online or pick them up from any electronics store that is available
in your locality.

The following is the list of materials needed to get started:

* 1x BeagleBone Black

* 1xminiUSB type B to type A cable
* Ix microSD Card (4 GB or More)

* 1x microSD Card Reader

* 1x5V DC, 2A Power Supply

* 1x Ethernet Cable

There are different variants of BeagleBone boards like BeagleBone,
BeagleBone Black, BeagleBone Green and some more old variants. This
book will mostly have the BeagleBone Black shown in the pictures. Note
that BeagleBone Black can replace any of the other BeagleBone boards
such as the BeagleBone or BeagleBone Green for most of the projects.
These boards have their own extra features so to say. For example,
+  the BeagleBone Black has more RAM, it has almost double the size of
% RAM available in BeagleBone and an in-built eMMC to store operating
g system instead of booting it up only through operating system installed
on microSD card in BeagleBone White. Keeping in mind that this book
should be able to guide people with most of the BeagleBone board
variants, the tutorials in this book will be based on operating system
booted from microSD card inserted on the BeagleBone board. We will
discuss about this in detail in the Setting up your BeagleBone board and
installing operating system's topics of this chapter.

[2]




Chapter 1

BeagleBone Black — a single board
computer

This topic will give you brief information about single board computers to make you
understand what they are and where BeagleBone boards fit inside this category.

Have you ever wondered how your smartphones, smart TVs, and set-top
boxes work?

All these devices run custom firmware developed for specific applications based

on the different Linux and Unix kernels. When you hear the word Linux and if you
are familiar with Linux, you will get in your mind that it's nothing but an operating
system, just like Windows or Mac OS X that runs on desktops and server computers.
But in the recent years the Linux kernel is being used in most of the embedded
systems including consumer electronics such as your smartphones, smart TVs, set-
top boxes, and much more. Most people know Android and iOS as an operating
system on their smart phones. But only a few know that, both these operating
systems are based on Linux and Unix kernels.

Did you ever question how they would develop such devices? There should be a
development board right? What are they?

This is where Linux Development boards like our BeagleBone boards are used.

By adding peripherals such as touch screens, GSM modules, microphones, and
speakers to these single board computers and writing the software that is the
operating system with graphical user interface to make them interact with the
physical world, we have so many smart devices now that people use every day.

Nowadays you have proximity sensors, accelerometers, gyroscopes, cameras, IR
blasters, and much more on your smartphones. These sensors and transmitters are
connected to the CPU on your phone through the Input Output ports on the CPU,
and there is a small piece of software that is running to communicate with these
electronics when the whole operating system is running in the smartphone to get
the readings from these sensors in real-time. Like the autorotation of screen on the
latest smartphones. There is a small piece of software that is reading the data from
accelerometer and gyroscope sensors on the phone and based on the orientation of
the phone it turns the graphical display.

So, all these Linux development boards are tools and base boards using which you
can build awesome real world smart devices or we can call them physical computing
systems as they interact with the physical world and respond with an output.

[31]
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Getting to know your
board — BeagleBone Black

BeagleBone Black can be described as low cost single board computer that can

be plugged into a computer monitor or TV via a HDMI cable for output and uses
standard keyboard and mouse for input. It's capable of doing everything you'd
expect a desktop computer to do, like playing videos, word processing, browsing the
Internet, and so on. You can even setup a web server on your BeagleBone Black just
like you would do if you want to set up a webserver on a Linux or Windows PC.

But, differing from your desktop computer, the BeagleBone boards has the ability

to interact with the physical world using the GPIO pins available on the board, and
has been used in various physical computing applications. Starting from Internet of
Things, Home Automation projects, to Robotics, or tweeting shark intrusion systems.
The BeagleBone boards are being used by hardware makers around the world to
build awesome physical computing systems which are turning into commercial
products also in the market. OpenROV, an underwater robot being one good
example of what someone can build using a BeagleBone Black that can turn into a
successful commercial product.

Hardware specification of BeagleBone
Black

A picture is worth a thousand words. The following picture describes about the
hardware specifications of the BeagleBone Black. But you will get some more details
about every part of the board as you read the content in the following picture.

[4]
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If you are familiar with the basic setup of a computer. You will know that it has a
CPU with RAM and Hard Disk. To the CPU you can connect your Keyboard, Mouse,
and Monitor which are powered up using a power system.

The same setup is here in BeagleBone Black also. There is a 1GHz Processor with
512MB of DDR3 RAM and 4GB on board eMMC storage, which replaces the Hard
Disk to store the operating system. Just in case you want more storage to boot up using
a different operating system, you can use an external microSD card that can have the
operating system that you can insert into the microSD card slot for extra storage.

As in every computer, the board consists of a power button to turn on and turn off
the board and a reset button to reset the board. In addition, there is a boot button
which is used to boot the board when the operating system is loaded on the microSD
card instead of the eMMC. We will be learning about usage of this button in detail in
the installing operating systems topic of this chapter.
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Getting Started with BeagleBone

There is a type A USB Host port to which you can connect peripherals such as USB
Keyboard, USB Mouse, USB Camera, and much more, provided that the Linux
drivers are available for the peripherals you connect to the BeagleBone Black.

It is to be noted that the BeagleBone Black has only one USB Host Port,
M so you need to get an USB Hub to get multiple USB ports for connecting
Q more number of USB devices at a time. I would recommend using a
wireless Keyboard and Mouse to eliminate an extra USB Hub when you
connect your BeagleBone Black to monitor using the HDMI port available.

The microHDMI port available on the BeagleBone Black gives the board the ability to
give output to HDMI monitors and HDMI TVs just like any computer will give.

You can power up the BeagleBone Black using the DC Barrel jack available on the
left hand side corner of the board using a 5V DC, 2A adapter. There is an option to
power the board using USB, although it is not recommended due to the current limit
on USB ports. We will see about this in detail in the upcoming chapters when we
connect USB Wi-Fi dongle and USB camera to the BeagleBone Black.

There are 4 LEDs on board to indicate the status of the board and help us for
identifications to boot up the BeagleBone Black from microSD card. The LEDs
are linked with the GPIO pins on the BeagleBone Black which can be used
whenever needed.

You can connect the BeagleBone Black to the LAN or Internet using the Ethernet
port available on the board using an Ethernet cable. You can even use a USB Wi-Fi
module to give Internet access to your BeagleBone Black. In Chapter 5, Connecting
Physical Computing Systems to the Internet, you will learn how to do this.

The expansion headers which are in general called the General Purpose Input
Output (GPIO) pins include 65 digital pins. These pins can be used as digital input or
output pins to which you can connect switches, LEDs and many more digital input
output components, 7 analog inputs to which you can connect analog sensors like

a potentiometer or an analog temperature sensor, 4 Serial Ports to which you can
connect Serial Bluetooth or Xbee Modules for wireless communication or anything
else, 2 SPI and 2 I2C Ports to connect different modules such as sensors or any other
modules using SPI or I2C communication. It also has 8 PWM output pins that can be
used for applications like fading and LED or in robotic applications for varying the
speed of a motor which we will be discussing later in the upcoming chapters.

We also have the serial debugging port to view the low-level firmware pre-boot
and post-shutdown/reboot messages via a serial monitor using an external serial
to USB converter while the system is loading up and running. After booting up the
operating system, this also acts as a fully interactive Linux console.

[6]
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Setting up your BeagleBone board

Your first step to get started with BeagleBone boards with your hands on will be

to set it up and test it as suggested by the BeagleBone Community with the Debian
distribution of Linux running on BeagleBone Black that comes preloaded on the
eMMC on board. This section will walk you through that process followed by
installing different operating system on your BeagleBone board and log in into it. And
then get into start working with files and executing Linux Shell commands via SSH.

1. Connect your BeagleBone Black using the USB cable to your Laptop or PC.

This is the simplest method to get your BeagleBone Black up and running.
Once you connect your BeagleBone Black, it will start to boot using the
operating system on the eMMC storage. To log in into the operating system
and start working on it, the BeagleBone Black has to connect to a network
and the drivers that are provided by the BeagleBoard manufacturers allow us
to create a local network between your BeagleBone Black and your computer
when you connect it via the USB cable. For this, you need to download and
install the device drivers provided by BeagleBone board makers on your PC
as explained in step 2.
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2. Download and install device drivers.

o

Goto http://beagleboard.org/getting-started

o

Click and download the driver package based on your operating
system. Mine is Windows (64-bit), so I am going to download that

Step 2 }Installdrivers

Install the dnivers for your operating system to give you network-over-USB access to your Beagle. Additional drivers
give you senal access to your board.

Operatin .
pe 9 | USB Drivers Comments
System
\E"gll”g%”s G4-bit installer  Ifin doubt, try the 64-bit installer first.
« Note #1: Windows Driver Certification warning may pop up two or three times. Click “lgnore”, "Install” or "Run”
- MNote #2: To check if you're running 32 or 64-bit Windows see this: hitps //support microsoft com/kb/827218 g,
« Note #3: On systems without the latest service release, you may get an error ((xc000007h). In that case, please install
windows the following and retry: hitps:/www.micros oft.com/en-us/download/confirmation. aspx %id=13523 #.
32-bit installer « Note #4: You may need to reboot VWindows.
(32'0”:) « Note #56: These drivers have been tested fo work up to Windows 10
Mac 0S X NEOK Install both sets of drivers.
Serial
Linux mkudevrule.sh Driver installation isn't required. but you might find & few udev rules helpful.

Once the installation is complete, click on Finish. It is shown in the
following screenshot:
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BeagleBone Driver Installer

Drivers installation complete

== '

i . The drivers were successfully installed on this computer.
s W
4 ° .« “You can now connect your device to this computer. I your device

' came with instructions, please read them first.

Driver Name Status "

s Linux Developer Commu...  Ready to use
%" BeagleBone COM Driver... Readyto use
%" BeagleBone COM Driver... Readyto use W

< Back Cancel

Once the installation is done, restart your PC. Make sure that the Wi-Fi on
your laptop is off and also there is no Ethernet connected to your Laptop.
Because now the BeagleBone Black device drivers will try to create a LAN
connection between you laptop and BeagleBone Black so that you can access
the webserver running by default on the BeagleBone Black to test it's all
good, up, and running. Once you reboot your PC, get to step 3.

[o]
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3. Connect to the Web Server Running on BeagleBone Black.

Open your favorite web browser and enter the IP address 192.168.7.2 on
the URL bar, which is the default static IP assigned to BeagleBone Black.
This should open up the webpage as shown in the following screenshot:

§; BeagleBoard.org - bone | X

€ cC # .D192.168.7.2»’5uppcrtrbcne'zC':," % & O

board.org

BeagleBone 101 £ Your board is connected!
St BeagleBone Black rev 0AGA S/N 0414BBBK2185 at 192 16872
Software

o Update image
o Cloud8 IDE
Hardware
Headers

BeagleBone: open-hardware expandable computer
o Capes

BoneScript
Funclions
o getPlatform(}
o pinMode)

o attachinterrupt(}

o detatchinterrupt()

o - readTextFile()

e writeTexiFile()
JavaSeript

o console()

If you get a green check mark with the message your board is connected.
You can make sure that you got the previous steps correct and you have
successfully connected to your board.

\ If you don't get this message, try removing the USB
~ cable connected to the BeagleBone Black, reconnect it
Q and check again. If you still don't get it. Then check
whether you did the first two steps correctly.

4. Play with on board LEDs via the web server.

If you Scroll down on the web page to which we got connected, you will find
the section as shown in the following screenshot:
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BoneScript interactive guide

BoneScript is a JavaScript library to simplify learning how to perform physical computing tasks using your
embedded Linux. This web page is able to interact with your board to provide an interactive tutorial.

run | restore

var b = require('bonescript');
b.pinMode('USR@", b.OUTPUT);
b.pinMode( 'USR1", b.OUTPUT);
b.pinMode('USR2", b.OUTPUT);
b.pinMode('USR3", b.OUTPUT);
b.digitalWrite( 'USRe’', b.HIGH)
b.digitalWrite( 'USR1"', b.HIGH)
b.digitalwrite('USR2"', b.HIGH)
b.digitalwrite( 'USR3', b.HIGH)
setTimeout(restore, 2000);

3
El
3

3

= ® W0~ B W N e

B

This is a sample setup made by BeagleBone makers as the first time interaction
interface to make you understand what is possible using BeagleBone Black. In this
section of the webpage, you can run a small script. When you click on Run, the On
board status LEDs that are flashing depending on the status of the operating system
will stop its function and start working based on the script that you see on the page.
The code is running based on a JavaScript library built by BeagleBone makers called
the BoneScript. We will not look into this in detail as we will be concentrating more
on writing our own programs using python to work with GPIOs on the board. But to
make you understand, here is a simple explanation on what is there on the script and
what happens when you click on the run button on the webpage.

The pinMode function defines the on board LED pins as outputs and the
digitalwrite function sets the state of the output either as HIGH or LOW. And
the setTimeout function will restore the LEDs back to its normal function after the
set timeout, that is, the program will stop running after the time that was set in the
setTimeout function.
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Say I modify the code to what is shown in the following screenshot:

BoneScript interactive quide

BoneScript is a JavaScript library to simplify learning how to perform physical computing tasks using your
embedded Linux. This web page is able to interact with your board to provide an interactive tutorial.

run || restore |

var b = require('bonescript’);
.pinMode( 'USR@", b.OUTPUT);
.pinMode( "USR1", b.OUTPUT);
.pinMode( 'USR2", b.OUTPUT);
.pinMode( "USR3", b.OUTPUT);
.digitalWrite( USR®", b.HIGH);
.digitalWrite( 'USR1", b.LOW);
.digitalwrite('USR2", b.LOW);
.digitalWrite('USR3", b.HIGH);
setTimeout (restore, leeee);

W N R WM =
oo o oo o oo

=
- @

=
=

You can notice that, I have changed the states of two LEDs to LOW and
i other two are HIGH and the timeout is set to 10,000 milliseconds.

So when you click on the Run button. The LEDs will switch to these states and stay
like that for 10 seconds and then restore back to its normal status indication routine,
that is, blinking.

You can play around with different combinations of HIGH and LOW states and
setTimeout values so that you can see and understand what is happening.

You can see the LED output state of BeagleBone Black in the following screenshot for
the program we executed earlier:
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You can see that the two LEDs in the middle are in LOW state. It stays like this for
10 seconds when you run the script and then it will restore back to its usual routine.
You can try with different timeout values and states of LEDs on the script given in
the webpage and try clicking on the Run button to see how it works.

Like this we will be writing our own python programs and setting up servers to use
the GPIOs available on the BeagleBone Black to make them work the way we desire
to build different applications in each project that is available in this book.

Installing operating systems

We can make the BeagleBone Black boot up and run using different operating
systems just like any computer can do. Mostly Linux is used on these boards which
is free and open source, but it is to be noted that specific distributions of Linux,
Android, and Windows CE have been made available for these boards as well
which you can try out.

The stable versions of these operating systems are made available at
http://beagleboard.org/latest-images.

[13]
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By default, the BeagleBone Black comes preloaded with a Debian distribution of
Linux on the eMMC of the board. However, if you want, you can flash this eMMC
just like you do to your Hard Drive on your computer and install different operating
systems on it.

As mentioned in the note at the beginning of this chapter, considering all
*  the tutorials in this book should be useful to people who own BeagleBone
as well as the BeagleBone Black. We will choose the recommended Debian
package by www.BeagleBoard. org Foundation and we will boot the
board every time using the operating system on microSD card.

Perform the following steps to prepare the microSD card and boot BeagleBone
using that:

1. Goto: http://beagleboard.org/latest-images.

2. Download the latest Debian Image.

The following screenshot highlights the latest Debian Image available for
flashing on microSD card:

i Besgledoardeony - lotet X

C # [ beagleboard.erg/latest

- { board.org

Discover Boards | Leam I Explore I Collaborate I

BeagleBoard.org » latest-images
BeagleBoard.org Latest Firmware Images

Download the latest firmware for your BeagleBoard, BeagleBoard-xM, BeagleBone, BeagleBone Black, Seeed BeagleBone
Green or Arrow BeagleBaone Black Industrial

See the Gell for hints on loading these images.

To turn these images into eMMC fNasher images, edit the fboot/uEnv.ixt file on the Linux partition on the microSD card and remove the "# on the line with
‘emdline=init=/opt/scripts/iools/eMMC/init-eMMC-flasher-v3.sh'. Enabling this will cause booting the microSD card to flash the eMMC. Images are no
lenger provided here for this to avoid people accidentally overwriting their eMMC flash.

For testing, flasher and other Debian imagas, see hitp://elinux oneBlack Debian

Older Debian images

rent - md5: cB4B62772207a57beBI791ccB849e3b
1t - md5: 3567 Tce2 tebedleb1bdcbB19ad7 16317
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3. Extract the image file inside the RAR file that was downloaded:

bone-debian- Open
[xde-dgh-arrr .
2015-11-12-4 a Upload to TinyTake

mg g Open with WinRAR

Extract files...

Extract Here

Extract to bone-debian-7.9-lxde-4gb-armhf-2015-11-12-4gb.imgh

T-Zip >

bl G i

1
‘Q You might have to install WinRAR or any . rar file extracting

software if it is not available in your computer already.

4. Install Win32 Disk Imager software.

To write the image file to a microSD card, we need this software. You can
go to Google or any other search engine and type win32 disk imager as
keyword and search to get the web link to download this software as shown
in the following screenshot:

Go gle win32 disk imager U a

All Videos Images Apps News More » Search tools

About 1,64,000 results (0.43 seconds)

Win32 Disk Imager download | SourceForge.net &
sourceforge.net/projects/iwin32diskimager/ =

% % % % ~ Rating: 4 - 69 votes - Free - Windows

Sep 22, 2015 - Win32 Disk Imager 2015-09-22 17:50:49.391000 free download. Win32
Disk Imager A tool for writing images to USB sticks or SD/CF cards.

Win32 Disk Imager - Wiki - Reviews - Support
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The web link, where you can find this software is http: //sourceforge.
net/projects/win32diskimager/. But this keeps changing often that's why
I suggest you can search it via any search engine with the keyword.

5. Once you download the software and install it. You should be able to see
the window as shown in the following screenshot when you open the Win32
Disk Imager:

%2 Win32 Disk Imager O =

Image File Device

I I=

Copy [ | MD5 Hash:

Progress

Veersion: 0.9.5 Cancel Write

Now that you are all set with the software, using which you can flash the
operating system image that we downloaded. Let's move to the next step
where you can use Win32 Disk Imager software to flash the microSD card.

6. Flashing the microSD card.

Insert the microSD into a microSD card reader and plug it onto your
computer. It might take some time for the card reader to show up your
microSD card. Once it shows up, you should be able to select the USB drive
as shown in the following screenshot on the Win32 Disk Imager software.

[16]
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%2 Win32 Disk Imager =

Image File

Copy | [ | MDS5Hash:

Progress

Version: 0.9.5 Write

7. Now, click on the icon highlighted in the following screenshot to open the
file explorer and select the image file that we extracted in step 3:

Rk

:

Image File

Copy | [ MD5 Hash:

Progress

Version: 0.9.5 Cancel
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8. Go to the folder where you extracted the latest Debian image file and select it.

Select a disk image >
<« v P <« Dow.. » bone-debian-7.9-lxde-4gb-a... w | 0 Search bone-debian-7.9-lxde-... 0

Organize = Mew folder B2« [H o

& OneDrive 5! MName Date modified Type

B This PC _] bone-debian-7.9:Ixde-dgb-armhf-2015-1.., 13-12-201511:34 Disc Image File
. is

[ Desktop

|| Documents

" Downloads

J'! Music

=/ Pictures

ideos

e Windows (C:)
& RECOVERY (Dx)
= Local Disk (F:)

—. Local Disk (G ¥ € %

File name: | bone-dehian-7.9-Ixde-4gb-armhf-2013-11-12 V| Disk Images (".img *.IMG) w

9. Now you can write the image file to microSD card by clicking on the Write
button on the Win32 Disk Imager. If you get a prompt as shown in the
following screenshot, click on Yes and continue:

L

% 17 e = | e

Imagn Cil~ P i,

— %5 Confirm overwrite X B
Eb.ln | i
h Writing to a physical device can corrupt the device,
Cop I_\ (Target Device: [H:\] "BEAGLEBOME")
Are you sure you want to continue?
Prog

| I— e
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10. Once you click on Yes, the flashing process will start and the image file
will be written on to the microSD card. The following screenshot shows
the flashing process progressing:

% Win32 Disk Imager - I W

Image File Device

|4gb.imgjbnne—debian—?.Q-dee—4gb-arn1hf-2[]15—11-12—4gb.img| H:\ hd

Copy | [ | MD5 Hash:

Progress
- 2%
Version: 0.9.5 Cancel Read Write Exit
5.88235MB/=

Once the flashing is completed, you will get a message as shown in the
following screenshot:

k- 2 3] = O >
Image File Device
|4gb.imgjbnne—debian—?.'3 B : > iiITIEI|;_ [H:Y] |
! | '

Copy | [ | MDS Hash: Write Successful,

Progress |
[
Version: 0.9.5 Cancel | Fead | Write Exit
Done.

11. Now you can click on OK, exit the Win32 Disk Imager software and safely
remove the microSD card from your computer.
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Now you have successfully prepared your microSD card with the latest Debian
operating system available for BeagleBone Black. This process is same for all other
operating systems that are available for BeagleBone boards. You can try out different
operating systems such as the Angstrom Linux, Android, or Windows CE others,
once you get familiar with your BeagleBone board by end of this book.

For Mac users, you can refer to either https://learn.adafruit.com/ssh-to-
beaglebone-black-over-usb/installing-drivers-mac Or https://learn.
adafruit.com/beaglebone-black-installing-operating-systems/mac-os-x.

Booting your BeagleBone board from a
SD card

Since you have the operating system on your microSD card now, let us go ahead and
boot your BeagleBone board from that microSD card and see how to login and access
the filesystem via Linux Shell.

You will need your computer connected to your Router either via Ethernet or Wi-
Fi and an Ethernet cable which you should connect between your Router and the
BeagleBone board. The last but most important thing is an External Power Supply
using which you will power up your BeagleBone board because power supply via
a USB will be not be enough to run the BeagleBone board when it is booted from a
microSD card.

1. Insert the microSD card into BeagleBone board.

Now you should insert the microSD card that you have prepared into the
microSD card slot available on your BeagleBone board.
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2. Connect your BeagleBone to your LAN.

Now connect your BeagleBone board to your Internet router using an
Ethernet cable.
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You need to make sure that your BeagleBone board and your computer are
connected to the same router to follow the next steps.

3. Connect external power supply to your BeagleBone board.

4. Boot your BeagleBone board from microSD card.
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On BeagleBone Black and BeagleBone Green, you have a Boot Button which
you need to hold on while turning on your BeagleBone board so that it starts
booting from the microSD card instead of the default mode where it starts to
boot from the onboard eMMC storage which holds the operating system. In
case of BeagleBone White, you don't have this button, it starts to boot from
the microSD card itself as it doesn't have onboard eMMC storage.

LP]0011BBNL
1324

[23]




Getting Started with BeagleBone

Depending on the board that you have, you can decide whether to boot the board
from microSD card or eMMC. Consider you have a BeagleBone Black just like the
one | have shown in the preceding picture. You hold down the User Boot button that
is highlighted on the image and turn on the power supply. Once you turn on the
board while holding the button down, the four on-board LEDs will light up and stay
HIGH as shown in the following picture for 1 or 2 seconds, then they will start to
blink randomly.

Once they start blinking, you can leave the button.

Now your BeagleBone board must have started Booting from the microSD card, so
our next step will be to log in to the system and start working on it. The next topic
will walk you through the steps on how to do this.
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Logging into the board via SSH over
Ethernet

If you are familiar with Linux operations, then you might have guessed what this
section is about. But for those people who are not daily Linux users or have never
heard the term SSH, Secure Shell (SSH) is a network protocol that allows network
services and remote login to be able to operate over an unsecured network in a
secure manner. In basic terms, it's a protocol through which you canlogin to a
computer and assess its filesystem and also work on that system using specific
commands to create and work with files on the system.

In the steps ahead, you will work with some Linux commands that will make you
understand this method of logging into a system and working on it.
1. Setup SSH Software.

To get started, log in to your BeagleBone board now, from a Windows PC,
you need to install any SSH terminal software for Windows.

Go g|e ssh terminal windows U n

All Images Videos News More Search tools

About 26,50,000 results (0.39 seconds)

Free SSH Client for Windows :: WinSCP @
https://winscp.net/eng/docs/free_ssh_client_for_windows ~

Nov 4, 2015 - WinSCP is an open source free $SH client for Windows with the focus on
secure file transfer. You can get it from WinSCP download page

Remote Commands - Integration with PuTTY - Call

Download PuTTY - a free SSH and telnet client for Windows &
www.putty.org/ v

Download PUTTY. PuTTY is an $SH and telnet client, developed originally by Simon
Tatham for the Windows platform. PuTTY is open source software that is ..
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My favorite is PuTTY, so I will be using that in the steps ahead. If you are
new to using SSH, I would suggest you also get PuTTY.

The software interface of PuTTY will be as shown in the following

screenshot:

Category:

ﬁ PuTTY Configuration

[E]- Session

£l Teminal

- Keyboard
. Bell

- Features
= Window

- Appearance
- Behaviour
- Translation
- Selection
- Colours

=)~ Connection

.. Data

.. Prowy

- Telnet

- Rlogin

- S5H

- Serial

About

Basic options for your PuTTY session

Specify the destination you want to connect to

Haost Name for IP address) Port
[ |22 |
Connection type:

{(JRaw () Telnet () Rlogn @ 55H () Seral

Load, save or delete a stored session

Saved Sessions

Default Settings Load

Save

Delete

Close window on exit:
(O Aways () Mever (@ Only on clean exit

You need to know the IP address or the Host Name of your BeagleBone Black
to log in to it via SSH. The default Host Name is beaglebone but in some
routers, depending on their security settings, this method of login doesn't
work with Host Name. So, I would suggest you try to login entering the
hostname first. If you are not able to login, follow step 2. If you successfully
connect and get the login prompt with Host Name, you can skip step 2 and

go to Step 3.
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Category:
= Session Basic options for your PuTTY session

-~ Logging Specify the destination you want to connect to

& T?Tﬂ}é;:::oard Host Name {or IF address) Port
 Bel |beagleb0ne | |22 |
- Features Connection type:

- Window (ORaw (O Telnet (O Rlogin @ 5SH () Seral
- Appearance
- Behaviour
- Translation
- Selection | |

- Colours Default Settings Load
-Connection
- Data Save

.- Prowy
- Telnet Delete

Load, save or delete a stored session
Saved Sessions

m

- Rlogin
- 55H
- Seral

Close window on exit:
(O fways  (INever  (®) Only on clean exit

About Oper‘ Cancel

But if you get an error as shown in the following screenshot, perform Step 2.

PuTTY Error

Unable to cpen connection to
beaglebone

Host does not exst

Find an IP address assigned to BeagleBone board.

Whenever you connect a device to your Router, say your computer, printer,
or mobile phone. The router assigns a unique IP to these devices. The same
way, the router must have assigned an IP to your BeagleBone board also. We
can get this detail on the router's configuration page of your router from any
browser of a computer that is connected to that router.
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In most cases, the router can be assessed by entering the IP 192.168.1.1 but
some router manufacturers have a different IP in very rare cases. If you are
not able to assess your router using this IP 192.168.1.1, refer your router
manual for getting access to this page.

The images that are shown in this section are to give you an
*  idea about how to log in to your router and get the IP address
% details assigned to your BeagleBone board from your router.
s . . .
The configuration pages and how the devices are shown on the
router will look different depending on the router that you own.

Enter the 192.168.1.1 address in you browser.

[ 192.168.1.1 x
€« C A [0192168.1.1

&)
n

Authentication Required

http://192.168.1.1 requires a username and password.

Your connection to this site is not private.

User Name: | admin

When it asks for User Name and Password, enter admin as User Name and
password as Password

These are the mostly used credentials by default in most of the routers. Just
in case you fail in this step, check your router's user manual.

Considering you logged into your router configuration page successfully,
you will see the screen with details as shown in the following screenshot:
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- m] *
[ NETGEAR Router WNDRZ- X |
« C M [ 192.168.1.1/start.htm wdt O =
NETGEAR genie } _
irmware Version
WNDR3400v3 V1.0.0.46_1.045
090900 TR
Internet L/ g,
’ » 5‘ —
Wireless » s ‘-\. gy :,ﬂ:m %
Attached Devices » Q - - -
Parental Controls » Internet Wireless Attached Devices
Ready SHARE » ) MACT  Name(SSID): NIKOI ) i
STATUS: GOOD ship337Key/Password: dai Number of Devices : 15
Guest Network »

If you click on the highlighted part, Attached Devices, you will be able to
see the list of devices with their IP as shown in the following screenshot,
where you can find the details of the IP address that is assigned to your
BeagleBone board.

Attached Devices

Go to Access Control to allow or block devices.
Access Control: Turned On

General Rule: Allow all new C Refresh

devices to connect

Wired Devices

IP Address MAC Address
192.168.1.14 90:59:AF:62:CB:11 beaglebone
Allowed 192.168.1.109 34:64:A9:69:F6:F3 DEVG9IF6F3

Device Name

Allowed

ra

So now you can note down the IP that has been assigned to your BeagleBone
board. It can be seen that it's 192.168.1.14 in the preceding screenshot for
my beaglebone board. We will be using this IP address to connect to the
BeagleBone board via SSH in the next step.
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3. Connect via SSH using IP Address.

& PuTTY Configuration

Category:

[ Session

¢ ‘- Logging
- Teminal
- Keyboard
- Bell
- Features
= Window
- Appearance
- Behaviour
- Translation
- Selection
- Colours
= Connection
- Data
- Prosey
- Telnet
- Rlogin
- 55H
- Senal

Basic options for your PuTTY session

Specify the destination you want to connect to

Host Mame (or [P address) Port
[192.168.1.14) | |22 |
Connection type:

(JRaw (O Telnet () Rlogin @) S5H () Serial

Load, save or delete a stored session

Saved Sessions

Default Settings

Load
Save

Delete

Close window on exit:
() Mways () Mever

(®) Only on clean exit

Once you click on Open you might get a security prompt as shown in the
following screenshot. Click on Yes and continue.
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PuTTY Security Alert *

The server's host key is not cached in the registry. You
! have no guarantee that the server is the computer you

think it is.

The server's rsa2 key fingerprint is:

ssh-rsa 2048 7fiaTidaf1ifhibdiel 02:8d:f8:0c:6biadia5iad:el

If you trust this host, hit Yes to add the key to

PuTTY's cache and carry on connecting.

If you want to carry on connecting just once, without

adding the key to the cache, hit Mo.

If you do not trust this host, hit Cancel to abandon the

connection,

Now you will get the login prompt on the terminal screen as shown in the
following screenshot:

@ 192,168.1.14 - PuTTY = O >

If you got this far successfully, then it is time to log in to your BeagleBone
board and start working on it via Linux Shell.
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4. Log in to BeagleBone board.

When you get the login prompt as shown in the preceding screenshot, you
need to enter the default username which is debian and default password
which is temppwd. Now you should have logged into Linux Shell of your
BeagleBone board as user with username debian.

EP debian@beaglebone: ~ = O *

Now that you have successfully logged into your BeagleBone board's Linux Shell,
you can start working on it using Linux Shell commands like anyone does on any
computer that is running Linux.

The next section will walk you through some basic Linux Shell commands that will
come in handy for you to work with any Linux system.
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Working on Linux Shell

Simply put, the shell is a program that takes commands from the keyboard and gives
them to the operating system to perform. Since we will be working on BeagleBone
board as a development board to build electronics projects, plugging it to a Monitor,
Keyboard, and Mouse every time to work on it like a computer might be unwanted
most of the times and you might need more resources also which is unnecessary

all the time. So we will be using the shell command-line interface to work on the
BeagleBone boards. If you want to learn more about the Linux command-line
interfaces, I would suggest you visit to http: //linuxcommand.org/.

Now let's go ahead and try some basic shell commands and do something on your
BeagleBone board.

You can see the kernel version using the command uname -r. Just type the
command and hit enter on your keyboard, the command will get executed and you
will see the output as shown here:

Like this shell will execute your commands and you can work on your BeagleBone
boards via the shell.

Getting kernel version and date was just for a sample test. Now let's move ahead and
start working with the filesystem.

* 1s: This stands for list command. This command will list out and display
the names of folders and files available in the current working directory on
which you are working.

[33]
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* pwd: This stands for print working directory command. This command prints
the current working directory in which you are present.

* mkdir: This stands for make directory command. This command will create
a directory in other words a folder, but you need to mention the name of the
directory you want to create in the command followed by it.

Say I want to create a folder with the name Workspace, I should enter the command
as follows:

ir WorkSpace

When you execute this command, it will create a folder named WorkSpace inside the
current working directory you are in, to check whether the directory was created.
You can try the Is command again and see that the directory named workspace has
been created.

To change the working directory and go inside the Workspace directory, you can use
the next command that we will be seeing.

* cd: This stands for change directory command. This command will help you
switch between directories depending on the path you provide along with
this command.

Now to switch and get inside the WorkSpace directory that you created, you can type
the command as follows:

cd WorkSpace

You can note that whenever you type a command, it executes in the current working
that you are in. So the execution of cd WorkSpace now will be equivalent to cd
/home/debian/WorkSpace as your current working directory is /home/debian.
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Now you can see that you have got inside the WworksSpace folder, which is empty
right now, so if you type the 1s command now, it will just go to the next line on the
shell terminal, it will not output anything as the folder is empty.

Now if you execute the pwd command, you will see that your current working
directory has changed.

e cat: This stands for the cat command. This is one of the most basic
commands that is used to read, write, and append data to files in shell.

To create a text file and add some content to it, you just need to type the cat
command cat > filename.txt

Say I want to create a sample.txt file, I would type the command as shown next:

Once you type, the cursor will be waiting for the text you want to type inside the
text file you created. Now you can type whatever text you want to type and when
you are done press Ctrl + D. It will save the file and get back to the command-line
interface.

Say I typed This is a test and then pressed Ctrl + D. The shell will look as
shown next.

Now if you type 1s command, you can see the text file inside the Wworkspace
directory.
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If you want to read the contents of the sample. txt file, again you can use the cat
command as follows:

Now that we saw how we can create a file, let's see how to delete what we created.

* rm: This stands for remove command. This will let you delete any file by
typing the filename or filename along with path followed by the command.

Say now we want to delete the sample.txt file we created, the command can be
either rm sample.txt which will be equivalent to rm /home/debian/WorkSpace/
sample.txt as your current working directory is /home/debian/Workspace.

After you execute this command, if you try to list the contents of the directory, you
will notice that the file has been deleted and now the directory is empty.

Like this, you can make use of the shell commands work on your BeagleBone board
via SSH over Ethernet or Wi-Fi. We will be seeing how to connect your BeagleBone
board to Wi-Fi in Chapter 5, Connecting Physical Computing Systems to the Internet
where you can setup your BeagleBone board to connect to your router via Wi-Fi
instead of Ethernet to give wireless access to your BeagleBone board.

Now that you have got a clear idea and hands-on experience on using the Linux
Shell, let's go ahead and start working with python and write a sample program
on a text editor on Linux and test it in the next and last topic of this chapter.
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Writing your own Python program on
BeagleBone board

In this section, we will write our first few Python codes on your BeagleBone
board. That will take an input and make a decision based on the input and print
out an output depending on the code that we write. There are three sample codes
in this topic as examples, which will help you cover some fundamentals of any
programming language, including defining variables, using arithmetic operators,
taking input and printing output, loops and decision making algorithm.

Before we write and execute a python program, let us get into python's interactive
shell interface via the Linux shell and try some basic things like creating a variable
and performing math operations on those variables.

To open the python shell interface, you just have the type python on the Linux shell
like you did for any Linux shell command in the previous section of this chapter.

Once you type python and hit Enter, you should be able to see the terminal as shown
in the following screenshot:

Now you are into python's interactive shell interface where every line that you

type is the code that you are writing and executing simultaneously in every step. To
learn more about this, visit https://www.python.org/shell/ or to get started and
learn python programming language you can get our Python By Example book in
our publication.

Let's execute a series of syntax in python's interactive shell interface to see whether
it's working.

Let's create a variable A and assign value 20 to it:
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Now let's print A to check what value it is assigned:

You can see that it prints out the value that we stored on it.

Now let's create another variable named B and store value 30 to it:

Let's try adding these two variables and store the result in another variable named c.
Then print ¢ where you can see the result of A+B, that is, 50.

That is the very basic calculation we performed on a programming interface.
We created two variables with different values and then performed an arithmetic
operation of adding two values on those variables and printed out the result.

Now, let's get a little more ahead and store string of characters in a variable and
print them.

Wasn't that simple. Like this you can play around with python's interactive shell
interface to learn coding. But any programmer would like to write a code and
execute the program to get the output on a single command right.

Let's see how that can be done now.

To get out of the Python's Interactive Shell and get back to the current working
directory on Linux Shell, just hold the Ctrl button and press D, that is, Ctrl + D
on the keyboard. You will be back on the Linux Shell interface as shown next:
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Now let's go ahead and write the program to perform the same action that we tried
executing on python's interactive shell. That is to store two values on different
variables and print out the result when both of them are added. Let's add some spice
to it by doing multiple arithmetic operations on the variables that we create and print
out the values of addition and subtraction.

You will need a text editor to write programs and save them. You can do it using
the cat command also. But in future when you use indentation and more editing on
the programs, the basic cat command usage will be difficult. So, let's start using the
available text editor on Linux named nano, which is one of my favorite text editors
in Linux. If you have a different choice and you are familiar with other text editors
on Linux, such as vi or anything else, you can go ahead and continue the next steps
using them to write programs.

To create a python file and start writing the code on it using nano, you need to use
the nano command followed by the filename with extension .py.

Let's create a file named ArithmeticOperations.py.
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Once you type this command, the text editor will open up.

GNU nano 2.2.6 File: ArithmeticOperations.py

Here you can type your code and save it using the keyboard command Ctrl + X.

Let's go ahead and write the code which is shown in the following screenshot and
let's save the file using Ctrl + X:

GNU nano 2.2.6 File: ArithmeticOperations.py

[ Read 6 lin

GNU nano 2.2.6 File: ArithmeticOperations.py Modified

[Save modified buffer (ANSWERING "No™ WILL DESTROY CHANGES) 2

Then if you want to change the file with a different name, you can change it in the
next step before you save it. Since we created the file now only, we don't need to do
it. In case if you want to save the modified copy of the file in future with a different
name, you can change the filename in this step:
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File: ArithmeticOperations.py Modified

For now we will just hit Enter that will take us back to the Linux Shell and the file
AritmeticOperations.py will be created inside the current working directory,
which you can see by typing the 1s command. You can also see the contents of the file
by typing the more command that we learned in the previous section of this chapter.

m

=R = I = I I

Now let's execute the python script and see the output. To do this, you just have
to type the command python followed by the python program file that we created,
that is, the ArithmeticOperations.py.

[ e ¢ I+ 1)

Once you run the python code that you wrote, you will see the output as shown
earlier with the results as output.

Now that you have written and executed your first code on python and tested

it working on your BeagleBone board, let's write another python code, which is
shown in the following screenshot where the code will ask you to enter an input and
whatever text you type as input will be printed on the next line and the program will
run continuously.
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Let's save this python code as InputPrinter.py:

GNU nano 2.2.6 File: InputPrinter.py Modified

In this code, we will use a while loop so that the program runs continuously until
you break it using the Ctrl + D command where it will break the program with an
error and get back to Linux Shell.

Now let's try out our third and last program of this section and chapter, where
when we run the code, the program asks the user to type the user's name as input
and if they type a specific name that we compare, it prints and says Hello message
or if a different name was given as input, it prints Go Away; let's call this code
Say Hello To Boss.py.

GNU nano 2.2.6 File: Say Hello To Boss.py Modified

le Name to Write: Say Hello To_ Bos;
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Instead of my name Jayakarthigeyan, you can replace it with your name or any
string of characters on comparing which, the output decision varies.

When you execute the code, the output will look as shown in the
following screenshot:

Like we did in the previous program, you can hit Ctrl + D to stop the program and
get back to Linux Shell.

In this way, you can work with python programming language to create codes that
can run on the BeagleBone boards in the way you desire.

Since we have come to the end of this chapter, let's give a break to our
BeagleBone board.

Let's power off our BeagleBone board using the command sudo poweroff,
which will shut down the operating system.
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After you execute this command, if you get the error message shown in the following
screenshot, it means the BeagleBoard has powered off.

9 Server unexpectedly closed network connection

Ok

You can turn off the power supply that was connected to your BeagleBone
board now.

Summary

So here we are at the end of this chapter. In this chapter, you have learned how to
boot your BeagleBone board from a different operating system on microSD card
and then log in to it and start coding in Python to run a routine and make decisions.
Using this knowledge, we will see how to make an LED blink which is connected

to any GPIO pin on the GPIO headers of the BeagleBone board and how to read the
switch button status using python code in the next few chapters. But before that, we
will look at fundamentals of Basic Electronics in the next chapter.

On an extra note, you can take this chapter to another level by trying out a little more
by connecting your BeagleBone board to an HDMI monitor using a microHDMI
cable and connecting a USB Keyboard and Mouse to the USB Host of the BeagleBone
board and power the monitor and BeagleBone board using external power supply
and boot it from microSD Card and you should be able to see some GUI and you will
be able to use the BeagleBone board like a normal Linux computer. You will be able
access the files, manage them, and use Shell Terminal on the GUI also. If you own
BeagleBone Black or BeagleBone Green, you can try out to flash the onboard eMMC
using the latest Debian operating system and try out the same thing that we did
using the operating system booted from microSD card.

[44]



Circuit Fundamentals and
GPIO

In this chapter, we will be learning the basics of setting up an external electronic
circuit that you can interface with the BeagleBone board using the general-purpose
input/output (GPIO) pins available on it. The chapter will focus on making the
reader understand how to wire electronic circuits with an explanation of how

they work followed by using the GPIOs available on the BeagleBone board for
their operation.

For readers who are from an electronics background, most of what is covered in
the first three topics will be familiar but still I suggest you skim through the topics
to brush up the basics. Since the book is written in such a way that readers without
prior knowledge of electronics also get to understand and work on the projects,
these topics have to be included in the chapter.

The contents of the chapter are divided into the following topics:

* Prerequisites

* Fundamentals of electrical and electronic circuits

* Use of BreadBoards

* Switches and LEDs

* GPIOs

* Adding libraries to Python

* Using python to access GPIOs

* Simple project: Blinking an LED using a Python script
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Prerequisites

This topic will cover what parts you need to get started with BeagleBone Black
online. You can buy these parts from your favorite online store or from any of your
local stores. individual electronic components such as resistors, transistors, LEDs,
and so on are connected with a power source element such as a battery or other
power supply source using conductive wires through which current flows through
these electronic components, it forms an electronic circuit:

N, (J_y resistor

v 470 Q
5 (vellow, violet,
brown)

9V :B

LED
any color

We will see how to make our first simple electric circuit using an LED followed by
connecting a switch to it in the Switches and LEDs section of this chapter.

Usage of breadboards

In this section, you will learn about what breadboards are, why they are called
so, and how to use them. Once you are done with it, you should have a basic
understanding of how breadboards work and be able to start using it to build
basic circuits on a breadboard.

A breadboard is composed of electrical connections in rows and columns. Each
column is electrically connected to each point on the row, you can see the black
column line, that has connectivity. You can use wires to connect any column with
another. There are larger rows on the top and bottom which are usually used

for power supply positive and negative, in other words, VCC (power) and GND
(ground) signals. You can use these to easily connect any column to VCC or GND or
use it for any other purpose as per your wish as there is no restriction, it's just like
any other row:
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You can learn how to use a Breadboard by connecting the circuit given in the

previous section to test it by setting up the same circuit on breadboard as shown

in the following figure:

fritzin
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Switches and LEDs

Switches are one of the the elementary components in electronic circuits:

All they do is make or break a circuit, meaning it either opens a connection or
closes it between two terminals. The two states of a switch are as shown in the
following figure:

There are a lot of different types of switches. But there are two most commonly used
ones in our circuits that we will discuss in this section, which are the momentary
switch and the toggle switch. Before we discuss the different types of switches,

as mentioned during the introduction of this chapter, let's see what LEDs are and
how to create a basic circuit using them, as during the explanation of the switch
operations, it will be useful for better understanding.

To create your first simple circuit, take a battery, resistor, and LED with wires to
connect them as shown in the following figure. By doing this, you can understand
what an LED is. LED stands for light emitting diode, which is nothing but an
electronic component that emits light when suitable voltage is applied to its leads
in the proper configuration. An LED has two leads: the cathode and the anode,

as shown in the following figure:
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ANODE CATHODE

ANODE CATHODE

The anode terminal should be connected to the positive terminal of the power supply
/ battery and the cathode terminal should be connected to the negative terminal

of the power supply / battery to make the LED glow. Connecting in reverse won't
make the LED glow. If you would like to know more about why and how an LED
works, do your research online or read books to find out more.

Now, let's go ahead and make an electronic circuit where current flows through the
wires through a resistor and LED which are connected to a power source, in other
words, a battery, as shown in the following diagram:

g J_ resistor 7 7 LED
v o 4700 ™~
= (yallow, violet, [//]
T brown) —lr
LED VAVAY:
« « any color Battery Resistor
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So, as shown in the preceding diagram, the resistor can be on any side of the LED. The
resistor is a component that reduces the value of current flowing through the circuit.
It is used to increase the lifetime of the LED and is necessary for most LEDs. I would
suggest you learn more about how much value of resistor should be used and for
particular battery and LEDs that you use because this chapter and most of the sections
in it are intended to give you a basic getting started idea regarding electronic circuits.
As mentioned at the beginning of the chapter, electrical and electronics is a vast topic
and we can't put all the concepts involved in it in just one chapter.

If you successfully make the LED glow with a battery and LED with a resistor in
between, you will have made your first basic electronic circuit. But have an LED
glow all time is something that now one would want right. We will always need an
element to control another element. So here comes the switch, where if you connect a
switch in between this circuit, you can turn the LED on and off when you want it to
glow or not glow. So let's go ahead and look at the two most-used types of switches
in electronic circuits, which we will be using in the coming chapters to interface with
the BeagleBone board to give inputs from the outside world.

Momentary switch

If you look at the following figure, you can see that the momentary switch has
a push button actuator, a plunger in between the movable contact that touches
the stationary contacts of two terminals.
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The switch shown in the preceding figure is normally open as the stationary contacts
are not in contact with the movable contact during normal state as the plunger pulls
the movable contact upwards. Whenever you press the button on top, the movable
contact goes down and touches the two stationary terminals to make contact and
close the line. When you remove the pressure you applied to press the push button
switch, the plunger pulls back the movable contact and the circuit opens up. The
explanation is illustrated in the following figure with an LED connected to a battery.
Have a look at them to understand better and try it yourself using a push button
momentary switch, a battery, a resistor, and an LED:

e —
sasm aSEES
:;-a- anmpm ®

Pushbutton Closed Circuit - Current Flows so LED is ON

Please note that there are other types of push button momentary switches also
available on the market which are normally closed, where the switch opens the
circuit when the button is pressed and closes in normal state. Depending on which
switch you use, the operation will differ for the circuit shown in the preceding figure.
For normally closed, the LED will be always on and when you press the button,

it will go off. For normally open, the operation will be as shown in the preceding
figure, where the LED is off in normal state but goes on when you press the push
button switch.

The next type of switch we will discuss will be the Toggle switch.
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Toggle switch

A toggle switch is similar to the traditional switches used in wall-mounted electrical
switch boards that help you open and close the connection to switch the circuit on
and off. Here is how it looks with the circuit symbol:

Now that you are familiar with how a switch operation works, you can easily
understand the concept of the toggle switch. Basically, it switches the state from

on to off as we switch the position of the switch. Unlike the momentary switch,
where we need to hold the switch button to switch the state, here, once you toggle
the position, it stays in the position you left it. So we can toggle the switch from the
Off to the On state, in other words, from the open to the closed state, as well as vice
versa, and leave it as such and it will stay in the same position, in other words, in the
state of either On or Off, as there is no spring mechanism to push the switch back to
its previous position. The following diagrams will help you understand better:
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So, as shown in the preceding figure, if you have successfully set up the circuit and
made the LED glow by switching the switch, by now you must have understood the
concept of an electrical circuit and switching an electrical and electronic circuit using
a switch. But using our BeagleBone board instead of doing it manually, we will be
using the GPIOs to switch elements as well as read the switching inputs. We will

see this in detail with experiments in the next chapters. For now, in the next section,
you will learn what GPIOs basically are and what kind of GPIOs are available on the

BeagleBone board.
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GPIOs

As we discussed in Chapter 1, Getting Started with BeagleBone, BeagleBone boards have
GPIO pin headers on either side of the board. In this section, we will be discussing
what these GPIOs are and how we can use them to interface external electronic
components to the board.

The following figure shows the GPIOs available and the pin mapping of each of
them. This pin mapping or, in general, the names assigned to these pins will be
helpful for us while accessing them from the software running on the operating
system. You will see this in detail at the end of the chapter, when we will be
accessing the GPIO from python:
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So, these GPIOs are ports which can act either as input or output from our definition
from software running on the operating system. There are several methods to define
these pins as input and output, as well as to change the state of these pins when
defined as outputs and read the state when defined as inputs. In this book, as we
will be using python as the primary programming language, we will be accessing
these pins from the python program. To get started, you will first need to add a few
libraries to python that will help you do it. How to install those libraries and validate
them is explained in the next topic.

Adding libraries to Python

To make it easy to work with GPIOs on BeagleBone boards using Python
programming language, we will be installing the Adafruit-BeagleBone-IO-Python
library. The following steps will walk you through how to do it:

1. Login to your BeagleBone board.

As we did in the previous chapter, the first thing you need to do is boot the
BeagleBone board from the microSD card and log in to it via SSH:

2. Update the repositories.

Your next step will be to update the software dependency repositories in
Debian running on the BeagleBone board before we start installing the other
dependencies that are not installed and the libraries.
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You can use the apt -get update command to do this:

3.

Install the dependencies.

In this step, we will be installing certain software packages that are necessary
for the library to work with the BeagleBone board. The command that you
need to execute is as follows:

sudo apt-get install build-essential python-dev python-setuptools
python-pip python-smbus -y

The output that you will see is shown in the following screenshot:
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Install the BBIO library.

Now, once you have updated the repositories and installed the necessary
dependencies, we can go ahead and install the Adafruit_BBIO Python
Library that we will be using to access the GPIO pins on the BeagleBone
board using Python running on it.

To install the Adafruit_BBIO library, execute the following command:
sudo pip install Adafruit BBIO

You will see the following output:

Test your installation.

Now, let us check whether the installation happened properly or not. To do
this, just execute the command given following:

sudo python -c "import Adafruit BBIO.GPIO as GPIO; print GPIO"

Now, if you see the output shown in the following screenshot, it means
the installation was successful and we have successfully installed the
Adafruit_BBIO library:

We can validate this by importing the library into python and testing it,
as shown in step 6.

Validate the installation.

In this step, first you need to open Python's interactive shell to use the
instructions, as shown following:
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If you see the module available and its path when you print GPIO, it confirms that
we have successfully installed and added the Adafruit_BBIO Library to Python.
Now let's go ahead and access the GPIO from python to change its state from
Python's interactive shell in the next section.

Using Python to access GPIOs

In this section, we will see how we can change the state of a GPIO on the BeagleBone
board from python's interactive shell interface with the help of functions available in
the Adafruit_BBIO Library.

You will have to connect an LED with one of the GPIO pins on the BeagleBone Black
to understand how these GPIOs work. The following steps will walk you through
the program that you can execute step by step on the Python's interactive shell
interface to understand how you can change the state of a GPIO from LOW to HIGH
and vice versa from python:

1. Connect an LED circuit to the BeagleBone board.

To get started, we will need our Breadboard, LED, resistor, and hookup wires
to connect the LED circuit with a GPIO available on the BeagleBone Black.
Once you have them, connect the circuit as shown in the following figure:
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You can see that the cathode of the LED is connected to the Gnd pin on the
BeagleBone Black through a 470-ohm resistor and the anode is connected to
the GPIO pin 60 on the P9 header. You can refer to the expansion headers of
BeagleBone Black for reference. Once you have connected the circuit with the
BeagleBone Black, we can go ahead and start working with Python to make
this LED turn on and off.

2. Open Python's interactive shell and import Adafruit's BBIO Library:

r "license"™ for more information.

As shown in the preceding screenshot, in this step, you will open Python's
Interactive Shell and import the Adafruit_BBIO Module into it using the
command shown in the preceding screenshot.

3. Set up pin GPIO_60 as OUTPUT.

Our next step will be to set up or define GPIO_60 as an output pin as we will
be changing the state of the pin. You can note that these GPIO pins can be
made to act as inputs or outputs. We will be seeing how they will be used as
inputs in the next chapter. Right now we will be making this act as an output
pin to change the state of the pin to high and low or vice versa, so we will
define it as an output pin. To do this, the command is as follows:

GPIO.setup("P9 12", GPIO.OUT)

[59]




Circuit Fundamentals and GPIO

P9_12 is nothing but pin GPIO_60, which is the 12th pin on the P9 header.
See the following figure to understand the idea behind the notation:

UART4_RXD :
UART4_TXD 13
GPIO_48 15

SPIO_CSO 17 18 SPIO_D1

4. Set Pin GPIO_60 as HIGH.

Once we have defined the pin as an output pin, we can go ahead and change
the state of the pin to HIGH or LOW. The function given following, when
executed, will perform that operation:

GPIO.output ("P9 12", GPIO.HIGH)

GPIC.output ("PS 12", GPIC.HIGH) |
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Now you will be able to see that the LED has turned on, as shown in the
following image:

What exactly happens when you execute the function is one of the transistors
inside the processor chip is turned on from the software and this makes
GPIO_60 to HIGH state and it switches on and supplies 3.3V output, which
makes the LED glow. You can now turn off the LED by setting the GPIO_60
pin to the LOW state, as shown in the next step, by modifying the Gp10.
output function to LOW.

Set Pin GPIO_60 as LOW:
GPIO.output("P9 12", GPIO.LOW)
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Now you will be able to see that the LED has turned off, as shown in the
following image:

As in the previous step, now the software turns off the transistor inside the
microprocessor on the BeagleBone board to turn off the GPIO_60 so it turns
off and becomes LOW, and doesn't give out the 3.3V supply so the LED is
turned off.

6. Clean up the GPIO settings.

So, now you will have got an idea that the GPIO states can be changed from
the software running on the board. These GPIO pins stay in the previous
state until they are changed to another state. But in situations where you stop
the software in the middle of an operation, you might need the GPIO pins to
go back to their default state, which is LOW for most of them. To do this, the
Adafruit_BBIO library provides us with a function Gp10.cleanup (), which
we will be using to clear the previous states and definitions of the GPIOs set
from the software.
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It is recommended that you use this function at the end of every program
that you write, to avoid unnecessary, undesired output:

Project — blinking an LED using
Python script

In the previous section, we saw how we can access the GPIO pin from Python's
interactive shell and change its state. Let's now write a python code and save it

as a .py file and run it like we did at the end of the previous chapter. The python
program that is discussed in this section will make an LED blink at an interval of 1
second. The LED will be On for 1 second and Off for another 1 second; this will loop
continuously until you break the loop.

The following screenshot shows the program:

GHU nmano 2.2.6 File: Elink.py [
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The code imports the time module and the Adafruit_BBIO module just as we did
in the interactive shell in the previous section of this chapter and then we set up
GPIO_60 as an output pin and then changed the state of the pin to HIGH and LOW
in the while loop that runs continuously. We use the time.sleep (1) function to
pause the code for 1 second in between the state changes. The code also has the
GPIO.clean() function that gets executed when a keyboard interrupt is given
when the code is running,.

To run the command, execute the following command after you save the code as
a file called B1ink.py:

sudo python Blink.py

You should see output as shown in the following screenshot and the LED connected
to the BeagleBone board blinks at an interval of 1 second and the console also prints
the text Blinking;:

When you hit Ctrl + C to kill the program, it will clean up the GPIO to the default
state and exit the program:

So, now you can go ahead and try to use different GPIOs and turn on and turn off
the LED using decision-making statements and more from the Python program. If
you remember, in Chapter 1, Getting Started with BeagleBone, we used the BoneScript
library to make the LEDs which are on the board turn on and stay on for a timeout
interval. You can try writing some code of that sort also in python and try keeping
the LED on for some interval of time. And turn it off based on the input you will
be giving.

[64]



Chapter 2

Summary

Here we are at the end of this chapter, where we learnt the basic principle behind

a simple electronic circuit using LEDs and switches. We saw what GPIOs are and
how we can access them from python and wrote a simple code to make an LED blink
at a particular interval. Then we added external libraries to python on BeagleBone
boards. In the next chapter, we will be seeing how we can get an input from the
external world and build a system that reacts to that input.
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Introduction to Physical
Computing Systems

This chapter will focus on giving you an introduction to what physical computing
systems are, what they are composed of, how they work and where they are used.
First, we will get started with a brief introduction to physical computing systems,
which will give you a basic idea about the basic composition of physical computing
systems with an example followed by its application areas, and at the end we will see
how we can build our own physical computing system using BeagleBone Black with
a push button and LED using Python programming to change the LED state based
on the push button press input.

The contents of the chapter are divided into the following topics:

Prerequisites

Introduction to physical computing systems
Basic elements of physical computing systems
Application areas

Simple project: Push button input triggers event on Python code to toggle
LED on and off
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Prerequisites

This topic will cover what parts you need in this chapter. These can be purchased
from your favorite electrical hobby store or can simply be ordered online. We will
need the following materials:

* 1 x BeagleBone Black

¢ 1 x microSD Card with latest version of Debian flashed on it to boot the
BeagleBone board from the microSD Card

* 1x5V DC, 2A power supply
* 1 x Ethernet cable

* 1 x Breadboard

* 1 x push button switch

* 1xLED

* 1 x470-ohm resistor

¢ 1 x4.7Kilo ohm resistor

Introducing physical computing systems

This section will give you a basic overview of physical computing systems. Physical
computing systems are electronic systems that use software and hardware together
to get input from the physical world using the hardware and respond to it by
providing an output based on the software running on the hardware. These systems
are also called embedded systems in different applications. In general terms, any
system that interacts with the analog world using hardware sensors and senses the
input obtained and responds accordingly based on the software programmed for it is
called a physical computing system.

Right from your music player, washing machine, automatic door opener, and mobile
phone, everything that takes input from the physical world using sensors and
buttons and responds to it by making a change in the physical world with its

output is a physical computing system.
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Take, for example, your washing machine. Based on the input you provide by
clicking on the buttons available on it, which is a physical input from the world to
the washing machine system, it washes your clothes and dries them, which is again
an output on the physical world; it is changing the physical things, the clothes, using
air and water. So it is basically creating a change in the physical, analog world with
its output, which is based on the software running on the hardware on the washing
machine system with the sensors and actuators available on it. We will look at this
in detail with block diagrams and more examples with explanations in the next
section of this chapter, which looks at the basic components comprising a physical
computing system and how they work.

Basic elements of physical
computing systems

In this section, you will learn what physical computing systems are composed of.
First, we will see the basic structure of input and output elements and how to act and
react, followed by the structure of it based on the electrical, electronic, and software
aspects, including the input and output of the system. At the end, we will try to get

a much clearer picture of the same concepts with examples.

The basic structure of a physical computing system comprises sensors, which can
be either analog or digital, that will take input from the physical world using input
sensors that are connected to the hardware of the physical computing system,

as shown in the following diagram:

Basic Structure of Physical Computing System

e
Output - Actuators >
Interactive Physical

Computing System
<: Input - Sensors

Physical Analog World
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These inputs will be read by the software running on the electronic microprocessors
and controllers on the physical computing system. Based on that software, a decision
will be taken to provide the output and this output is converted from digital to
analog form or makes a change in the physical world depending on the type of the
actuators. So, basically, an action is being carried out based on the senses just like

a human reflex actions and how they react to different senses. So the microcontroller
or the computer chip that runs the software together acts as a brain and takes
decisions based on the senses using the sensors connected to the hardware.

Let's look at a basic real-time example as discussed earlier to get a clear
understanding of how the system works. A treadmill is a device people generally use
for walking or running while staying in the same place, to do workouts in the gym,
or some people even have them in their homes. These are powered by electric motors
and have a sensor to read the speed at which the motor is running and

a microcontroller unit / computer system with displays and buttons which runs

a special software which reads these inputs from the sensor to measure speed as well
as get input from the user to make the treadmill work at a particular speed. Shown
in the following figure is a basic treadmill and below that you can see a basic block
diagram as well:

Water bottle
holders

HiTech computer with
preset programs

’ Running surface J

Motor with
Sensor

So, basically, as you see in the preceding figure, the treadmill has a HiTech computer
console with buttons and a basic display for the user to select the speed at which

he wants to run. The computer is connected to the motor controller to operate the
motor at that particular speed by reading the speed sensor to measure the speed and
regulate it using the algorithms running on the computer and the output from the
computer controls to the motor controller maintain the speed of the motor. If you
have a look at the following figure, you will understand better, as the block diagram
shows the operation clearly:
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Sensor
Input Computer Input from Physical .
) with world via Buttons to set
Preset Programs Speed
Output to &
Control and

Run Motor and
Particular set
Speed

Motor Controller
Running the Motor - :>

Speed Reading
Sensor

Final Output in physical
World

Looking at the treadmill example will have given you a clear idea about the basic
structure of physical computing systems and their operation. Let's go ahead and look
in detail at the electronics in the total hardware of the system, followed by how the
software works with this hardware to make decisions and give input.
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Before we discuss the hardware structure of physical computing systems, let's have
a quick look at basic computer structure, as shown in the following diagram, as
physical computing systems have evolved from computing systems basically; the
structure of physical computing systems includes basic computing systems with
added interfaces:

CPU

Memory Unit

Control Unit

Arithmetic
& Logic Unit

Shown above is the block diagram of a basic computer which contains the central
processing unit (CPU) which stores data in the memory unit and processes it in the
arithmetic and logic unit, and the control unit basically performs the data transfer
between all the other units to make them work together. To the CPU we the Input
and Output are interfaced. If you look at the following image of a basic computer,
you can see that the system unit is the CPU, the monitor and speakers are output
devices, and, similarly, the keyboard and mouse are input devices:

System Unit Screen Monitor

v

Speaker
Speaker

Keyboard Microphone

Mouse
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Based on the software running on the CPU, the input from keyboard and mouse
carry out the process on the hardware and we can see the output in the monitor
as well as hear via the speaker. The computers are advanced physical computing
systems which have dedicated software, the operating systems running on them,
and various protocols for communication. Now that we have clarity on how the
computing system is structured, let's have a look at the structure of embedded
hardware systems such as BeagleBone Black. We will look into the basic structure
first, followed by a detailed hardware block diagram specific to BeagleBone Black:

— POWER SUFFLY
INFUT PORTS CPU OUTPUT PORTS
MEMORY UNIT
DIGITAL INPUT ¢ ¢ DIGITAL QUTPUT
» | CONTROL UNIT >
ANALOG INPUT ¢ ¢ ANALOG QUTPUT
ARITHMETIC AND
LOGIC UNIT

Communication

UART 12C 5PI

Shown in the preceding diagram is the fundamental block diagram of any physical
computing embedded hardware system, in other words, embedded systems with
microcontrollers and microprocessers. Comparing the preceding block diagram and
the basic block diagram of the computer, you can see that the input and output ports
are elaborated and explained well in the preceding block diagram, where you can see
digital and analog input ports are interfaced with the CPU and, similarly, we have
the output ports with Analog and Digital outputs. We also have the communication
ports such as UART, 12C, SPI, and so on.
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In basic terms, Digital input ports are capable of reading a particular DC voltage or
a range of DC voltages between two set limits as HIGH and similarly as set limit

as LOW value, in other words, the 1 and 0 we use in computer language called
digital HIGH and digital LOW respectively. An example of a digital input can be
the press of a switch: when it's closed, it's HIGH, in other words, 1, and when it's
open, it's LOW, in other words, 0. Analog input ports are those which take in Analog
voltage between a range of values and convert them to digital output form to make
it understandable to the CPU by converting it to Os and 1s or digital HIGHs and
LOWs. An example of an Analog input could be an analog temperature sensor which
senses temperature around it and provides a voltage in the range from minimum
value to maximum value corresponding to the temperature around the sensor.
Converters that convert Analog voltage values to digital values are called Analog
to Digital converters (ADCs). Similarly, there are Digital output ports that provide
HIGH and LOW values only and there are Analog output ports that convert digital
values to Analog Outputs. An example of Analog output could be the audio output
you get from phones and music players or video through an Analog signal. And
we also have the communication ports, which include different protocol-based
communication ports such as UART, I12C, SPI, and so on. The availability of input,
output, and communication ports varies from one device to another, depending on
what microcontrollers or microprocessors they use and the architecture of

the system.

Now, let's look in detail at what the hardware structure of BeagleBone Black looks
like, as shown in the following diagram:

EXPANSION

BOOT

USB Client | l_.SL!{_'.\ MMCL
TP5A5217C POWER Sitara wuco

AM3358BZCZ

JTAG
UARTO

Ethemet

EXPANSION
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So, as you can see in the preceding block diagram, the CPU consists of a Sitara
AMB3358BZCZ processor, with 2 GB of eMMC storage as Read Only Memory (ROM)
and 512 MB of Random Access Memory (RAM) with different external ports for
interfaces such as HDMI for video, USB client for USB communication, RJ45 ports
for Internet access, and so on. The structure is similar to a basic computer, just as we
know that the BeagleBone board is nothing but a single board computer with GPIOs.
The expansion header block contains the GPIOs, which can made to act as digital
input or digital output depending on how we desire it to work for us based on the
software running on the processor. The expansion headers also include analog inputs
to read analog values. I believe that this section might have given you a clear idea
about the basic structure of physical computing systems and how our BeagleBone
board is also structured in a similar way.

Application areas

A few of the application areas where physical computing systems are used include
almost all of modern-day technology gadgets and machines, from your mobile
phones, fire alarms, and baby monitors, to home automation and industrial
automation electronic systems, as well as the robotic systems used in homes

and industries.

For example, what fire alarms with sprinkler systems in malls do is, basically, sense
the temperature and smoke using sensors and whenever a event of fire is detected,
they start the sprinkler system to sprinkle water from the tanks via the pipes and
pumps using a control system that is continuously running the dedicated software
that was written to do this operation.

Similarly, home automation systems, baby monitors that are connected to the
Internet help you connect your home electronic devices to the Internet and dedicated
artificial intelligence software programs running on the servers operate your air
conditioning or lighting and heating, and so on, to make your life better. Similar
applications are also seen in industry, where robots are making a huge difference in
manufacturing industries and nowadays many robot bartender systems are in use.

So, I hope now you should be able to imagine a clear picture of the existence of
physical computing systems around us and how they work.

In the sections and chapters coming after this, we will look into the building

of different projects and use of these ports available on the expansion headers,
including the digital inputs and outputs and Analog inputs to sense the input given
from the physical world and build software by writing code on Python to make the
system respond and act by providing output depending on the sensed input based
on the software.
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Project — toggle LED using a push button

Now that we have a clear idea about what physical computing systems are and
how they work, let's go ahead and build our own physical computing system using
BeagleBone Black by connecting a push button switch to act as a input to the system
and an LED which will act as the output. How we write the software program will
decide what the LED does based on the input from the push button switch.

We already know how to connect an LED to the BeagleBone board and also how

to program in Python to turn on and turn off the LED just as we experimented in
the project of the last chapter. In this project, we will use the knowledge we gained
and what we are going to learn now before we go ahead and build the physical
computing system. Now that we know how to interface an LED, let's learn how to
interface a push button and read input value from the push button connected to the
BeagleBone board using Python.

First, connect the push button to BeagleBone Black, as shown in the following figure:
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Once you have connected the push button switch to BeagleBone Black as shown
in the preceding figure to the GPIO_115 / P9_27 pin on the GPIO header through
the switch and resistor to pull down the state to LOW when the push button is not
pressed, let's go ahead and read the input from the switch via the python
interactive shell.

Pull-down and pull-up resistors are used to keep the input state with either low or
high input supplied as input to the GPIO pin. You can do your own research on the
Web to learn more about pull-down and pull-up resistors.

Open the Python interactive shell:

Import the GPIO library using the following line of code:

import Adafruit BBIO.GPIO as GPIO

Then let's define GPIO p9_27 of BeagleBone Black as the input pin to which we have
connected the switch using the following command:

GPIO.setup("P9 27", GPIO.IN)

Next, read the current status of the GPIO using the following command:

GPIO.input ("P9_27")
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That should print out the current status of GPIO P9_27; in the output shown
in the preceding screenshot, it is 0. Now the setup is as shown in the following

image, where the button is not pressed; that is the reason the reading value of
P9_27 GPIO is o:

When you press the push button and hold it and then read the input, you will get the
input value as 1, as shown in the following screenshot:

So, as shown in the preceding screenshot, when the button is pressed, the value that
will be read is 1, as shown in the preceding screenshot on the python console:
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Now that we know the basic functions using which we can read the input status of
the push button, let's go ahead and write the python program which will read the
push button status in real time and print it every half a second.

First, let's create the python file:

Then, let us type the program as shown in the following screenshot and save it:

debian@beaglebone: ~/WorkSpace — O it
GNU nano 2.2.6 File: ButtonTest.py ”~

When you run the python code, the output will be as shown in the preceding
screenshot when you don't press the push button.

And when you press and hold it, the output will be as shown in the
following screenshot:
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When you leave the button again and leave it to come back to its previous position,
the output will be as shown in the following screenshot:

Now let's go ahead and modify the code in such a way that, instead of printing
the current status of the switch, the python program prints that the button was
pressed every time you press it and leave it. Save the python code with the name
ButtonPress.py:

debian@beaglebone: ~/WorkSpace = O x

GNU nano 2.2.6 File: ButtonPress.py o]

When you run the code and press the button, you will get the output as shown in the
following screenshot:
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Every time you press the push button switch and leave it, you will get the text
Button pressed! printed on the shell.

Now that we have the basic logic figured out to print the button press event, we will
go ahead and modify this code to toggle the LED to on and off every time the button

is pressed.

Before we move on to programming BeagleBone Black to toggle the LED, let's
connect the LED to BeagleBone Black, as shown in the following circuit diagram
with the push button switch as well:

a
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Now, write the program to toggle the LED to the On and Off state alternatively for
every press of the button, as shown in the following screenshot, and save the file
with the name ButtonLEDToggle.py or a hame of your choice:

debian@beaglebone: ~/WorkSpace -
£ debian@beagleb WorkSp [} b4

GNUO nano 2.2.6 File: ButtonLEDToggle.py Modified

File Name to Write: ButtonLEDToggle.py)

Then, when you run the code and then press the button, you can see that the LED

goes On and Off alternatively every time you press the push button. The output will
be as shown in the following screenshot:
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When the LED is off as shown in the following image:

When you press the button and leave it, the LED will turn on, as shown in the
following image:

[83]
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Again, when you press the button, the LED will toggle back to the Off state:

This will happen alternatively every time when you press the push button, the LED
will toggle to HIGH and LOW state.

Summary

Here we are at the end of the chapter where we learnt the fundamental concept of
how a physical computing system works with the help of the basic structure of these
systems with BeagleBone Black as an example. We also discussed a few application
areas in the real world. Then, we saw how to interface a push button switch with a
BeagleBone board and write python code to read its status by accessing the GPIO
pin as an input from python. At the end, we worked on a very basic project to
understand how we can build our own physical computing system that senses and
reacts to the physical world using a push button and LED to toggle the LED from
On to Off every time you push the button.

In the next chapter, we will see how we can build a much more complex physical
computing system with an Analog temperature sensor, unlike a digital input reading
from the input from the push button we read. But before you go to the next chapter,
I would suggest you write different programs to make the LED do whatever you like
using the button press event; for example, you can count how many button presses
have to be made and, based on that, you can make the LED blink for that many times
and then get back to the mode where it will wait for the next number of clicks. Try
anything that comes in your mind and play with the hardware and coding.
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Real-time Physical
Computing Systems Using
BeagleBone

In this chapter we will be focusing on building a real-time physical computing
system using BeagleBone board. We will be interfacing an LM35 temperature
sensor module with BeagleBone Black in this chapter in order to understand how
a sensor can be interfaced with BeagleBone board to make the system interact
with the physical world. We will be getting ambient temperature as analog input
readings from the physical world around the sensor, and coding the BeagleBone
board to make the LEDs connected to the BeagleBone board to light it up in different
colors, depending on the temperature levels measured by the sensor. So, by end of
this chapter, you will have built an interactive physical computing system using
BeagleBone board where it outputs LED indications based on the temperature
measured. The contents of the chapter are divided into the following topics:

* Prerequisites
* Temperature sensor - LM35
* Interfacing the temperature sensor to BeagleBone board

* Simple project: Bicolor LED indicator that changes its color depending on the
room temperature measured by temperature sensor

[85]




Real-time Physical Computing Systems Using BeagleBone

Prerequisites

This topic will cover what parts you need to get started with this chapter. These
can be purchased from your favorite electrical hobby store, or can simply be
ordered online.

Materials needed

1x BeagleBone Black

1x microSD card with the latest version of Debian flashed on it to boot the
BeagleBone board from the microSD card

1x 5V DC, 2A power supply

1x Ethernet cable

1x LM35 temperature sensor

1x two-legged bicolor LED

1x 220 ohm resistor

1x BreadBoard

A few male-to-male jumper wires

1x multi-meter (optional)

Temperature sensor

A temperature sensor is just an electronic chip that senses the ambient temperature
around it and gives out varying voltage across the output terminal of the sensor.
By using this, we can calculate the temperature that's being sensed. There are many

different types of sensors available in the market, but we will be using the one that is
the most easily available, and most commonly used by the hobbyist. This is the LM35

temperature sensor module, which is an analog output sensor, where the voltage
can be directly converted to temperature values, based on the formula given by the
manufacturer of the sensor, as mentioned in the datasheet of the sensor:
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How do LM35 sensors work?

The basic principle behind the LM35 temperature sensor is that it converts the
ambient temperature around the sensor to analog voltage proportionally.

In the following picture, you can see the pin terminals of the LM35 temperature
sensor where one terminal is the input, which gets supply input voltage, and the

others are the output and the ground.
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So, once you connect the power supply input to the temperature sensor with the
ground, the analog voltage output that can be measured across the analog voltage
out terminal, with respect to the ground, is as shown in the graph above.

For example, say the voltage measured across the output terminal and ground is 1
Volt, the ambient temperature in degrees Celsius is 100, which we can infer using the
curve shown in the graph above.

And, from the datasheet of the LM35, we can infer that every 10mV is proportional to
1 degree Celsius. So we can use the formula given below to calculate the temperature
in degree Celsius, if we know the analog output voltage in mV.

Temp in °C = (Vout in mV)%/ 10

To validate the temperature sensing and to test whether the sensor is working
properly before moving on to the next topic of interfacing the sensor with
BeagleBone board, you can use a multi-meter to measure the voltage across the
output terminal while providing an external power supply to the LM35 temperature
with common ground pin. Depending on the voltage measured, you can calculate
the temperature using the previous formula. You can put hot or cold objects near to
the sensor or hold them over it to see the voltage difference.

Temperature sensing using a LM35
sensor

Now that we know how an LM35 temperature sensor works, let's go ahead
and look at the topic of measuring temperature with it by hooking it up to the
BeagleBone board.

First of all, take three berg wires and connect the LM35 temperature sensor to the
BeagleBone board, as per the circuit diagram shown in the following image:
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BeagleBone

fritzing

Then we will turn on the BeagleBone board, and then login into the Linux Shell to
start coding it. We will access the Workspace folder where we are saving all the
Python scripts that we've already created in the previous chapter. By now you
should be familiar with how to navigate to the workspace directory.

To do this, type command cd WorksSpace:

Once you are in the workSpace directory, and before writing the script to read
temperature data, lets test it out via the Python console, which you should also be

familiar with by now.
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Type the command to start the Python interactive programming shell, sudo python:

e” for more information.

Once we are inside the Python interactive shell, let us import the Adafruit GPIO
library to read ADC inputs on the BeagleBone board, by typing import Adafruit_
BBIO.ADC as ADC:

To read the ADC reading on port P9_40, to which we have connected the output of
the temperature sensor, use the following command:

ADC.read ("P9 _40")

The ADC ports available on the BeagleBone board are 12 bits, which equals 22 =
4096 units maximum, and the maximum voltage that can be given to these analog
pins is 1.8 V. This means that the voltage input of these pins, varying from 0 to 1.8V,
is proportional to 0 to 4096 ADC units, but in Python the Adafruit library gives us

a reading between 0 to 1, which is proportional to 0 to 1.8V. The output of the ADC
reading of the port p9_40 using ADC read function is shown as follow:
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So you can see that the ADC reading on port P9_40is 0.19445.

Now let's go ahead and save it on a variable to calculate how many volts it is. Let's
create a variable reading and store the measured ADC reading as shown in the
following screenshot:

ad ("P9_40")

Then, let's go ahead and convert the ADC reading into millivolts (mV). We know
that the ADC is capable of reading 0 to 1.8V which is proportional to 0 to 1 unit of
the ADC reading in Python, in other words 1.8 V = 1800 mV.

Millivolts measured = (ADC Reading) * 1800
Voltage Measured = (ADC Reading) * 1.8

That is to say, in our case, on the Python console you can create a variable named
millivolts which will hold the voltage measured across the sensor output pin,
with respect to the ground pin, as shown in the following screenshot:

As shown in the preceding screenshot, you will get the value of the voltage across
the sensor output voltage pin in millivolts. Now, we can go ahead and convert
the millivolts measured to temperature into degrees Celsius using the formula we
obtained using the information from the datasheet at the beginning of this topic.
This is shown in the following screenshot by creating a variable temp_c that holds
the temperature in degrees Celsius:
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If we print the temp_c value we will get the output as shown in the
preceding output.

Now, let's go ahead and write a Python program that will print the temperature
sensor values every second.

Create the Python script file, sudo nano TestLM35.py:

Type in the code as shown in the following screenshot:

debian@beaglebone: ~/WarkSpace — O x

GHNU nano 2.2.6 File: TestLM35.py Modified ~

Once you have typed in the code, you can go ahead and save it using the
Ctrl + X command.

When you run the program you should see the output as shown in the
following screenshot:
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So, in the preceding screenshot you can see that the ambient temperature around
the sensor in degrees Celsius is printed every second. If you have come this far
successfully, then you have successfully interfaced the LM35 temperature sensor
with the BeagleBone board and Python. As a further step in this interfacing and
testing of the LM35 with BeagleBone board, let's see whether or not the LM35
interfaced with the BeagleBone board is detecting any rise in the temperature by
placing a lit matchstick near the sensor.

Place a lit matchstick near to the sensor as shown in the following picture:

You can see that the temperature readings rise up when you bring the lit matchstick
near to the temperature sensor, as shown in the following screenshot:
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When you remove the matchstick from the sensor, it comes back down again as
shown in the following screenshot:

So, now that we know how to interface the LM35 temperature sensor with the
BeagleBone board and read the temperature sensor readings, in the next topic of this
chapter, which is our main project, let's build a real-time physical computing system
using Python programming, by adding a bicolor LED to the BeagleBone board.

Intermediate project: LED color change based on measured temperature:

1. Connect the circuit as shown in the following picture:

BeagleBone

---------------------------------
............

---------------------------------------------------------
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2. Write down the Python script.

As we already know how to interface a temperature sensor with the
BeagleBone board and how to switch a GPIO on and off, to light an

LED using Python, now we are going to combine both these previous
experiments. Let's write a Python script to make the GPIO high or low
based on the temperature value measured by the temperature sensor. Write
down the code by changing the TestLM35 . py file, as shown in the following
screenshot, and save it with the different name LM35nLED. py:

debian@beaglebone: ~/WorkSpace = O Y
GNU nang 2.2.6 File: LM3S5nLED.py Modified -
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3. Now, when you run the code with the command, sudo python LM35nLED.
py you should see the following;:

Your setup should be like the one shown in the following screenshot in a room with
an ambient temperature of less than 50 degrees Celsius:

i i AR LR 8 OR R A
T I A SRR S8R A = A A
EELERdRRLLERS"
R R LR RS

When you light a matchstick and hold it in front of the sensor, the output will be
as follows:
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And the LED will go to red as shown in the following picture:

. -
sness SEALS

At AR

Now we have a system that takes input (ambient temperature around the sensor)
from the physical world, and based on that input changes something in the
environment such as the LED color, with the information of the temperature
getting printed out on the Linux shell. This brings us to the end of this chapter
where we have built a basic physical computing system using BeagleBone Black.
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Summary

In this chapter we have learnt about temperature sensors and how they can be
interfaced with the BeagleBone board to obtain temperature measurements by
connecting the sensor to analog input reading pins on the BeagleBone board. Then
we wrote a code to make decisions based on the input obtained from the LM35
temperature sensor where the decision was to turn on a particular GPIO pin that

is connected to a bicolor LED in order to change the color of the LED based on the
ambient temperature around the sensor. So, in this way we have a real-time physical
computing system up and running on BeagleBone Black using Python to get started.
But this is just local computing where decisions are made based on the program
running on the local system and all the data is in the local system itself.

Now in the next chapter, we will go ahead and build a more advanced real-time
physical computing system, that is connected to the Internet, and on which the
sensor data is sent to cloud server from the BeagleBone board that is connected
to the Internet.
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Computing Systems to the
Internet

In this chapter, we will be focusing on connecting the BeagleBone board to the
Internet to connect the physical computing systems that we build to the Internet.
First we will look into giving Internet access to the BeagleBone board via Ethernet,
then we will learn how to add Wi-Fi capability to the BeagleBone board so that the
system we build can be placed anywhere where we have Wi-Fi access, and so that
we are not restricted to setting up the system only where the Ethernet is available.
Once we are done with this, we will go ahead and build two projects; in the first one
we will send an e-mail alert whenever the temperature sensor reading goes above

a set level in the Python program running on the BeagleBone board. The next one
will be a basic beginner project on Internet of Things for you to get started where the
BeagleBone board will be uploading the temperature sensor data to a cloud server
on the Internet. So basically, we will be using the knowledge we learnt in previous
chapters, in this chapter, in order to take our previous projects to the next level.
We'll do this by connecting them to the Internet and by performing operations on
the cloud and on messaging services such as e-mail. The contents of the chapter are
divided into the following topics:

* Prerequisites
* Giving Internet access to your BeagleBone board

* Adding Wi-Fi to your BeagleBone board

* Intermediate level project: E-mail alert fire alarm - the Python program will
send an e-mail if the temperature sensor readings go above a set level
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* Advanced project: Sensor data to cloud - a Python program will upload the
temperature sensor data to an open source or freely available cloud service
using the HTTP web service

Prerequisites

This topic will cover what parts you need to get started with this chapter.
These can be purchased from your favorite electrical hobby store or can simply
be ordered online.

Materials needed

Following are the materials that we will need before moving ahead:

* 1x BeagleBone Black

¢ 1x microSD card with latest version of Debian flashed on it to boot the
BeagleBone board from the microSD card

* 1x5V DC, 2A power supply
* 1x Ethernet cable

* 1x LMB35 temperature sensor
* 1Ix compatible Wi-Fi dongle
* 1x BreadBoard

* A few jumper wires

Giving Internet access to your
BeagleBone board

Giving Internet access to the BeagleBone board via the Ethernet is very simple. All
you need to do is connect one end of Ethernet cable to the BeagleBone board, and the
other end to a router with an Internet connection. The BeagleBone board will obtain
the IP address dynamically from the router using DHCP and get Internet access.

To check this you can just type in the following command:

ping www.google.com

You will get the response as shown in the following screenshot. This means you have
a working Internet connection.
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Actually, what the ping command does is, it tests the connection and latency
between two network connections. The ping command sends packets of data to the
other network computer, in our case the www.google.com server, or the I’ address of
that server. You can see next to www.google . com in the output above, the global IP
address of the server is shown. The picture shows how the ping command measures
the time taken to get a response from that server computer, where the time is

in milliseconds.

So, it's as simple as that to give Internet access to the BeagleBone board, running

a working operating system such as Linux. This will automatically obtain the IP
address from the Internet router to which it is connected using DHCP. But in most
of the cases we will need a setup where the real-time embedded system is wireless
which gives more flexibility in placing the system at any place for its operation
instead of restricting the setup to be connected to Ethernet cable. The next topic

of this chapter will focus on how to setup Wi-Fi access to BeagleBone board.

Adding Wi-Fi to the BeagleBone board

To add Wi-Fi capability to the BeagleBone board, let's connect a Wi-Fi dongle in the
USB port available on the BeagleBone board, as shown in the following picture:
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Once you have connected the USB Wi-Fi dongle you can check whether it is
connected or not by typing the following command:

* 1lsusb: This is shown in the following screenshot where the USB Wi-Fi
dongle is highlighted, that is Atheros Communications, Inc. AR9271
802.11n:

Then type the following command:

* iwconfig: iwconfig will show you the details of the wireless LAN
connection status, as shown in the previous screenshot, where you can see
that wlan1, which is highlighted, shows the detail that is not associated with
any access point as of now.

Our next step is to connect the Wi-Fi dongle to the Wi-Fi access point. To do this we
will be using a program called wicd-curses, which is available in Debian by default.

To use the program we need to enter the following command:

e sudo wicd-curses

Once you execute the command you will get an interactive program window as

shown in the following screenshot:
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wired-default VvV

You can see in the preceding screenshot that the program states there are No
wireless networks found. This is because we need to set up the USB Wi-Fi device
first, and then search for the available Wi-Fi access points in the range. To do this,
follow the next steps as shown in the following screenshot:

Press the Tab button once to open the configuration menu, - you should get the
screen as shown in the following screenshot:

ab Right
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Once you get this screen, then press page up button once - it should highlight
the wireless interface area, and then you need to type wlanl in it as shown in the
following screenshot. If you remember, wlan1 is what we had in the details of
the wireless interface when we used the command iwconfig to get details of the
interface created because of the USB Wi-Fi dong]e.

EP debian@beaglebone: ~ - O >

Then, press the F10 key to save the configuration. Once you have saved it, it will take
you back to the previous main screen as shown in the following screenshot:

EP debian@beaglebone: ~ - O x
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Now you need to press the R key once to refresh the program and search for
available Wi-Fi access points in the range that the Wi-Fi dongle can connect to.

Once you press the R key you will get a screen as shown in the following screenshot
saying that it's searching for available networks:

Ef debian@beaglebone: ~ — O >
9
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Then, after scanning, it will show the screen as shown in the following screenshot,
listing out the available Wi-Fi access points in the range:

P debian@beaglebone: - = O X
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Once you have the list of available Wi-Fi access points you can choose the one to
which you want the Wi-Fi dongle to connect by using the arrow keys up and down
to select the access point. As you can see in the following screenshot, the access
points get highlighted as you move the arrow keys. In this picture, TERO

is highlighted:

E® debian@beaglebone: - b O x
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Once you have selected the network you want to connect to, when its highlighted
as shown in the preceding picture, press the right arrow key on the keyboard and
you should see the screen as shown in following screenshot which is asking for a
password to connect:

debian@beaglebone: ~ — O
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You need to set the options as shown in the following screenshot to get a
DHCP-based IP allocation from the router, or if you want to have a static IP
for your BeagleBone board, you can do that as well. Use the Tab key to switch
fields on the screen.

P debian@beaglebone: - = O >
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So, set the hostname and enter the passkey in the key field as shown in the preceding
screenshot, and save by pressing the F10 key. Once you have done that you will get
back to the main screen with a list of Wi-Fi access points available, as shown in the
following screenshot:

B2 debian@beaglebone: ~ — O >
g
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Now you can press the C key connect to the network. Once you press it, your shell
connection will be lost, as the BeagleBone board will get disconnected from the
network via the Ethernet connection through which you have logged in. Now, the
BeagleBone board will connect to the network via Wi-Fi, so the IP address of the
BeagleBone board must have changed. To check this, we need to login to the router
configuration page of the same router as we used to connect to the Wi-Fi when we
connected the BeagleBone board. Think back to what we did in the first chapter to
find the IP address of the BeagleBone board connected via the Ethernet to the router.
Now we need to do the same with the Wi-Fi connection.

Open the router page as follows:

B 192.168.2.1 X = (=] x

~ — O ‘192.1682"\ 7’,‘(‘ =

BELKIN | Router Setup

Home | Help | Login Internet Status: Connected
Status

You will need to log in before you can change any setfings.

Current Language English
Available Languages English Deutsch Francais Espafiol Nederlands Italiano fiifkrfi=z M= HASH 830
Time May 5, 2016 10:44:01 AM
Hardware F7D4301 w1 LAN/WLAN MAC 044452 EATEG2
Firmware 1.00.30 (Dec 24 2010) 1P Address 19216821
Boot Loader 1.08e Subnet Mask 255.255.255.0
Serial No. 121050G4104565 DHCP Server Enabled {2 LAN, 7 WLAN Clienis}
WAN MAC Address 94.44:52 EATTEB3 Firewall Settings Enabled
‘Connection Type Dynamic SSiD TERO
WAN IP 192.168.1.7 Security WPA-Personal { PSK )
Subnet Mask 255.255.255.0 upPnP Enabled
Default Gateway 19216811 Remote Management Disabled
DNS Address 192.168.1.1 WPS Enabled
Guest Access Disabled
SsiD Guest Access Disabled
Password/PSK Guest Access Disabled
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Check the list of DHCP clients:

B 192.168.2.1

< = 0O

X [+

‘ 192.168.2.1

BELKIN | Router Setup

LAN Setup
U etting:

Static Route
Internet WAN
Connection Type
DNS

MAC

Wireless
Channel and 5:

Tormrent Mate
MAC Address Filtering
urity Log

Utilities.
Restart Router

y
etf Healing

LAN > DHCP Client List

This page shows you the IP address, Host Name and MAC address of each computer that is connected to your
network. |f the computer does not have a host name specified, then the Host Name field will be blank. Pressing
"Refresh” will update the list.

19216828 hake b8:97:5a°a8:7e5
192168242 beaglebone 14:cc:20:28:16:b3
19216823 DEVBSFEF3 38:b1:db:06:59:b6
192168229 ‘android-3f558e3b4d659¢cd0 98:0c:a5'b8befc
192.168.2.33 android-§6352d4fdfab87dc 90:c1:15:1:5a:57
192.168.2.11 android-ba753b393bd52b05 a0:32:99:8a:67:12
192.168.2.22 tero-win b3:97:52:a8:83:96
19216825 Jay-Tero ec:0e:c4:6c:09:al
192.168.2.34 android-2529005e525aa2bf 3c:97.0fbibi:5d
Refresh

Home | Help | Login

Internet Status: Connected|
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So, you can see the IP address of the BeagleBone board connected to the network
via Wi-Fi and, if you remember, BeagleBone was the hostname we mentioned when
configuring the Wi-Fi with our passkey. Now let's login into the Linux shell using
this new IP address we have assigned:

ﬁ PuTTY Configuration

Category:

=) Terminal

- Keyboard
- Bell

- Features
= Window

- Appearance
- Behaviour
- Translation
- Selection
- Colours

= Connection

- [iata

- Prasy

- Telnet

- Rlogin

- 55H

- Seral

About

| EsscoptorsforyourPuTTYsesson |

Specify the destination you want to connect to

Host Mame (or IP address) Port
[152.168.2.42 | |22
Connection type:

(JRaw () Telnet () Rlogin @ S5H () Senal

Load, save or delete a stored session

Saved Sessions

Default Settings Load

Save

Delete

Cloze window on exit:
(O Mways () Never (®) Only on clean exit
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Once logged in using the same user ID and password, type the command iwconfig
again, and you can see that wlan1 is connected to the SSID that we configured and
connected, which you can see it in the following screenshot:

Once we have the Internet connection properly working on the BeagleBone board,
we can move on to the next topics: two projects with the system connected to
the Internet.

Intermediate level project: An e-mail alert
fire alarm

First of all, as in the previous chapter, take three berg wires and connect the LM35
temperature sensor to the BeagleBone board, as per the circuit diagram shown in the
following image:
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BeagleBone

Then we will turn on the BeagleBone board and login to the Linux shell to start
coding it.

Open the Python console to learn and test how to send an e-mail using Python:

Our first step will be to import the smtplib into Python, which is the mail transfer
protocol library with the predefined function that we will be using in the program.
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Next create a variable to store the e-mail ID to which you need to send the e-mail:

Then create the variables where you need to store the e-mail ID and password of the
account from which you want to send the e-mail:

EHLO is just like HELO except that the server's response text provides computer-
readable information about the server's abilities. The response of this helps us to
confirm whether the SMTP server we created is at our service:

Next we need to create a secure connection. We already have a connection, which
we checked in the last step, but it is insecure. STARTTLS is a way to take an existing
insecure connection and upgrade it to a secure connection using SSL/TLS. You can
do this as shown in the following screenshot:

Once again use EHLO as shown in the picture below to check and create the running
SMTP instance:

Our next step is to create the header variable with information about the sender
e-mail address, the receiver e-mail address, and details about the subject of
the e-mail:
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We need to create another variable where we will add the header to the message we
are going to send in the e-mail.

When you print it out using the print msg command you can see how it appears in
the following screenshot:

Now we have the msg variable with information of the sender e-mail, receiver e-mail,
subject of the e-mail and message of the e-mail as shown in preceding screenshot.

Our next step is to login to the server using the sender e-mail and password. You can
do this as shown in the following screenshot:

If you get the response as shown in the preceding screenshot, then you have
successfully logged in.

Next send the e-mail using the sendmail function with the receiver e-mail ID,
sender e-mail ID and message as arguments:

Once you have sent it you can go ahead and close the SMTP server and log out from
it as shown following;:
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By now you must have received the e-mail on the receiver e-mail ID where you can
see the subject Python Email Test just as we mentioned in Python, as shown in the
following screenshot:

Google === = o &

Gmail ~ 2 C More = 1-10f1 o B

m jayakarthigeyan Inbox  Python Email Test - This is test msg from BeagleBone May 5

Inbox

Starred 0.05 GB (0%) 0f 15 GB used Terms - Privacy

Important Manage Last account activity: 12 hours ago
Details

Sent Mail

If you open the e-mail you can see this message:

Socoe Fie 5 0 &
Gmail - - [+ ] [ ] [} [ ] % More = 100193 £ 3 o

m Python Email Test Intiax x L Jayakarthigeyan...
- Add to circies
g I jayalfanmgeyan@gmall.com May & hae i
Impartant T
Sent Mad This is lest msg fom BeagleDone
Drafts (3)
+ Carcles

ore = “

= m

Show delads

0.0 GH (0% of 15 GH used Lerms - Brvacy
Manage Last sccount scity: 1 day ago

Details

We can actually see the message content is in a similar format to what we printed
out on the Python console. Click on the Show original option on Gmail to see the
original text e-mail, as shown in the following screenshot:

Google E3 # O &d

Gmail = - [+ ] L] ] | * L] worsy < 3 o
m Python Email Test inbox (-3 ] Jayakarthigeyan...
—_ Add 10 circles

Sarmad I layakarthigeyan@gmail.com May 5  nSill| B3 -

Important ioleafi  Reply S dotails

Sent Mail Ths 5 test msg from BeagleBone o Foiviard

Drafts (3

Open chat with Jayakarthigeyan Prabakar
* Cirches I' : h

E messages e I
More » H . L  this
B E i Pri

Block “Jayakarthigeyan@gmail com-
Repart spam

0.05 GB (0%) of 15 GB used Tems-Pdy  Feport phishing

s Show original
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Once you click on Show original you will see the e-mail as shown in the
following screenshot:

—* a s
™ ] https://mail.googlecom/: X
‘mail.google.com/mail/u/2/?ui=28lik=13 ? O = E =
Apps Y Bookmarks [J LINUX [ ARD (33 STTS f BLE400 Mother Boar t NRF51822 Bluetoath
letsplaywitharduino@gmail. com
by 10.37.49.67 with SMTP id x64csp58418Sybx;
Thu, 5 May 2816 ©3:27:11 -870@ (PDT)
X-Received: by 10.66.217.137 with SHTP id oyomr19459399pac.183.1462444031937;
Thu, 85 May 2016 ©3:27:11 -07@@ (PDT)
Return-Path: <jayskarthigeyanfgmail.com>
Received: from mail-pfo-x22b.google.com (mail-pfe-x22b.google.com. [2607:¥8b0:480e:c00::22b])
by mx.google.com with ESMTPS id j25si8263548pfj.97.2016.65.05.03.27.11
for <letsplaywitharduinofgmail. com>
(version=TLS1_2 cipher=ECDHE-RSA-AES128-GCH-SHA256 bits=128/128);
Thu, @5 May 2016 @3:27:11 -076@ (PDT)
Received-SPF: pass (google.com: domain of jayakarthigeyan@gmail.com designates 2607:fBb@:400s:c0®::22b as permitted sender) client-
ip=2667: f8b0:460e: cOB: :22b;
Authentication-Results: mx.google.com;
dkim=pass header.isfgmail.com;
spf=pass (google.cam: domain of jayakarthigeyan@gmail.com designates 2667:78b@:48e:c@0::22b as permitted sender)
swtp.mailfrom=jayakarthigeyanggmail.com;
dmarc=pass (p=NONE dis=NONE) header.from=gmail.com
Received: by mail-pfe-x22b.google.com with SMTP id c1895033551442pfh.3
vitharduinofigmail.com>; Thu, 85 May 2016 @3:27:11 -@78@ (PDT)
DKIM-51 b elaxed/relaxed;
=message-id:date:to:from: subject;
tVwaFbsUcZngiEBSo31y ] jkHMqOews TR
2503 1aHFMI1EKhdg3xsHegEku
gFn2qHVSAHY QWekVdKA0gz 51 VKN t1gL/ aurUcoLVIbt7bZKEBtingRac /bERCTOV
PNNTWRADCBERAPZCUMM vHE H g jpEaWax Y XML aZ 3Mme 2 ++d1ngVpmnu/ cUmlAzKUIHE
OE++SEUNOATOHTSHKMLKCEHS 1y relbgedih5I9cyNUaTXxve1BazcO0hIgYLFFIqaTh
QKn2UqclpgdgGn3CTyy Ti9c TGy XRX6UMIKQSb8YhexcQkuT1rgyLak /ezppThFradg/T
ixka:
X-Google-DKIM-Signatur ; a=rsa-sha25e; c=relaxed/relaxed;
h=x-gm-message-state message-id:date:to:from: subject;
bh=yt0jUFHHrz0tVwaFbsUcZngi EBS031y I jkMgOeus7Re=;
b=ixz88a/khUSTR12Y/YFiDF4r] cTuXd3EnT152]DCg+28+]uBeLY6GnDpDKhiRTdXXn
408PsUumxknkm8f+dg2mI 8d0850exzeQonpigkkbxVdMFX=QZ1GP kv
aEaN/ xdiTEISHIXSuY SO+heg/EectfEoUul1tFmIdRX =t 75 iEOZPVOPpYh
FkHFOG9108g3tCF3Fy1r+BPOVIgoEDhUE 1ty FKxAVEPPrUMIOQ:
+852FlDz/ keegZgENImEUY 2gq Lxm+/ K9pvhBQE I Viuod IFaBI6
uglA
X-Gm-Message-State: AOPrAFVHWEG2YdusSTASTHAKT+xdrosveBlguRBzReBRIP+uNtyt2 +2Ro/eA==
X-Received: by 10.98.85.194 with SMTP id j185mr193756921pfb.68.1462444031681;
Thu, 85 May 2016 @3:27:11 -0768 (PDT)
Return-Path: <jayakarthigeyanfigmail.com>
Received: from beaglebone.localdomain ([183.82.111.33])
by smtp.gmail.com with ESMTPSA id x123sm12451981pfb.54.2016.05.05.03.27.89
laywitharduinofgmail. com>
L51_2 cipher=ECDHE-RSA-AES128-GCM-SHA256 bits=128/128);
2016 @3:27:18 -670@ (PDT)
Message <572b17fe.81636202.65211. Ffffe852@mx. google. com>
Date: Thu, @5 May 2616 83:27:10 -870@ (PDT)
:1letsplaywitharduinofgmail . com
From: jayakarthigeyan@igmail.com
Subject:Python Email Test
This is test msg from BeagleSone
1

You can see the highlighted part in the mail, which is exactly the same as the
message we composed and sent from the Python console, as shown following;:
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You can exit the Python console now:

Now let's go ahead and write the Python program to send an e-mail whenever
the temperature goes too high. You can just edit the code from our project in the
previous chapter and save it with a new name as shown in the following screenshot:

| &P debian@beaglebone: ~WorkSpace - o X

GNU nano 2.2.6 File: LM3SnLED.pY Modified

Once you have saved it, you can run the code as shown in the following screenshot:
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You should get an e-mail now as shown in the following screenshot:

4:30 pm
Thursday 5 May

weae Temperature Alert from BeagleBone
BeagleBone sensed that the temperature is
low

jayakarthigeyan@gmail.com  4:30pm

ARCHIVE 4, REPLY

letsplaywitharduino@gmail.com

Hold a flame near to the sensor as shown in the following picture:
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The output of the running Python code will be as shown in the following screenshot:

And you will get an e-mail as shown in the following screenshot:

Sl ml, & @ = I 435m

< i

Temperature Alert from
BeagleBone  lnbox

A
hAd

jayakarthigeyan@gmail.com  4:30 pm
BeagleBone sensed that the temperature is
low

jayakarthigeyan@gmail.com 4 %
to me
4:34 pm View details

BeagleBone sensed that the temperature is high

- LN »
Reply Reply all Forward

So, that ends our project. When you remove the flame, it will again send you an
e-mail saying that the temperature is normal. Here is how the code works: whenever
there is a change in the temperature level, that is if the temperature rises above a set
or below a set limit, it will send an e-mail saying that the temperature is high or the
temperature is low, respectively.

Unlike in this project, where a decision is made using the temperature measured
with a temperature sensor, and then an email is sent based on this decision, the
next project will directly upload the temperature sensor data to the cloud server.
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Advanced level project: Uploading
sensor data to a web cloud

The connections are similar to the previous project, the only difference in that will
be writing a new Python program to upload data to a freely available cloud server
using HTTP call methods.

With the same connections as the previous project, connect the temperature sensor to
the BeagleBone board.

Then the first thing we need to do is setup the cloud server to which we need to
upload data. We will be using a freely available cloud storage space website specially
setup for loT applications. The website is www. thingspeak . com, We chose to use this
cloud solution out of the many available because ThingSpeak makes it very simple

to upload data from hardware to a cloud for IoT applications. They have a lot of
examples for different hardware development boards used for different applications.
Looking at these wide variety of examples and easy APIs will help you experiment a
lot more on your own using the BeagleBone board than what we do in this chapter.

Q Interet Of Things - Thi X  + - [m]
« O £ thingspeakcom brd = Z & -

m ThingSpeak“‘ Channels Apps Blog  Support~ Signin  SignUp

Billions and Billions

The open data platform for the Internet of Things

Get Started l Contact Us J

W17 Collect 3|.|I|‘ Analyze N Act

Send sensor data to the cloud. Analyze and visualize your data. Trigger a reaction.
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The first thing you need to do on this website is signup and create an account:

m ThingSpeak“‘ Channels  Apps Blog  Support ~ Signln  SignUp

Sign up to start using ThingSpeak

UserID jayakarthigeyan
Email jayakarthigeyan@gmail.com
Time Zone (GMT+05:30) Chennai v
Password [S—

Password Confirmation

¥ By signing up, you agree to the Terms of Use and Privacy
Policy.

Create Account

Once the account is created, and you can login into your account, you will see the
screen as shown in the following screenshot, and will need to click on New Channel:

L1ThingSpeak™

My Channels Help

Collect data in a ThingSpeak channel from a device,
New Channel
from another channel, or from the web. Click New

Channel to create a new ThingSpeak channel.
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When you click on New Channel it will ask for details of the same. Fill them in as
shown in the following screenshot:

Q ThingSpeak“ Channels »  Apps  Blog  Support = Account »  Sign Out

New Channel Help

ThingSpeak Channel

Name BeagleBone Temparature

Channels store all the data that a ThingSpeak application collects. Each channel includes
velata and one for

Temperature Sensor Data ight fields that can hold any type of data, plus three lietds for locat
status data. Once you collect datain a chan
visualize it

Description
ak apps to analyze and

Field 1 L35 i

Channel Settings

Once you have entered the details you can click on Save Channel:

Show Status

© 2016 The MathWorks,

Thingspeak.com | Blog | Forum | Documentation | Tutorials | RSS Feed | Terms | Privacy Policy
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You can see the channel with the field as shown in the following screenshot:

I:‘ ThingSpeak" Channels-  Apps  Blog  Support - Account «  Sign Out

BeagleBone_Temperature

Channel ID: 113977 LM35 Temperature Sensor Data
Auther: jayakarthigeyan
Access: Private

Private View Public View Channel Settings AP Keys Data import / Export

0 Addl Visualizations ” Data Export MATLAB Analyss MATLAB Visualization

Channel Stats

Created  less than a minute ago
Updated less than a minute ago
0 Entries

Field 1 Chart =

BeagleBone_Temperature

LME5

Date

Next we should look at the API provided by the ThingSpeak website to update data
to the cloud server.

You can see the details of the API of the HTTP call that you need to make to the
ThingSpeak server in the following screenshot:
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m Thing S peak“‘ Channels ~ Apps Blog Support ~ Account ~ Sign Out

BeagleBone_Temperature

Channel ID: 113977 LM35 Temperature Sensor Data
Author: jayakarthigeyan
Access: Private

Channel Settings APl Keys Data Import / Export

hannel Feed - GET
Import GET htps:/

Uplead a CSV file to impert data into this channel 5

048Q1TL&fieldl=0

/api.thingspeak.com/update?api_key=2

Choose File | No file chasen

Time Zone| (GMT+00:00) UTC ¥

Upload

Export

Download all of this Channel's feeds in CSV format.

GET https://api.thingspeak.com/channels/113877/status. Json

As highlighted in the preceding screenshot, we can use HTTP POST data to update
data to the cloud server. The next steps will show you how to update data to the
cloud server from Python using this HTTP POST call:

First, open the Python interactive console:

54)

Then we need to import the requests module, which is a Python library that has
built in functions to make HTTP requests on webservers:
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Next we can directly try making the HTTP POST request to the server using the API
that was given as shown in the following screenshot:

The highlighted part is the parameter you pass to the server when you are make the
POST call to https://api.thingspeak.com/update.json URL.

You can see that we have mentioned £ield1=25 which will be updated on the
ThingSpeak server.

The response will be stored in variable r, and when you print r, if you get the
response as 200, then the data was updated successfully:

Once you have the response as 200, the data is updated on the webserver as you can
see in the following screenshot:

CJThingSpeak™ channcis- Apps  Blog  Support = Account = Sign Out

BeagleBone_Temperature

113977 LM35 Temperature Sensor Data

Channel Stats
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Perform the HTTP post call with field1 data equal to 10:

Then you can see that fieldl is updated with new data at that time instant:

Field 1 Chart

BeagleBone_Temperature

LM35

'l
a3
=
P
(=]
J
]
w

Date

j=lF &

Now we will go ahead and write the code to update the temperature data to the
cloud continuously. We can use our TestLM35.py code to make changes in it and
save it with a new name to update the temperature data every 61 seconds to the

https://thingspeak.com/ server:

@ debian@beaglebone: ~/WorkSpace

s [m] X

GNU nano 2.2.6 File: TestIM35.py

e Name to Write: LM35ThingSpeak.py

Modified



https://thingspeak.com/
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When you run the program, the output will be as shown in the following screenshot:

You can use Ctrl + C to end the program and exit.

Then, if you see the data on the field1 Chart on the ThingSpeak website, you can see
that the data has been updated as shown in the pictures below. You can see the time
stamp and see that the interval between the two instances of data update is 1 minute,
and the temperature reading value also matches what we printed on the output on
the console:

Field 1 Chart esrx Field 1 Chart =g

BeagleBone_Temperature BeagleBone_Temperature

e

LM35

Date Date

So, we have successfully written a program that updates data and stores it in a cloud
server every one minute.
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Summary

In this chapter we learnt about giving Internet access to the BeagleBone board
through Wi-Fi, and sending an e-mail alert whenever temperature measured, using
a temperature sensor connected to BeagleBone board, goes high or low, depending
on the threshold value set in the program. We also saw how we can upload data to
the cloud web server using HTTP requests made to the server from the BeagleBone
board using Python. So, we have learnt how to set up basic level Internet of Things
projects in this chapter. You can go ahead and explore the options of using the
requests module in Python to use HTTP Put, Post, and Get requests on various
freely available open source cloud servers built for IoT which are just like https://
thingspeak.com/, which we used in this chapter. There are options where, instead
of uploading data using an HTTP post request, you can get data from a cloud server;
that is you can read data from the cloud server and print it on the Python program.
You can read data from the server instead of uploading data, just like we did in this
chapter. I would suggest you explore all such possibilities.

In our next chapter we will go ahead and set up our own web server and connect it
to the Internet. Once you learn that, in future if you can have one BeagleBone board
acting as a webserver, instead of the third-party server we used in this chapter,
another BeagleBone board may be uploading data to the server we setup using
another BeagleBone board.
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Home Automation Using
BeagleBone

In this chapter, we will be learning how to build a home automation system using
BeagleBone Black. To get started, first we will be learning about Internet connected
home automation systems and how they work. Then, we will move on to setting up
Python Flask library that lets you run the HTTP server on your BeagleBone Black
using Python.

Once we are up and running with the server using a Flask library on Python, we will
use it to go ahead and create a program in which you can turn a GPIO on and turn
off using the input from the webpage created by the server. This GPIO pin will be
used to turn on and turn off an electrical relay to switch a lamp on and off.

The contents of the chapter are divided into the following;:

* Prerequisites

* The structure of home automation systems

* Anintroduction to webservers

* Anintroduction to Flask for Python

» Setting up Flask for Python on a BeagleBone board
* Creating a webserver using Flask

* Transistors, relays, and power switches

* Advanced project: An Internet-controlled power switch - controlling an AC
bulb from the Internet
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Prerequisites

This topic will cover what parts you need in this Chapter. You can buy them from
any electrical store or online.

Materials needed

1x BeagleBone Black

1x microSD card with latest version of Debian flashed on it to boot the
BeagleBone board from a microSD card

1x 5V DC, 2A power supply
1x Ethernet cable

1x BreadBoard

1x relay board

The structure of home automation
systems

This section will give you a basic idea about home automation systems that are
connected to the Internet. In the following picture you can see that the mobile
phone and the [oT devices are connected to Internet via the LAN Routers:

-~ 5 3 - - =
(Local Area Networks ) [ N\( Applications )

Different Types of Devices,
Different Types of Networks

Device Router § |
& o » M| <
. ‘.,\

Wi-Fi "4 .t
Internet
[ L ] .
- » o* e
f"’ e’ “u
I ZigBee
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We will also be doing something similar in this chapter using the BeagleBone board,
connected to Internet via our home router, to control an AC bulb using the relay
circuit which is interfaced with the BeagleBone board. To do this, we will have setup
a webserver on our BeagleBone board. We will see how to do this in the next topic of
this chapter.

Introduction to web servers

Web servers are computers that are connected to the Internet, or intranet, to serve
the requests that comes from the web browser of client computers or mobile devices.
To understand this better, look at the following picture:

Web Browser

‘Web Browser

| T — 5T

myfile. html
Hello Worid!

| E—1 s

So, as shown in the preceding picture, a webserver is basically the computer which
hosts the webpages and does the processing based on the requests sent from the web
browser on the client's device. The client's device can be either a PC, laptop, mobile
phone, tablet, or anything else which has a web browser, or a Linux shell that can
make HTTP requests.
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Go ahead and look at the following picture to understand this better:

AN A

Internet
(The Web)

g (TCP/1P Network) 4

Clients Servers

Now in this you can see that multiple clients are connected to multiple servers via
the Internet, that is the World Wide Web (WWW), TCP/IP Network.

What is TCP/IP? What exactly happens when you type a URL into your browser and
hit enter?

Look at the following picture to understand more:

Root zone database:

Figure 1:
Step 1...14

User types web address ]
-iffi Check Cache. (If IP address
Titgs ianceyiahonooin for hitp:Jfinance yahoo com

! and hit ENTER | is ayalable then goto #15)
\, | DRE: ol
- DMS response
— Check [GZOTO: 192.35.51.30) i

Cache (it (et 192,35 51 30)
yestheng
to#14) Lhiz qu

DINS response
DNS cuer 0: 216.108.112.135)

DNS response @
(1P is 206.180 56.223)

1
@) -
)| . yourdemain com

User would see status bar like this mydomain.com

|44 Finding site: finance.yahoo, com

Please Mote
sy K e DS respons:
ser's computer knows DNS response

. (Ves, lam here

address of its ISP, which is (BOTO: 206190 56.239)

192.168.1.100 in this casze. Sub domain entries (at yahoo.com)

* Usger's ISP is pre-configured
with known DS resolver(s)
address:

e.g.: f.root-servers.net
19265241

vahoo.com
yahoo.com

finan 1.0

ool Ve yahoo.com Server
(st 206,190 56 229)

(at 216109.112.135)
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Similarly, in our system we have a webserver that goes through all the process as
show in the preceding picture. A slight difference is that our webpage will be able to
control the AC bulb. Now, that we know how webservers work, let's get ahead and
setup a webserver on our BeagleBone board using Flask Python.

Python-Flask on BeagleBone Black

Flask is a Python framework to set up web servers using Python. In this topic, we
will look at how we can set up a web server on BeagleBone Black using Python. The
first thing we need to do to get started is to install the Python-Flask package on your
BeagleBone Black from the Python package index. The steps below will walk you
through how you can set up Flask and test it, followed by writing a Python code

to interface it with your relay circuit. We will see this in the next topic followed

by the main project of controlling an AC bulb from the Internet in the last topic

of this chapter:

Step 1: Installing PIP as follows:

® sudo apt-get install python-pip:

You should see that it's been already installed, since we have the latest
version of Debian installed, and its already available in version. Some of the
other versions might not have this, and it will be installed if it's not available,
or upgraded if a newer version is available than the one that is installed in
the current operating system.

PIP installs and manages software packages that are written in Python.
Many software packages can be found in the Python Package Index (PyPI).
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Step 2: Install Flask-Python library as follows:

®* sudo pip install flask

Create a basic web application to test whether the package was installed successfully
as follows:

Step 1: Create a directory on your BeagleBone Black:

* mkdir HomeAutomation

mkdir Homeliutomation

Step 2: Change to the directory you created:

® cd HomeAutomation

i Homebutomation

Step 3: Create a Python file and write the code to setup a Hello World printing
webpage server as follows:

®* nano WebApp.py

i~/WorkSpace/Hom

Now type down the code on the file you created as shown in the following and
save it:
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GHNU nano 2.2.6 File: WebApp.pv A

[ Eead 10 lines ]}
E W P

Step 4: Run the Python program as follows:

®* sudo python WebApp.py

If you see the output as shown in the preceding picture, then you have done
the previous steps correctly, and we have a server up and running on our

BeagleBone board.
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Now open the web server that we have running on the BeagleBone board by
opening a webpage on the browser of a PC or mobile phone connected to the same
LAN network to which the BeagleBone is connected. In order to do this type the
following: IPAddress_of_BeagleBone_Board:5000, so, in my case, it would be
192.168.1.20:5000 on the URL address bar on the browser where 5000 is the
default port number at which Python-Flask routes its connection. You can change
this to different port numbers. Read more on the web to better understand different
ports of web servers.

When you make the call to the server from the browser, you should see something
like this:

B 192168120 X = — >

O
& £ 192.168.1.20 W A O

Web Server using Flask and Python on BeagleBone

You will also be able to see the request call made by the browser to the server on
BeagleBone as shown in the following screenshot:

Weblpp.pv
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Hit Ctrl + C to stop it:

Now that was a very basic thing we did using Python-Flask by echoing a text line.

Let's go ahead and do something using HTML layouts to make the web page
look better. To do this create a directory called templates inside the home
automation directory:

* mkdir templates

Switch to the new templates directory you created in order to create and save the
HTML file inside it:

® cd templates

So this directory will be the place where you will find the HTML and CSS files
through which you can route the web server to respond to requests from the
client devices browser.
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Now let's go ahead and create an HTML page inside this directory as shown in the

following screenshot:

®* nano index.html

debian@beaglebone: ~/WorkSpace/HomeAutemation/templates - O *
GHNU nano 2.2.6 File: index.html Modified L]
- S ,. ~ e ~Cl
- - - T =

Once you are done with typing the content in the HTML file, as shown in the
preceding picture, you can save the file by hitting Ctrl + X to save it. Once you
have saved it, go ahead and switch back to the home automation directory:
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Now we need to write a different program to route the web server to the HTML
file that we created. Instead of writing something from scratch, let us modify the
WebApp . py file that we created before and save it as WebAppFromTemplate.py, as
most of the lines of code are same. See in the following screenshot:

L

GHNU nano 2.2.6 File: WebApp.py Modified ~

File Name Lo Write: WeblAppFromTemplate.py
i = = =B
T ~ -P W

Once you have edited the file and saved it as WebAppFromTemplate.py, you can go
ahead and run the code as follows:

®* sudo python WebAppFromTemplate.py
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Again, let's go ahead and open the URL from the browser and check the output.
You should see something similar to the web page shown in the picture below:

& 192168120 X = =

O
& 2y 192.168.1.20 pie = o

X

Webpage from a template!

Now you can see that the text Webpage from a template! is formatted using HTML,
and you can see it as an HTML based web page.

Like last time, you will see the HTTP call from the browser for debugging the shell:

6:04:40] "GET / H

For the project that we have in this chapter to control an AC bulb from Internet,
we should have buttons on the web page instead of just the text that we displayed
previously.
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In order to have buttons on the HTML page we need to write HTML code for the
webpage template and similarly we should write Python code to read the input
when the buttons are clicked on the webpage. We can use these inputs to change
the states of the GPIOs on the BeagleBone Black using Python code.

We will be looking into the details of how we can toggle the GPIO states from HTML
button click inputs in the project section of this chapter. Before that, as the last part
of this topic, let's create an HTML page with button inputs, read those inputs when
they are made, and print a text that this particular button was clicked. We will have
two buttons on the web page and these will be ON and OFF. Whenever any of these
are clicked on the web page, the Python code will print that the particular button
was clicked. Let's go ahead and do that.

First, switch back to the templates folder and create a file named main.html file with
the content as shown in the following screenshot:

GNUO mano 2.2.6 File: main.html Modified L)

File Name to Write: main.html
[~ - - —-B
™ C] = —P v

Now you can see that it has two button elements with ID on and off.
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Once you are done with creating this file, save it and go back to the home automation
directory, edit the file WebAppFromTemplate.py as shown in following screenshot,
and save it as ControlWebApp . py:

GNU nano 2.2.6 File: ControlWebApn.py ~
B B [~ -~ ~(]
I -~ ~ -~ ~T] ”

Once you have saved it, you can go ahead and run the program as follows:

® sudo python ControlWebApp.py

"GE

Now you can open the webpage and see how it looks. You should see something
similar to the following screenshot:
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B none x =+ —

“— > O ‘192.153.1,20?-:..:_. }*f{|

|
N
&> fE

ON

OFF

When you click on the ON button, you should see something like the following
screenshot:

B none X |+ —

O
& = O | 1s2iesrzeso Y| = @ O
ON
OFF
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The output is as follows:

WebApo . py

6 12:36:42] "GET fon HI

When you click on the OFF button, you should see something like the following
screenshot:

ControlWebApp.py

11] "GET / HTTE/1.1" 200

"GET fon HITF/1.1™ 200

45] "GET /foff HITF/1.1" 200

So now we have a program that can print which button was clicked. All we need is
to write a program to change the state of the GPIO available on BeagleBone Black to
HIGH and LOW whenever a button is pressed on the web page. We will be doing
this in the project topic of this chapter. Before doing that, in the topic of this chapter,
we will learn how a relay circuit works and how we can switch a relay circuit using
the very little voltage that we get from the GPIO pins of the BeagleBone Black. In this
way we will be able to use the relay to switch the AC Bulb on and off.

Transistors, relays, power switches

So basically, to switch an AC appliance or any circuit, you will need a switch, just
like you have in your houses, where you have a switch to turn on a bulb or a fan.
There is a basic circuit involved which looks very much like the following picture:
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60 Watt

SOURCE

?

120 Volt

So, as we can see in the preceding picture, if you toggle the switch it's going to open
and close the circuit. This in turn will make the bulb go off and on. But this is done
mechanically in normal mechanical switches.

Whenever we want the same action to be performed, we will be using the electrically
controlled switches, which are on an electrical relay. The image below shows an
electrically controlled relay in off and on states:

o

i

i

-
v v
Figure 1: Relay off Figure 2: Relay on
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In the preceding diagram you can see that whenever the power is supplied to the
coil from the 3V power supply, the coil energizes and acts like a magnet pulling the
terminal down. This connects the other terminal and closes the circuit and current
flows through the circuit from the 6V battery to the DC lamp. You can see this in
action in Figure 2 in the preceding image. And when the coil is de-energized, as
shown in Figure 1, the terminal is left open, which cuts off the circuit and opens it up
so the lamp is in the off state, as no current flows through the circuit. Again, in the
preceding example, you can see that a mechanical switch is used to switch the low
voltage supply (3V) and the electrical relay is switching the high voltage supply.

Usually the easily available relays are off 5V DC operated where the voltage needed
to energize the coil is 5V and enough current supply. But the GPIOs available on
BeagleBone board are 3.3V at HIGH and 0V at LOW states respectively. We will be
using a new electronic element in between to switch the low voltage supply, and

this element is the transistor. I won't be going into details of types of transistor and
their operation. You can browse around to learn more about it in detail. But in basic
terms, it's an electronically controlled switch whenever base of the transistor is given
supply i.e. on conduction happens via collector emitter and when base of transistor is
low i.e. off, no conduction takes place.

Look at the following diagram to understand how our circuit is going to be with a
transistor interfaced with the relay when the relay is used to make a connection for
the AC Bulb:

VEC 5V VD 5V

Melifral Ling elifral Line

M L cm
110230V AC 3

30V aC

e Lime
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So whenever the base driver is ON, that is to say HIGH, it will switch on the relay
and whenever the base of the transistor is OFF, or LOW it will switch off the relay
and, in turn, switch off the AC bulb.

You can directory connect the base of the transistor to the GPIO of the BeagleBone
board which will turn the transistor on and off whenever the GPIO pin is HIGH and
LOW respectively.

Relays board are available that are ready-made with transistors and relays. You can
directly interface these with BeagleBone boards or with any other microcontroller
boards as you can see in the following picture:
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Getting one of these will make your work simple, but if you want to make one by
yourself you can also do that researching it on the Internet. To make it easier for the
next steps, I got one of the ready-made modules and interfaced it to the GPIO of

the BeagleBone Black. The connections are pretty straightforward, as shown in the
previous figures. D1 of the relay module is connected to GPIO_60 i.e. P9_12 and Vcc
to 5V on BeagleBone Black, and the Gnd pin of the relay module is connected to the
Gnd Pin of the relay module. Connect the phase and neutral wire from the AC bulb
via the K1 NO and C terminals of the relay, as the D1 input corresponds to switching
the K1 relay in the module.

5V DC
« GPIO 60
GND
Phase 4
v

. — SONGL
®S( GLE

Neutral= L (Y-S \ YL
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You can see the schematic given above for more clear details about the circuit
connections.

Once you are done with the circuit connections, use the blink code that we used in
the second chapter to test whether the relay is switching on and off, or else go ahead
to the next topic to write down the code to control the circuit from the web page.
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Advanced project: An Internet controlled
power switch — controlling an AC bulb
from the Internet

Now we have set up the circuit from the previous topic, we will code it on Python to
switch the GPIO to HIGH and LOW from the web page. You can proceed and write
the code as shown in the following screenshot:

2

GNU nano 2.2.6

File: ControlWebApp.py

Modified

Now save the file as GPIOCont rolWebApp . py.
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Let's run the code to switch the lamp on and off, and go ahead and open the page
from the Android tablet. The tablet is connected to the same LAN Wi-Fi router as the
BeagleBone board. Click the on and off buttons and you will see the output in the
shell terminal as shown in the following screenshot:

[155]



Home Automation Using BeagleBone

And the bulb will turn on and off as shown in the following pictures:

Bulb is in the off state

Bulb is in the on state
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But right now, we are just doing this on our local network within our home router
LAN network to which the BeagleBone board is connected. What if we wanted to
control the bulb via a 3G connection available on our phone? In this case you need
to route your BeagleBone Black and connect to it via the Internet from your phone,
which is connected to the Internet via 3G. If you go back to web servers topic in
this chapter you can see that there are lots of routers, DNS gateways in between to
connect to a server from one end of the Internet from a client to the server. In our
case, our BeagleBone board device itself is acting as a server. We will be just be port
forwarding our router to redirect the requests that comes to the router's public IP
address to the particular port at which BeagleBone Black is hosting its server, that is
5000, in our case, the default port at which Python-Flask routes its requests. So, let's
go ahead and do the port forwarding to access the web server on the BeagleBone
board via the public IP assigned to our router by the Internet service provider.

Setting up port forwarding

Follow the steps to set up port forwarding;:

1. Aswe did in Chapter 1, Getting Started with BeagleBone, login into your
router's configuration page:

- [m] X
[ NETGEAR Router WNDR3: X
« C i [} 192.168.1.1/starthtm w O =» =
i Apps  Bookmarks
NETGEAR 4 ol
Firmware Version
WNDR3400v3 V1.0.0.46_1.0.45
Internet » A —
Wireless » l"‘ ———
s .~ i W
Attached Devices » Q - e
Parental Controls R Internet Wireless Attached Devices
Ready SHARE » . bl Name(SSID): TE| )
STATUS: GOOD llyship337Key/Password: « Number of Devices: 5§
Guest Network 3
o @ O
W — 1
JHJ "
Parental Controls ReadySHARE Guest Network

STATUS: NOT ENABLED STATUS: No USB drive STATUS: NOT ENABLED

Help & Support Documentaton | Onine Support | Router FAQ | SEARCH HELP BN 'E0)

[157]




Home Automation Using BeagleBone

2. Go to ADVANCED settings:

WNDR3400v3

Setup Wizard
WPS Wizard

» Setup

» USB Storage

» Security
VrAdminislra(:on

» Advanced Setup

[ METGEAR Router WNDR3- X '\

ADVANCED Home

&= C M | [} 192.168.1.1/starthtm
Apps Hr Bookmarks

NETGEAR genie
T hovances )

 Router Information + Intemet Port

Hardware Version
Firmware Version

‘GUI Language Version V10046 21281

LAN Port
MAC Address
IP Address
DHCP

CO:FF:D4:91:3F:59

 Wireless Settings (2.4GHz| v less Settings (5GHzZ,

Name (SSID)
Region

Channel

Mode

Wireless AP
Broadcast Name
Wireless isolation
Wi

Protected Setup Configured

A Guest Network (2.4 GHz) A Guest Network (5 GHz)

| Online Support | Roter FAQ |

@@ O =

Firmware Version
V1.0.046_1.045

[Auto
MAC Address CO:FF:D4:91:3F5A
IP Address 183.82.111.33
~ Static IP (Fixed)

Connection dviaecae
IP Subnet Mask 2553552240

= 123.176.37.37
Domain Name Server -3 --"3-"30
Name (SSID) TERO-5G
Region Asia
Channel 149(P1+153(S)
Mode Up to 300 Mbps
Wireless AP On
Broadcast Name On
Wireless isolation off
‘Wi-Fi Protected Setup Configured

SEARCH HELP [SC=ERRIEn] fele]
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3. Go to Advanced Setup:

[ METGEAR Router WNDR3- x

€« 2> C #N _D 192.168.1.1/start.htm

Apps J Bookmarks

NETGEAR genie

WNDR3400v3

>

A=

i ——
» Setup ]
-v USB Storage

.v Security ]
» Administration

VvAdvanced Setup |

Wireless Setiings
Port Forwarding / Port
Triggering

Dynamic DNS

Static Routes
Remote Management
UPnP

1Pv6

Traffic Meter

USB Settings

ADVANCED

 Router Information  Internet Port

Hardware Version WNDR3400vw3 MAC Address COFFD4913F5A
Firmware Version V10046_1045 IP Address 1838211133
GUI Language Version V10046 21281 . Static IP (Fixed)
LAN Port ot Addresses
MAC Address COFF D491 3F 50 IP Subnet Mask 255.255.224.0
5 123.176.37.37
IP Address 192.168.1.1 Domain Name Server 12317637 38
DHCP On
[ Show siatiics

 Wireless Settings (2.4GHz| + Wireless Settings (5GHz)

Name (SSID)
Region

Channel

Mode

Wireless AP
Broadcast Name
Wireless isolation

1

TERC

Asia

Auto (T}

Up to 145 Mbps
on

On

of

Wi-Fi Protected Setup Configured

Name (SSID)

Region

Channel

Mode

Wireless AP
Broadcast Name
Wireless isolation
'Wi-Fi Protected Setup

TERC-5G

Asia
149(P}+153(S)
Up to 300 Mbps
On

On

Ooff

Configured

Firmware Version
V1.0.0.46_1.045

A Guest Network (2.4 GHz)

A Guest Network (5 GHz)

Help & Support Documentation | Onine Support | Router FAQ |

SEARCH HELP [SiEgEgien

GO

4]
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4. Click on Port Forwarding:

* [ NETGEAR Router WNDR3- X

€« = C N [J192.168.1.1/starthtm
! Apps Y Bookmarks

NETGEAR genie

WNDR3400v3

ADVANCED

ADVANCED Home

N

w @O0 s

Firmware Version
V1.0.0.46_1.045

Setup Wizard

WPS Wizard Please select the service type.

'® Part Forwarding
‘' Port Triggering

» Setup ]

» USB Storage |

Service Name

» Security | —_—
/ |FTP v
» Administration
v Advanced Setup \ | | i | e i

External Start

External End
Port

Internal Start | Internal End
Po | Port | Internal IP address

less Setti

Port Forwarding / Port
Triggering

Dynamic DNS

Static Routes

|L

Remote Management
UPnp

PvE

Traffic Meter

USB Seitings

Help Center

Help & Support

Oniline Support | Router FAQ |

X Dot svee
= Add Custom Service

ShowiHide Help Center

EARCH HELP EIEE I 166
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5. Click on Add Custom Service.You will see the page as shown in the
following screenshot:

[} METGEAR Router WNDR3- X

« C # | [ 192.168.1.1/starthtm w0 = =

Apps Y Bookmarks

NETGEAR genle Firmware Version

WNDR3400v3 V1.0.0.46_1.045
. e —
SRR : [ oo » Jf XCancel ]
WPS Wizard
» Setup \ Service Name i |
» USB Storage | Servicedyie 'TCP[UQF f..J
/ External Starting Port | !(1v65535)
> Security ) Extamal Ending Port [ li1~65535)
» Administration \ |#! Use the same port range for Internal port
Internal Starting Port
¥ Aivancad Satm Y Internal Ending Port )
Internal IP address 1 |
Or select from currently attached devices
b IP Address Device Name

- 192.168.1.109 DEVEBIFEF3

Static Routes

Remote Management 192.168.1.2 hake

upnp & 192.168.1.3 android-192b&ch23a5d30ac

1PvG [ 192.168.1.4 Jay-Tero

e 192.168.120 beaglebone

USB Settings

@ Help Center ShowHide Help Center
Documentation | Onfine Support | Rouler FAQ | SEARCH HELP [SEgEEr gt ‘o L]

[161]



Home Automation Using BeagleBone

Fill in the details and save the configuration by clicking on Apply:

[% METGEAR Router WNDR3: X '\

€« = C A [0192.168.1.1/start.htm
Apps 9k Bookmarks

NETGEAR genie

WNDR3400v3

ADVANCED Home

Setup Wizard

ADVANCED

Firmware Version
V10.046_1.045
Auto '|

i

» Setup ) Service Name BeagleBanePort
» USB Storage | Service Type TCP/UDP ¥ |

4 External Starting Port 5000 J[1-65535)
;pSecanty ) External Ending Port 5000 [(1-65535)

¥ Use the same port range for Internal port
- Internal Starting Port

\
_vAdvanced Saftn / Internal Ending Port

» Administration |

Wireless Settings Internal IP address :192 \ i.‘LG \ i.‘L -} i o ‘
Port Forwarding / Port Or select from currently attached devices
Trigg ke IP Address Device Name
LI 192.168.1.109 DEVEBIFGF3
Static Routes
Hemok Wanjoemeit 192.168.1.2 hake
UPnp 192.168.1.3 android-192b6ch23a5d30ac
IPvE 19216814 Jay-Tero
e o 192.168.1.20 beaglebone
USB Settings
@ Help Center i ShowiHide Help Center
Help & Support Documentation | Gniine Support | Router FAQ | SEARCH HELP [iEETEORTE "o
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— m] 4
DNHGEARRDutErWNDRS X\ New Tab x
€ = C M [1192.168.1.1/starthtm %@ 0 = =

31 Apps Y Bookmarks

NETGEAR geniec -

Firmware Version
WNDR3400v3 V100461045

[ ADVANCED ]

ADVANCED Home

Setup Wizard

Please select the service type.

» Setup } '® Port Forwarding

> . ) Port Triggering

» USB Storage )

» Security ) ,SET!ML,,,

- [FTP v

» Administration

v Advanced Setup ; 2 RATVIEENARE Ex(erpng:lstan E“e;g?!i End lutergzststan imeg:rI[End Internal IP address
B @ [1 BeaglsBonePort 5000 5000 5000 5000 192 168120

Port Forwarding / Port.
Triggeting

Static Routes

Remote Management
Ubnp

IPv6

Traffic Meter

USB Settings

@ Help Center - Show/Hide Help Center

Help & Support Documentation | Onine Support | Router FAQ | SEARCH HELP [SEISEEITEn ) "eo

Once you are done with this. Go to Google and type in what is my ip? This will
check your public IP Address, and you should get the output as shown in the
following screenshot:

[} NETGEAR Router WNDRZ: X/ G what is my ip - Google 5= X |

€ > C i & httpsy//www.google.co.in/search?sourceid=chrome-psyapi2&ion=18espv=2&ie=UTF-8&q=what%20is%20i7¢ (& Q] . =
55! Apps o Bookmarks

Go gle what is my ip .!; H Jayakarthigeyan (1] ’ i

All Apps News Videos Images Mare = Search tools L (4] SafeSearch on ﬂ

About 40,40,00,000 results (1.04 seconds)

183.82.111.33

Your public IP address

e Leam more about IP addresses

Feedback
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Once you have this, pull out your phone and connect to 3G, using this public IP
address followed by port number 5000 to access your BeagleBone board. This will
allow you to switch the AC bulb on and off from your phone. You will get a web
page as shown in the following screenshot:

#Th HY R oy .0
L © fullszall 49% &= 22:23

183.82.111.33

ON
OFF

Now you can give the web link 183.82.111.33:5000 to any person who is
connected to the Internet to access you BeagleBone board and control the bulb
from any place around the world. Thus, you have your home automation system
connected to the Internet. You can also call it as you have built your Internet

of Things project by end of this chapter. Try it out on your own to control two
appliances, change the style of the HTML webpage and add colors and control
graphics to the webpage to learn and have more fun.
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Summary

In this chapter, we learnt how web servers work to setup our own home automation
system where an AC bulb is controlled from any place around the world via the
Internet. In the process of building it we learnt how to set up a web server on a
BeagleBone board using a Python-Flask web framework. Then we also learnt how
to interface an AC circuit with a BeagleBone board using a relay circuit to control an
AC bulb via the web server running on the BeagleBone board. In this way, you have
built an advanced Internet of Things project in this chapter. In the next chapter, we
will be looking at how to interface a camera with the BeagleBone Black and work
with OpenCV for image processing on BeagleBone Black.
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Working with Images Using
Computer Vision

In this chapter, we will be getting started on interfacing a USB camera with a
BeagleBone board and capturing images from the camera using OpenCV. We will
start by installing OpenCV first and then move ahead with capturing images using
OpenCV and Python.

We will look deeply into the topics given in this chapter:

* Prerequisites

* Adding a USB camera to BeagleBone Black
* Anintroduction to OpenCV

* Using Python and OpenCV together

* Image capture from a camera using Python and OpenCV

Prerequisites

This topic will cover what parts you will need in this chapter.
These can be bought online.

We will need the following materials to begin:

* 1x BeagleBone Black

¢ 1x microSD card with the latest version of Debian flashed on it to boot the
BeagleBone board from a microSD card

* 1x5V DC, 2A power supply
e 1x Ethernet cable
e 1x USB camera

[167]



Working with Images Using Computer Vision

Materials needed

1x BeagleBone Black

1x microSD card with latest version of Debian flashed on it to boot the
BeagleBone board from an microSD card

1x 5V DC, 2A power supply
1x Ethernet cable

1x USB camera

Adding a USB camera to a BeagleBone
board

Adding a USB camera to a BeagleBone board is pretty straightforward. All you need
to do is get a USB camera that is compatible with Linux, so one which has drivers
for Linux. These days almost all USB web cameras come with this support. If you
have a very old USB web camera that you want to interface with a BeagleBone
board, you might have to add some additional steps to install the device drivers to
see your video camera element on the Linux devices list on the BeagleBone board.
For this topic explanation, I used a Logitech C270 HD webcam, as shown in the
following figure:

You can use the USB port available on the BeagleBone board to connect the USB
camera as shown in the following picture:
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Boot the BeagleBone board using Debian on the MicroSD Card that we flashed
earlier, and login into the BeagleBone board via SSH. Now type the command
Lsusb as shown in the following screenshot:

If you are able to see the webcam listed on the device list, it means the camera is
connected properly to the BeagleBone board, via USB.
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Then, check whether the drivers are available for the camera in the Linux kernel
and if it has successfully interfaced, and created a video input element in the list of
devices in Debian. Let's change the directory to dev directory cd /dev, and then
1s. If you see the videoO listed on the list, then you can assume that everything
went well and the USB web camera was interfaced with the BeagleBone board
successfully. We now have a video0 element that we can use in OpenCV or in any
other software that we will be installing in BeagleBone board to get a video input
from the camera.

ptpo

audio
audiol

mmcblklpl
mmcklklns

Now that we have a video component available in our BeagleBone board, we can go
ahead and install OpenCV to get started with capturing images from the USB web
camera and store them on the microSD card available on our BeagleBone board.
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OpenCV - introduction and setting up on
the BeagleBone board

In this topic you will learn about what OpenCV is and how we can use it to capture
images from a web camera that is connected to the BeagleBone board.

OpenCV stands for Open Source Computer Vision. It is mainly designed for real-
time computer visualization. So, this library will basically help us to use commonly
used programming languages like C, C++ and Python to capture images from the
camera connected to our computer - in our case, using the BeagleBone board. When
we go to the project section of this chapter to capture an image from the USB camera
using Python, you will understand how simple the OpenCV library makes it to code
in getting inputs from the camera, generate outputs as image files, and much more in
image processing.

Installing OpenCV on Debian on a

BeagleBone board
Follow the steps to install OpenCV on Debian on a BeagleBone board:

Step 1: Install compiler:

sudo apt-get -y install build-essential cmake pkg-config

These compilers are very important to build packages from source codes and then
install them. Installing them will be useful for us in future, particularly during the
robot project:

Step 2: Install the other required packages that are needed before compiling
compulsorily:

sudo apt-get install cmake git libgtk2.0-dev pkg-config libavcodec-dev
libavformat-dev libswscale-dev
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In Linux, most of the software written will use other open source packages in them
to build their software, so these packages are the ones that OpenCV use in their
software to give us a beautiful and easy to code/use library.

When you install the packages, if it prompts you to use additional disk space, go
ahead and hit Y and then Enter to get started installing the required packages.

There are some more software packages you will have to install before compiling,
which are listed following:

sudo apt-get
sudo apt-get
sudo apt-get
sudo apt-get

-y install libjpegé62-dev
-y install libtiff4-dev libjasper-dev
-y install 1libgtk2.0-dev

-y install libavcodec-dev libavformat-dev

libswscale-dev libv4l-dev

sudo apt-get
sudo apt-get

-y install 1libdcl394-22-dev

-y install libxine-dev libgstreamer0.10-dev

libgstreamer-plugins-base0.10-dev

sudo apt-get
sudo apt-get
sudo apt-get

-y install python-dev python-numpy
-y install libgt4-dev

install unzip
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Step 3: Install a few other optional softwares that might come in handy in the future
while working with OpenCV. These are recommended by OpenCV:

® sudo apt-get install python-dev python-numpy libjpeg-dev
libpng-dev libtiff-dev libjasper-dev libdcl394-22-dev

These softwares are not compulsory to for OpenCV to work, but when you connect
a display to a BeagleBone board in the future and want to use graphics, these will
surely come in handy. It's better to install them now instead of getting frustrated

in the future with errors popping up when you write codes with display elements
and GUL

By this stage, we have installed all the necessary packages needed to compile and
install OpenCV on BeagleBone Black. So, now let's go ahead and download the
source code files of OpenCV and then compile and install them. Let's create a new
directory and save all the files inside it while building the OpenCV library:

Step 4: Create an OpenCVdirectory with the following commands:

* mkdir OCV
° cd OCV

It will look like this:

[173]



Working with Images Using Computer Vision

Step 5: Clone the OpenCV source code into our working directory:

* wget https://sourceforge.net/projects/opencvlibrary/files/
opencv-unix/2.4.9/opencv-2.4.9.zip

The wget command will download the file from the URL that follows it and save it in
the present working directory. You can see the percentage of the download status as
it happens in the Linux shell, as shown in the following screenshot:

You need to wait until the download completes and check whether you received
the zip file by using the 1s command. If you see the file, as shown in the following
screenshot, you can proceed to the next step:

Step 6: Building OpenCV from source files using cmake:
® unzip opencv-2.4.9.zip -d opencv

First we need to unzip the . zip file we downloaded to extract the contents of the file.

Then we compile the files inside it wait until unzipping process is completed:
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Then use the 1s command to check whether an opencv folder is created and the
contents of the . zip have been extracted inside it:

* 1s

You can see the opencv folder has been created, inside which the files have been
unzipped: cd opencv:

Now we need to create a folder inside which we will compile and build the files for
installation from the source files available inside the opencv-2.4 .9 folder. You need
to execute the commands mkdir build and cd build in order to do that:

® cmake -D CMAKE BUILD TYPE=RELEASE -D CMAKE INSTALL PREFIX=/usr/
local -D WITH TBB=ON -D BUILD NEW PYTHON_ SUPPORT=ON -D WITH_
V4L=ON -D INSTALL C EXAMPLES=ON -D INSTALL PYTHON EXAMPLES=ON
-D BUILD_EXAMPLES=ON -D WITH QT=OFF -D WITH OPENGL=ON

This is how it looks:
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Now, wait until the configuration is finished:

Once it has finished, you should see something like the preceding screenshot.
Now we can go ahead and compile the files:

Step 7: Compile make and it will look like this:

Once the files are compiled and built, we can install OpenCV libraries to our system
using the next step:

Step 8: Install sudo make install:
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Once installed let's go ahead and test whether everything was installed properly
with the following command:

Step 9: Validate the installation

Since we will be using Python and OpenCV together, lets validate whether the
Python library of OpenCV was installed properly or not, using the following
command:

® sudo python

Inside the Python interactive shell enter the from cv2 import_version_command
to import the library, and then to print the version execute the following command:

® version_

You should see something like the following screenshot:

If it prints the version without any errors, everything is fine, you can see that its 2.4.9,
and that is the same version you downloaded as a zip file in step 5.

Now that we have the OpenCV library successfully installed we can go ahead to our
next topic where we will be using Python and OpenCV together to capture an image
from the USB video camera that we have plugged into our BeagleBone board.

Project: Image capture from a camera
using Python and OpenCV

In this chapter we will be writing a code to capture an image from a camera and

saving it in . jpg format using Python.

Let's first create a directory named ImageCapture inside which we can save the
Python file in which we write the code, and where we can also save the image file
that we capture:

® mkdir ImageCapture

®* cd ImageCapture

[177]



Working with Images Using Computer Vision

It will look like the following screenshot:

1~
de
=

d

® sudo nano TakePhoto.py

Refer to the following image:

Now we can go ahead and start writing the code to capture an image from the
camera and save it on the BeagleBone Black:

The simplest code possible to do this is given in the following screenshot:

GNU nano 2.2.6 File: TakePhoto.py Modified

[~ [~ = A [~ ~ ]

[ [~ e A £ -~

Save it and run it to capture an image from the camera and save it.

M

The output you will see when you run the code sudo python TakePhoto.py is as

shown in the following screenshot:

:~/WorkSpace/ImageCaptur
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If you don't get any errors and the program ends printing the Saving Image
text, everything should have happened properly. To check this let's see whether
the Photo. jpg file has been created inside the folder or not. You can use the 1s
command to do it and you should see the Photo. jpg file created as shown in the
following screenshot:

Since we are working on BeagleBone Black via SSH we don't have the option to view
the image directly on the GUI now - we will need a File Transfer Protocol (FTP)
client software to download the image that was captured. So, let's go ahead and
install one on our Windows PC now.

1
‘Q FileZilla is my favourite, so I will be using it in this tutorial, you can use

the ones you are familiar with or install FileZilla if you don't have it.

Once you have opened the FTP software, it will ask you for the IP address of the
device, username, password, and port number:

FI o

Fle Eda View T

Mo connected

Cuewed fhes (12691)
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This is how the software looks. You can see on the top left corner a space for entering
the host's IP address, username, password, and port number. Below that you can see
the directory selection of where you want the files to be downloaded and uploaded
from, and at the bottom, you can see the log of data transfers.

Now lets go ahead and connect our PC to the BeagleBone Black via FTP to transfer
the image file we captured and see how it looks. The details you need to enter are
the IP address assigned to the BeagleBone board, using which you connect to it via
SSH, the same IP address and user name as debian and password temppwd which is
default, if you have changed your username and password, then use them here and
the port number is 22. Then click on the Quick connect button and you should see
the files on the BeagleBone Black, as shown in the following screenshot:

[ shipe/idebiand@ 152168134 - FileZila o =

File ot ¥

nsfer Sever Bockmars Help  New version mailable!
2 Ll 2 AN

hame/debian
of “Phome/detien usessiul

Lecal site: | C\Users\ ey Desictap! FIP < | Remote sne: | momerdeban
AndroaditudcProgects ~ T
o meme

soers Dt detian
v sty
Cackoes
B Desitop

Desktop Files 1
£t

Fienime Filesue  Flitype Lint mreified Filénsens Flacze Filebpe Lastmodified  Pemwasiost  DwneniGro.

B HIELSIONE.

File falder
File falder
File felder

Eenpty dirsctony.

SarvariLocal fils Dirsction Remets s Sine Prcdty  Tatut

Corued Fles | Faled lranders | Suteesshul banalers

e

You can click on the + symbol next to the Debian folder shown in the picture and
navigate to the ImageCapture folder inside which the Photo. jpg file that we
captured and saved is present. You will see something like the following screenshot:
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Now you can go ahead and download the file. Once you click on Download, the file
will be downloaded to the FTP folder or the folder which you have selected on the
PC fpr where the files will be downloaded. You can see in the following screenshot
that the Photo. jpg file is now inside the FTP folder which was empty before on
your PC:
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So, now that you have the photo that you captured, downloaded to your PC, you
can go ahead and open it to see it with the image viewer software you have set up

on your PC.

Picture Tools
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The image captured is as shown in the previous screenshot and the arrangement of
the camera while taking this picture was as shown in the following screenshot:
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In the preceding picture you can see that the camera has been placed pointing
towards the BeagleBone Black and at a distance, so the image that we captured was
showing the side view of the BeagleBone Black, showing the USB connected to it,
and the background.

So, in this way, you can use Python and OpenCV together to take pictures and save
them for use in many applications.

Summary

This chapter was just a start for you get to know what open OpenCV is, to set it up
on BeagleBone Black and to understand a little bit of what you can do with it using
Python by writing just a few lines of code. In this chapter, the image capture project
is just a simple thing we did - you can play around and do a lot more like capturing
videos and saving them, changing a color image to black and white, and other image
processing using OpenCV and Python. Now we know how to click a picture and
save it.

In the next chapter, we will build a home security application project using a sensor
to detect motion and click a picture whenever a motion is detected. In this way, we
will be building a real-time application using OpenCV, BeagleBone Black and Python
where the system will interact with the physical world.
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Home Security Systems
Using BeagleBone Black

In this chapter, we will focus on building a real-time Internet-connected home
security surveillance system using the BeagleBone board. Similar to previous
chapters, we will use OpenCV and Python on BeagleBone with a camera connected
to it. But to take the project to an advanced level, we will add a PIR sensor to the
BeagleBone board and write code on it to interact with the physical world. We will
get started with motion detection using PIR sensors, followed by sending e-mails
from BeagleBone boards using Python. We will finish the chapter with a project, in
which we will build a motion-detection security camera that will send e-mail alerts
with images captured whenever motion is detected by the PIR sensor.

The contents of this chapter are divided into the following topics:

Prerequisites

PIR sensors

Motion detection using PIR sensors
Sending e-mails with attachments

Advanced project - motion detection, image capture, and alert system
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Prerequisites

Here are the requirements:

* A BeagleBone Black

e A microSD Card with the latest version of Debian flashed on it to boot the
BeagleBone board

* A5V DC, 2A power supply
* An Ethernet cable

* A USB camera

* A PIR sensor

PIR sensors

A PIR (short for passive infrared) sensor is an electronic sensor that measures
infrared (IR) light radiating from objects present in its field of view. Mostly,
these sensors are used in PIR-based motion detectors.
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How PIR sensors work

If you look at the following diagram picture, a PIR sensor has two slots in it, and
each slot is prepared with the help of special materials that are IR sensitive. The
Fresnel lens helps the two slots in the sensor to widen the detecting area of the sensor
as well as its distance, that is, the sensitivity of the sensor. Both slots detect the same
amount of IR when there is no movement in front of the sensor or the detection area;
we call this the idle state of the sensor, during which the slots detect the ambient
amount of IR radiated from the room or outdoors. The sensor calibrates itself and
waits for the movement of a warm body.

PING 1 -2 ON A HORIZONTAL PLANE

FRESMEL LENS

DETECTING AREA

HEAT SOURCE MOVEMENT

B0 [

CUTPUT SIGNAL

When half of the PIR sensor intercepts any warm body, such as a human or animal,
it causes a positive differential change between the two halves of the PIR sensor.
Similarly, a negative differential change is generated when the warm body leaves
the sensing area, which is nothing but the reverse of the generation of a positive
differential change. So, basically, the output we obtain is in the form of rising and
falling pulses from the sensor output pin, using which we infer whether there was
any movement in front of the PIR.

[187]



Home Security Systems Using BeagleBone Black

You might be wondering why there is a difference between the preceding diagram
and the actual image of it, shown in the first image. Actually, the first image is to
make you understand how the PIR sensor works. It shows the sensor available

in market, which we will be using. In order to make the sensor work with a wide
detection area, its lens is in the shape of a hemisphere, if you take a look at the
following image, you can see that slots have been made at various angles on the lens
to have a wide area of detection and for mounting at various places, such as ceilings

and walls, to detect the motion of a moving body.

Most of these hobby-grade PIR sensors available in the market have a detection area
90 degrees wide, but some have one up to 110 degrees and 5 to 6 meters length.

You can chose and buy whichever one you prefer.

Ceiling Mount
Top View

s € fj ] ;
%‘ Wall Mount
J Top View ‘ ,\

Sicda View

Side View
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Motion detection using PIR sensors

Now that we know how a PIR sensors works, let's go ahead and hook it up with our
BeagleBone board to detect motion.

First of all, take three berg wires and connect the PIR sensor to the BeagleBone board,
as per the following circuit diagram:

o]
o
w
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]
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(=]
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As shown in the preceding circuit diagram, connect the PIR sensor's Vcc to the 5V
pin on the BeagleBone board, the output pin of PIR to GPIO60 on the BeagleBone
board, and the ground pins on both with each other.

Then, we will turn on the BeagleBone board and log in to the Linux shell to start
coding it.
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Create a new Python program using sudo nano TestPIR.py:

Type in the code shown in the following screenshot:

GNU nano 2.2.6 File: TestPIR.py

Once you have typed in the code, you can go ahead and save it using Ctrl + X.

Have a look at the comments in the code to get an idea of how it works. We are

setting up GPIO_60 as INPUT PIN, reading the RISING edge from the output coming
from the PIR sensor, and printing out text saying Movement Detected every time we

read a RISING edge from the sensor on GPIO pin 60.

When you run the command, you should see the following output:

You can place your hand or make any movement in front of the sensor, as shown in

the following picture:
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There is an option to set the sensitivity, that is, the range of the detection area, by
varying the potentiometer on the sensor. Have a look at the following figure to get
a better idea. You also have another potentiometer to vary the trigger time, which is
nothing but the time period until which the pulse will be high and get back to low
during the auto reset mode of the sensor. When it is set to no reset mode, the pulse
will stay HIGH forever until another movement is detected. Usually, the preferred
method is auto reset.
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Now that we have tested the PIR sensors, let's move ahead to sending an e-mail with
an attachment using Python from BeagleBone Black.

Sending e-mail with an attachment from
BeagleBone Black

Like the OpenCV library to work with images and camera on BeagleBone Black with
Python, we have many other wonderful libraries that are developed and are built in
Python. One such library is the SMTP e-mail library, which we will be using in

this section.

To test this, we will use the image we captured in the project in the previous chapter,
available inside the ImageCcapture folder.

We will change our working directory to the ImageCapture directory first, as shown
in the following screenshot, using cd ImageCapture:

Then, we will go ahead and create a Python file with code to send an e-mail with an
attachment in it. To do that, first create a new file named sendemail . py, using sudo
nano sendemail.py:

Now, type in the code shown in the following screenshot and save the file inside the
ImageCapture folder itself. The code has been written with comments on most of the
lines for you to get a clear idea of how it works.
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B debian@beaglebone: ~/WorkSpace/ImageCapture = O >

GHNU nana 2.2.6 File: sendemail.py Modified ~

You'll see that the Photo. jpg file that we captured in our previous project is still
available inside the ImageCapture folder, and it's the same image that we will be
attaching in the e-mail that is going to be sent while executing this program:

When you execute the program, you should get an e-mail on the receiver's e-mail
address you mentioned in the sendemail.py code file, and the output the terminal
will look like this:
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As it prints on the Linux shell that the e-mail was sent, you will have received the
e-mail on your e-mail account; check out these screenshots of the e-mail I got:

5 e awy = 49 Test Email with Attachment
Test Email with Attachment )

s jayakarthigeyan@gmail.co.. ¥

Hi, this is the content of the email

u Photo.jpg i ’."

e, i, =»

So, like this, you can attach any attachment to the e-mail and send it from
BeagleBone. As we now know how to detect motion using a PIR sensor connected
to the BeagleBone board as well as how to send an e-mail with a photo as an
attachment, let's go ahead and merge the previous chapter's camera image-capture
project with whatever we have learned so far in this chapter to build an

advanced project.

Advanced project — Motion-based home
security alert system

In this section, we will build a home surveillance security alert system, where we
will have a BeagleBone board to which a PIR sensor is connected. A USB camera is
connected to it, and the BeagleBone board is connected to the Internet. So basically,
the system will capture an image from the camera whenever some movement is
detected in front of the PIR sensor.
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Follow these steps:

1. Set up the PIR sensor with the BeagleBone board, just like we did in the
motion-detection topic of this chapter, connect the USB web camera to the
BeagleBone board and, log in into the system. The setup looks as shown in
the following picture:

2. Create a new directory for this project with sudo mkdir HomeSecurity:

Use cd HomeSecurity:
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Type the following code into the file. The code contains comments on most of the
lines to give you a clear explanation of how it works.

GNU nano 2.2.6 File: EmailAlest.py Hodified |~

Once you have typed the code, go ahead and save it. When you run it, you should
see the output in the Linux shell, as shown in the following screenshot, whenever
there is movement in front of the PIR sensor:
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The following image shows how I waved my hand in front of the PIR sensor,
keeping my finger in front of it and taking it away:

And the screenshots of the e-mail I got are shown in the following series of images:

W= llzail

=  Primary a s

 Bma s
5 Security Breach ; Security Breach

5 jayakarthigeyan@gmail.co.. ¥

There is some activity in your home, See the attached
picture.

M Fhotoipg + A
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Like this, you can use Python, OpenCV, and the e-mail library of Python together to
click pictures and send an e-mail alert every time some movement is detected by the
PIR sensor.

Summary

In this chapter, we used our knowledge from the previous chapter about OpenCV
with what we learned in this chapter about PIR sensor interfacing using the
BeagleBone board and sending e-mail using Python from the BeagleBone board to
build a motion-detection camera surveillance security e-mail alert system. Instead

of stopping this project here, I recommend you to try out other methods of motion
detection and build the same system without a PIR sensor. There are lots of resources
online on motion detection using OpenCV in real time using Python. Try setting up
a system where without the PIR sensor, motion detection is performed using just the
camera and an e-mail alert is sent.
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As the title says, we will be exploring and learning basic concepts of robotics in this
chapter. We will begin with a basic introduction to robotics, with some definitions
and explanations about robotics systems and a little bit of history about robots.
Then, we will look into the robotics system structure, just like we did in Chapter 3,
Introduction to Physical Computing Systems, regarding physical computing systems.
We will take a look at the basic blocks of hardware and software involved in robotic
systems, which is similar to our physical computing systems. Then, we will look into
their operation, followed by differential drive robots at the end, because we will be
building a differential drive robot in the next chapter.

The contents of the chapter are divided into the following sections:

* An introduction to robotics
* The elements, structure, and operation of robotics systems
* Application areas

¢ Differential-drive robots
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Introduction to robotics

Many people remember only the famous actor Arnold Schwarzenegger and relate
the humanoid terminator robot from the Terminator movies when they hear the
word "robot". Even though it is true that the word robot relates to similar types of
robots, people forget that the exact meaning of robots is not just that. Actually, that

is just one type of robot: the humanoid type robots or —as people call them these
days —androids are robots that resemble humans. We are still at the beginning stages
of android robot development — there is a long way to go in that field of research if
we are to reach results similar to science fiction movie robots.

Sci-Fi humanoid robot versus the most advanced actual robot currently available

What is called a robot has many different definitions. The definitions depend on
which technology is being used in the robotic system and what application the
robotic system performs. Relating to the known definition of the physical computing
system, we can define a robotic system as any physical computing system that is
composed of electromechanical actuators that can either autonomously or semi-
autonomously perform actions guided by a computer program running on its
electronic hardware circuit.

A pick-and-place food robot and a hospital telepresence robot
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In a much basic way, we can say that robots are machines that are designed in such
a way that they are capable of carrying out one specific task or multiple tasks with
speed and accuracy. You can easily buy many different types of robotic systems
available in the market for different applications, starting from vacuum cleaner
robots that clean your floors to robots that serve coffee and tea to you in a coffee
shop and look exactly like a human being. We will discuss some of the widespread
and current application areas of robots later in this chapter.

Even though robots have existed for a long time, they always used to be inside
research labs and were costly for people to get until the industrial revolution. During
the industrial revolution, manufacturers and industries wanted many industrial
machines to speed up production and produce more items in less time without
defects. Industrial machines started emerging, which were built from the structure
of robotic systems such as robotic arms that were built using actuators and were
capable of lifting heavy weights in the industries. In the early stages, almost all
robotic systems were operated by humans using a remote control to ensure security
and flexibility. But as software started becoming cheaper and more reliable, robotic
systems with semiautonomous functions started to evolve, such as conveyer belts
with robotic actuators that picked items from the conveyer and packed them
automatically, and similarly, many other applications started to emerge in the
industries. Nowadays, there are companies that manufacture food and beverages
that are entirely prepared and packed by robots, with very little human intervention.

As a result of research and development to build smart and intelligent industrial
robotic systems, many sensors and actuator mechanisms were developed to replace
human intervention during production in industries, which led to the evolution of
a wide variety of sensors that are not being developed further to build humanoid
robots. Even though they showed such robots in movies more than a decade back,
we still have many years to go until we build robots that can replace human beings.

Before we look into the wide application areas of robotic systems, let's look
into the basic elements and structure of robotic systems in order to understand
their functioning.
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Elements, structure and operation of
robotic systems

In this section, you will learn what the robotic systems are composed of, followed
by their operation. Like we defined in the previous section, robotic systems are
very similar to physical computing systems, just that in some physical computing
systems, you might not have actuators that perform tasks that reduce human effort,
unlike robotic systems. So, the elements of the systems as well as their operation
are almost similar. In some cases, the term "physical computing systems" can be
synonymous with robotic systems as well.

Just like any physical computing system, any robotic system will also have input
sensors and output actuators connected to a CPU with input/output ports. The
actuators are driven based on the computer program running on the CPU, which
depends on the inputs from the sensors present in the robotic system.

To make it easy for you to understand as well as to give you a brief idea about the
robot we will be building in the next chapter, let's take a look at the block diagram
of a two-wheeled robot that will randomly move without hitting any surface:

Power Supply ‘ / \
|
Y [ tetmotor )
Y
A
o e BeagleBone Board / Motor
— Any Micro Controller |:1,>, Controller IC
| Sensor Data Control
Inputs
Ultra Sonic Sensor

[ Right Motor ’

N
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If you look at the block diagram, it consists of a sensor, that is, an Ultra Sonic Sensor
that detects the distance of any obstacle in front of it from its position, and the sensor
is connected to the input port of the CPU. Similarly, we have a Motor Controller

IC, or the motor driver IC, which will help us drive heavy-duty motors with high
voltages for them to run by taking digital inputs of low voltages that we get from
the microcontroller. So, this motor driver IC is connected to the output port of the
CPU. The motors are connected to the motor driver IC. Based on the inputs given

to the motor driver IC, the motor is driven in a particular direction. We will look
into this IC in detail in the next chapter. And, at last, the most important thing is

that everything be powered using an external power supply, which is usually a DC
source, but it can be AC sometimes, depending on the application. In our case, for
the project in the next chapter, it will be DC. If you see the following block diagram
of the physical computing system from Chapter 3, Introduction to Physical Computing
Systems, you can understand that it is somewhat similar:

Basic Structure of Physical Computing System

Vs
Output - Actuators >
Interactive Physical
Computing System
< Input - Sensors

So, when you compare the structure with the structure of the robotic system we use
for demonstrative purposes, it comprises a sensor that provides input to the CPU,
and there is a driver IC that works depending on the output from the CPU to drive
the motors. And in the CPU, we have software running that will randomly make the
robot move without hitting any obstacle.

Physical Analog World

-
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Depending on the software, the robot can operate in any way. For example, for a
random obstacle-avoidance and autonomous robot that moves randomly, it moves
the robot in the forward direction based on the outputs from the output pins of

the microcontroller, and at the same time, the software keeps reading the distance
measured by the ultrasonic sensor. Whenever an obstacle is detected at a set distance
from the sensor, it is programmed to consider it as an obstacle. So, the program stops
the motors from running by changing the output signal on the output pins of the
controllers and then turns the robot either left or right. This can be random, or we
can instruct it in our code to go only left or right every time an obstacle is detected.
So, the robot starts to turn in a particular direction until there is free space for it to
move and then stops again and starts moving straight. In this way, the program loop
will be running and the robot will be moving randomly without hitting anything.
This can sound dumb as it doesn't do any specific work nor performs any complex
task. But when you add some more sensors to the system, such as a compass to read
the angles at which it is starting to turn and some wheel encoders added to measure
the distance travelled by the robot, and then write a program in such a way that it
doesn't repeat travelling in the same area, it can become an awesome robot if you
mount a vacuum cleaner system to it. One such robot is a commercially available
vacuum cleaner robot.

So, any machine turns into a robot depending on how smart it works and solves
a real-time problem and performs the action. Let's look into such examples,
where robots with simple hardware but great software are being used in different
applications, in the next section. Then, in the end, we will come back and look at
differential-drive robots a little deeper to understand how actually these motors
turn in different directions based on the motor directions using just two wheels
with motors.

Application areas

When we discuss the application areas of robotics, we can see that the existence of
robots is widespread. The most commonly categorized robotic systems based on
application areas are as follows:

* Industrial robots

* Household or domestic robots

* Medical robots

* Mobile robots

¢ Social and humanoid robots
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Industrial robotics

As mentioned before, even though we have been building robots for a long time,
their widespread usage came about only through industrial robots in manufacturing
to increase productivity. These are machines that perform specific tasks in industries

at high speed.

In the preceding picture, you can see robotic arms manufacturing cars in a car
manufacturing industry. The programming of these arms is done in such a way that
all the robotic arms and conveyers that are moving the cars work in a synchronous
way and each of these robot arms perform a specific task, such as fitting a nut or
welding two metal sheets.
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Domestic robots

Robots that help humans with household chores are called domestic robots. The first
one of the following is a fictional domestic robot:

https://glennhsmith.files.wordpress.com/2013/04/rosie-
the-robot-h.jpg

http://static0l.nyt.com/images/2014/12/25/
garden/20141225-TECH-slide-3TZF/20141225-TECH-slide-3TZF-

jumbo. jpg
A https://s.yimg.com/ny/api/

res/1.2/HUZ5Rw7cnzK2 z_k8zul5ZA- -/
YXBwaWQ9aGlnaGxhbmR1cjtzbT0x03cINTc002g9NDM2021sPXBSYW51/
http://boygeniusreport.files.wordpress.com/2014/02/
roomba-robot -vacuum-cleaner.jpg

The bottom-left image of the preceding composite shows a robot that waters your
lawn every day at regular intervals of time, and the bottom-right image shows a
vacuum-cleaning robot that cleans your house floor. I guess now you can relate

it to the randomly working moving robot avoiding obstacles we discussed in the
previous section.
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Medical robotics

In recent times, surgical and rehabilitation robots are being used in the medical
industry. As the names suggest, surgical robots helps doctors in performing complex
surgeries, and rehabilitation robots help people get back use of their hands, arms, or
any part of their bodies that have been replaced or become nonfunctional.

_ Surgeon at
Operative Console

OR Manitor

~

http://www.tipoist.com/indexfoto/robotic-surgery.jpg

http://www.salford.ac.uk/ data/assets/
image/0003/370434/dexterous-robot-hand-robotics-cse.jpg

If you look at the diagram on the left, you can see how a surgery is being performed
using robotic arms: the surgeon operates the robotic arms looking at the console
with the cameras on the arms and performs the surgery from the console. Just like

I mentioned before, most robots are remotely operated. In many situations, with
these robots, surgeons perform surgeries while in a different location from where the
patients are.

If you look at the image on the right, it shows a man with an exoskeleton hand, and
he has no thumb. But with the exoskeleton, he has a complete hand that can help
him. These are nothing but robots that help with the rehabilitation of a human
body part.
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Mobile robots

Robots that can navigate and perform tasks are called mobile robots. There are many
autonomous and semiautonomous robots that navigate and perform tasks, unlike fixed
robotic arms that are used in industries and fixed lawn-watering robots in homes.

https://static-ssl.businessinsider.com/image/55d233c4
2acae700448be4de-960-720/to-make-things-a-bit-easier-
for-its-workers-amazon-added-about-15000-kiva-robots-
- to-10-us-fulfillment-centers-during-the-2014-holiday-
season-amazon-bought-kiva-systems-the-company-that-
a manufactures-the-robots-for-775-million-in-2012.jpg
https://cnet4.cbsistatic.com/img/g2V1iwBmvVinTwCSSQd2
BgrErY2Ws=/570x0/2016/03/18/6cdc953e-563b-4424-bf33-
6014b300e428/dominos-dru-pizza-robot-lifestyle.jpg

Take a look at the preceding images. The image on the left shows warehouse-
management mobile robots that carry racks with items on them in a warehouse,
depending on requests from the control unit. These robots are mobile and work much
faster than humans going in search of a particular item and bringing it to the packing
station or any place in the warehouse. These mobile robots have changed warehouse
management drastically recently. Next, if you look at the image on the right side, it
shows one of the latest mobile robots, which carries pizzas to its customers' home
addresses and delivers them. These robots avoid obstacles and don't hit humans; they
plan their path and keep moving. Vacuum-cleaner robots also come under mobile
robots, but then again, they can be categorized as domestic robots, depending on their
applications. So, most of these application areas are interlinked.
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Mobile robots include even robots used in military applications, space exploration,
under water robots, and so on.

https://s-media-cache-ak0.pinimg.com/236x/2d/ff/8d/2df
£8d05cf7f5ca90e6d4ab61148349d. jpg

http://i4.mirror.co.uk/incoming/article4822277.ece/
2 ALTERNATES/s615b/Curiosity-Rover. jpg

http://seahack.org/wp-content/uploads/2013/05/openrov__
large.jpg

If you look at the preceding images, you can see three different robots. The leftmost
one is a military robot equipped with a weapon that can be triggered from a remote
location. In the middle, we have the Mars rover, a robot that was sent to Mars to
explore the planet's surface. It has a communication link with a station on Earth
through satellites. And at last, to the far right, we have a robot that is used in
underwater exploration, called the OpenROV. Now, an interesting fact about this
robot is that it has been built with BeagleBone Black as the master controller in it.
This is a prime example of how a hobby project using BeagleBone Black can be
turned into a commercial product. We will also be building something similar in the
next chapter. But instead of going underwater, it will explore what is around on the
ground with a camera and show a live video feed to us.

From these examples, you can understand that even though they perform so many
applications, the basic structure of these robots remains the same, and it's the add-on
features that we give them using different sensors, actuators, communication links,
and the software programs we write that make all the difference and give so many
different names to the robots based on their applications.

Social and humanoid robots

Robots that resemble humans in look as well as interaction are called humanoid
robots. Social robots are a specific group of these robots that don't have limbs like
humanoids but have software running on them to interact socially like humans.
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The following pictures show two robots that might help you differentiate between a
humanoid and social robot:

http://letsmakerobots.com/files/imagecache/robot
% fullpage header/field primary image/asimo.jpg
http://www.laptopreleasedate.com/wp-content/
uploads/2016/06 /Robot-ASUS-Zenbo. jpg

If you look at the picture on the left-hand side, you can see a robot that looks like
a human being with hands, legs, ears, and a face on a display. The robot is a great
work of research and development in robotics, and it tries to resemble the human
body's structure, with fingers on the hands to grab something and hold it and feet
to walk from place to place. It also understands speech and responds to humans.

If you look at the image on the right, it shows one of the latest social robot that
interacts with people based on voice processing. But this doesn't look like a human.
Social robots are primarily built to work as personal assistants to humans. They're
also meant for entertainment; for instance, the robot can tell you stories, play a song
for you, and much more. I guess now you can understand why the "social" moniker
is being given to such robots.

The categories and application areas of robots are endless. One book is not enough
to explain all of it. You can do your own research to learn more. With that, we will
end this topic and move on to differential-drive robots, which are one form of mobile
robots, as this control mechanism is going to help us build our own mobile robot in
the next chapter.
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Differential-drive robots

Differential-drive is a control mechanism that is being used in most situations
requiring control of navigating robots, especially for indoor applications. For beginners
as well, this is considered the best control mechanism to get started with robots. Most
indoor navigating robots used in industries and homes use this very mechanism.

The concept of this mechanism is to use two separately driven motors coupled with
the wheels of the robot, separated by a distance and placed on a fixed common
horizontal axis. The base also includes one or multiple caster wheels or roller-ball
wheels attached to it to maintain equilibrium.

Here is how it looks:

Batteries,

"brain" etc.

Batteries,
"brain" etc.

In the diagram, you can see two different configurations of differential-drive robots.
The one on the left has two casters, while the other has just one. These two are one of
the most commonly used differential-drive system configurations used. Both of them
have different kinematics during navigation. If you want to look into it, you can

read more on the Internet. Right now, to get started, you can chose one of these
chassis —whichever you get in your market. The operation depends on controlling
two motors using a motor driver IC and the outputs from the MCU.
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When we look at the operation of these robots for navigation, it looks like
these diagrams:

* Moving forward:

When the right-hand motor rotates clockwise and the left-hand one runs
anticlockwise, the robot will move forward.

* Moving backwards:
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When the right-hand motor rotates anticlockwise and the left-hand one

motor runs clockwise, exactly opposite to the directions during forward
motion, the robot will move backwards.

e Turing left:

When the left-hand motor is stopped and the right-hand motor runs
clockwise, the robot turns left.

* Turning right:
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When the left-hand motor runs anticlockwise and the right-hand motor is
stopped, the robot turns right.

* Spinning:

When both motors run in the anticlockwise direction, the robot spins
clockwise on its own axis when looked at from above. Similarly, when
the motor directions are reversed, it will spin anticlockwise.

* Stop:

I believe we don't need a picture to explain this action —if neither motor is
running, the robot stops.

Summary

With that, we are at the end of this chapter, where we had a basic introduction to

robotics, including some examples relating science fiction and reality, followed by
a brief explanation of how robotic systems are structured and how they work. We
also looked at some examples and discussed application areas. In the end, we also
saw how differential-drive robots work and how they can be operated. We will be
building our own live-video streaming differential-drive robot in the next chapter.
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Building Your Own Robot

In this chapter we will see how to build our own robot using BeagleBone Black with
Motors and Motor Driver IC interfaced with it. First we will learn about DC motors,
followed by the L293D motor driver IC that will help us drive the DC motors. Then
we will see how we can stream live video on a web page from the camera connected
to the BeagleBone board. At the end we will build our own telecontrolled robot that
you can control from a web page with a live video feed streaming from the camera
connected to the BeagleBone Black.

The contents of this chapter are divided into:

* Prerequisites
* DC motors and the L293D motor driver IC
* Live video streaming on the BeagleBone board

* Advanced Project: A tele-controlled robot with live video streaming

Prerequisites

This topic will cover the parts you will need to get started with building the robot.
These materials can be purchased from your local electrical hobby store or by
ordering online from websites like Adafruit, Sparkfun, Seed Studio and so on.

Materials Needed
* 1x BeagleBone Black

¢ 1x microSD card with latest version of Debian flashed on it to boot the
BeagleBone board from a microSD card

* 1x5V DC, 2A power supply/mobile power bank with USB output of 5V 2A
or more
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1x USB WiFi dongle

1x BreadBoard

2x DC motors 50 to 100 RPM range operating at 12V
1x L293D motor driver IC

1x USB camera

1x USB hub

1x 12V or 9V battery

1x USB cable

1x DC barrel jack

Connecting wires

DC motors

A DC motor is a motor that runs using a DC power supply.

As shown in the preceding picture, it has two terminal wires. We can call one of
these terminal wire positive and the other one negative. Usually, these wires are
marked red and black where red is positive and black is negative. Although these
wires are marked positive and negative, unlike the battery, where these polarities
can't be mixed, here in the DC motors they can be mixed.
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Say, for example, on a motor, if the positive wire is connected to the positive terminal
of the battery and the negative wire is connected to the negative terminal of the
battery, or the power source, the motor rotates in a clockwise direction. When you
reverse the connection, say from the positive terminal of the motor to the negative
terminal of the battery and the negative terminal of the motor to the positive terminal
of the battery, then the motor will rotate in an anti-clockwise direction, as shown in
the following picture:

r— Current o Current
(2 ' =S '

0

- (9 -

E E
Positive Polarity Negative Polarity
Clockwise rotation Counter - Clockwise rotation

While the polarity of the voltage source's connection to terminals of the motor
controls the DC motor's direction of rotation, the magnitude of the DC voltage
source determines the speed of it.

But changing the polarity and switching the circuit on and off every time manually
can be hectic job, and we need an electronic circuit that can help us do this without
having to physically switch the connections. This is where motor driver ICs will
come in useful to complete the task with digital inputs. One such motor driver IC is
the L293D which will be discussing next.

L293D motor driver IC

As we mentioned previously, the L293D can be defined as a, H-Bridge motor driver
circuit, which is made into a IC allowing us to drive a DC motor in either direction
using digital inputs.

[217]



Building Your Own Robot

The pin configuration of the L293D is as shown in the following picture:

Enable1 _1 { .oy ccq1 |8 Vee Internal Voltage 5v
InputA1  _2 1 ., in |12 Input B1
Output A1 3 1 . v |14 Output B1
GND 41 cupt1 cnpz 13 GND
GND 51 cup2  cnpa |2 GND
Output A1 B 1 5y oy L Qutput B2
InputA2 _7 | sn —0  Input B2
VSS Motor Supply _& | oo 4gN |—2— Enable 2

As shown in the preceding picture, in the L293D there are four input pins and four
output pins. The two input pins, pin two and seven regulate the rotation of the
motor connected to output pins three and six. Similarly, the input pins on the right,
pin fifteen and ten regulate the rotation of the motor connected to output pins eleven
and fourteen. The enable pins one and two, on the left and the right side of the IC on
pin one and nine of the IC enables the operation of the output based on the input on
that side of the IC. The motors rotate based on the inputs provided across the input
pins as Logic 0 and Logic 1. Supply 5V to the Vcc pin of the IC for its operation, and
connect the ground pins to the ground and negative pins of the power supply. And
finally, you need to connect the positive of the DC power source/battery to the Vss
pin to provide a power supply to the motor, and connect the negative of the power
supply to the GND pin.
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Consider the circuit connection as shown in the following picture:

INPLIT 1
INPTIT 2
INPUT 3

INP'TIT 4

sy
GNT

MOTOR |

Qv

BATTERY

MOTOR 2

fritzing

For the circuit shown previously, when input 1 is LOW and input 2 is HIGH, the
motor 1 will rotate in a clockwise direction, similarly when both inputs 1 and 2 are
LOW or HIGH the motor will not rotate. This can be explained using a logic table:

Input1 | Input2 | Motor 1 Running Direction
HIGH |LOW | ANTI-CLOCKWISE

LOW HIGH | CLOCKWISE

HIGH |HIGH |IDLE - NO ROTATION
LOW LOW | IDLE - NO ROTATION
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Similarly for input 3 and input 4 the output will be as shown in the following table:

Input 3 | Input4 | Motor 2 Running Direction
HIGH |LOW | ANTI-CLOCKWISE

LOW HIGH | CLOCKWISE

HIGH |HIGH |IDLE - NO ROTATION
LOW LOW | IDLE - NO ROTATION

You can test it by connecting it to the BeagleBone Black by writing a similar Python
code to our blink code or the home automation code that we tried in our previous
chapters. With this knowledge, you will have a clear idea of the concept of how the
L293D operates. You can look at the datasheet of the L293D IC to get more details
about the specifications and ratings of the IC. You can get this datasheet provided
by the IC manufacturer on the Internet.

We will use the same circuit interfaced with the BeagleBone board at the end of the
chapter to the build the robot in our final project. Now let's go ahead and see how
we can stream video live on the BeagleBone board using the USB camera connected
to it.

Live video streaming on the BeagleBone
board

To stream live video from Logitech HD webcam C270 USB camera, connected via
local server to the BeagleBone board you need to have a software package that can
do the job. But you also need to install some essential software before you download
and compile the live video streaming software. Let's get started with the installation
of the software packages by executing the following commands :

® sudo apt-get install imagemagick
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When you are prompted to continue the operation, type v, as shown at the
end of the preceding screenshot, and hit Enter to continue and finish the
installation:

sudo apt-get install libjpeg8-dev
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® sudo apt-get install subversion

Now that we have installed all the prerequite softwares, let's download and compile
the video streaming software.

First create a separate directory in the home directory, and put the contents of the
streaming software inside it:

* mkdir mjpg

Now let us change our working directory to the directory we created:

* cd mjpg

Once you are in the mjpg directory, you can download the mjpg-streamer software
package using the command given following from the URL mentioned in the
command:

®* svn co https://svn.code.sf.net/p/mjpg-streamer/code/mjpg-
streamer/ mjpg-streamer
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Once you have downloaded it there will be aa mjpg-streamer folder created, inside
which you will have the source code of the software. Let's go ahead and change the
directory to that first:

®* cd mjpg-streamer

Now our next step will be compile the software using the make command:

* make
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Once you have successfully compiled the software without errors you can go ahead
and run the software using the following command:

* /mjpg_streamer -i "./input uvc.so -d /dev/videoO -n -y" -o "./
output_http.so -w ./www"

If the Apache server is installed on your Debian package then it might show an error
saying bind: Address already in use as shown in the following screenshot when you
execute the preceding command to run the video streaming software:

This is due to port 8080 being used by default by the Apache server. In this case,
to resolve the issue, we can change the port used by Apache to 8079, or any other
permited number as shown in the following screenshot, by changing the details in
the ports. conf file:

® sudo nano /etc/apache2/ports.conf

Once you open the file you can change the NameVirtualHost to 8079 and Listen to
8079 port as shown in the following screenshot and save it:
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&P

GNU nano 2.2.6 File: /etc/apache2/ports.cont

Modified -

Once you save it, you need to restart the Apache server to perform the changes.
To do that, execute the service restart command:

® sudo service apache2 restart

Once you restart and get the output as shown in the preceding screenshot, it means
the changes have been made. Now you can go ahead and run the streaming software
by executing the following command:

* sudo ./mjpg_streamer -i "./input uvc.so -d /dev/video0 -n -y"
-o "./output _http.so -w ./www"
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If you see the output as shown in the previous screenshot, then the streaming
software is running properly. We can test it by visiting the local server at port
8080 as shown in the following screenshot. The IP address is the IP address of the
BeagleBone Black on your router, which is same as the one we used to login to the
BeagleBone board.

Once you open the web link, you will see the streaming software's home webpage as
shown on the next page:

/ MIPG-streamer X ."-‘.

€ > C A [7192168.242:3080 %0 e &0 =
% Apps i Bookmarks (T LINUX

MOPG-Streamer About

a ressource friendly Details about the M-JPEG streamer

streaming application

Home Congratulations

Staﬁc You sucessfully managed to install this streaming webserver. If you can see this page,
you can also access the stream of JPGs, which can originate from your webcam for
mm example. This installation consists of these example pages and you may customize
the look and content.

Java
Javascript
VideoLAN

Control

Version info: |
v0.1 (Okt 22, 2007)

The reason for developing this software was the need of a simple and ressource
friendly streaming application for Linux-UVC compatible webcams. The predecessor
uvec-streamer is working well, but | wanted to implement a few more ideas. For
instance, plugins can be used to process the images. One input plugin copies images
to a global variable, multiple output plugins can access those images. For example
this webpage is served by the output_http.so plugin.

The image displayed here was grabbed by the input
plugin. The HTTP request contains the GET parameters
action=snapshot. This requests one single picture
from the image-input. To display ancther example,
just click on the picture.

About the examples

To view the stream with any browser you may try the javascript or java subpages.
Firefox is able to display the M-1PEG-stream directly.

About this server

This server is running a software written for the MIPG-streamer project. The MIPG-
streamer developers can not be made responsible for installations of this software.

© The MIPG-streamer team | Design by Andreas Viklund -
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The software description page with the details about which streaming software we
are running on the BeagleBone board is shown in the previous screenshot. On the
home page itself you can see the image captured from the camera but it's a static
image which is not a live stream. To see the live stream, click on the Stream button
on the left and it will show you the live streamed web page where you can see the
live feed from the camera as shown in the following screenshot:

H - o x
MIPG-streamer x "‘\
& = C A [1192.168.2.42:8080/stream.html w0 e =@ =
BE Apps * Bookmarks (] LINUX
MIPG-Streamer
Demo Pages Stream
a ressource friendly
streaming application H
) ot Display the stream
Home
: Hints
Static
© This example shows a stream. It works with a few browsers like Firefox for example.
Mm To see a simple example click here. You may have to reload this page by pressing F5
- one or more times.
Java

Javascript | Source snippet
VI'M_AN <img src="/?action=stream” />

cae e)a e

Version info:
wD.1 (Okt 22, 2007)

@© The MIPG-streamer team | Design by Andreas Viklund
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Click the button here, which is highlighted in red saying To see a simple example
click here. You will see just the video feed separately as a image element on an
HTML page as shown in the following screenshot:

H -
{ MJPG-Streamer—Stream x N

& = C A |[)192.168.2.42:8080/stream_simple.html
% Apps o Bookmarks [ LINUX
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A setup of the BeagleBone board with the USB camera whilst the live feed is being
streamed is shown in the following screenshot:

So, you can see that the BeagleBone and the power bank which are in front of the
camera are visible on the live feed. If you just wave your hand in front of the camera
you can see it live on the web page.
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Now that we have seen the live video feed on this, if you want to include it on any
HTML page you want to create, you can do so by adding the image source element
created by the streaming software. You get the information of that image source by
right clicking on the browser and hitting the inspect element which will show the
details as shown in the following screenshot. Almost all of the browsers we use like
Chrome, IE or Mozilla shows these details now, and you can learn more about this
by browsing the Internet.

] B - o x
/| B MIPG-Streamer - Stream X |

€ - C # | [1192.168.2.42:3080/stream_simple.html O - &t B ®
£ Apps i Bookmarks [ LINUX

[ 0] | Elements Console Sources Network Timeline Profiles » HEE
<html>
P #shadow-root (open)
» <head>..</head>
¥ <body>
¥ <center>
<img src="/2action=stream”> == %@
£ EEnCEr hitpy//192.168.2.42:8080/2action =stream
</body> ,
</htmly

640 x 480 pixels

htm| body cen

Styles | Event Listeners DOM Breakpoints Properties

Fi hov 4 .cls +
element.style { margin
T border

Inherited from | center padding -

center { user agent stylesheet 2= :,_, Al
display: block; :

: -webkit-center;

» text-align

f | Consale X

® ¥ top v [ Preserve log

>

The image element can be identified on the inspection block on the right side of
the browser window where the details is mentioned as shown in the preceding
screenshot:

<img src="http://192.168.2.42:8080/?action=stream">

We will be using this in our project at the end of this chapter to get a live feed on the
web page using a Flask framework and Python. Now that we know how to get a live
feed from the USB camera and integrate it on a webpage, let's go ahead to the next
topic in this chapter where we will be building a robot with live video streaming,.
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Advanced project — a telecontrolled robot
with live video streaming

First connect the motor driver IC with motors, power supply as shown in the
following circuit:

fritzing
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The whole setup will look like the following picture:

So you can see from the preceding picture that the BeagleBone Black is connected to
a USB hub to which the WiFi dongle and USB camera are connected. Also the L293D
is connected to motors of the robot and an external 12V battery is used to drive the
motors. The input pins of L293D are connected to the BeagleBone Black to control
the L293D. The BeagleBone Black is powered using a mobile power bank using a
USB to DC barrel connector cable, which you can make on your own as shown in
the following picture:
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So why can't the BeagleBone board be powered using the inbuilt USB connection?.
This is because the USB only draws 500mAh in total from the input supply, which
isn't sufficient to power up the USB webcam and the Wi-Fi dongle.

Now, you can login into the BeagleBone Black and write the code to control the robot
from the web page.

In this project, we will not be writing the code from scratch - instead we will be
writing it by editing the code from our home automation project from Chapter
6, Home Automation Using BeagleBone. So let's go ahead to the home automation
directory in the Linux shell after logging into it:

* cd WorkSpace/HomeAutomation

If you list the contents in the directory using the 1s command, you will see
the following:

Once you are in the home automation directory, let's first edit the HTML template:

® cd templates

Now we can go ahead and edit the main.html file that we created in our
home automation project and then save it as Robot . html file, as shown in
following screenshot:
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Once you have opened the main.html file, using the nano text editor, edit the

content to make it look like the following screen shot:

debian@beaglebone: ~/WorkSpace/HomeAutomation/templates

- O X

GHU nano 2.2.6 File: main.html

File Name to Write: Robotihtml

g _

Modified (A

You can see that we have added the image source element from our previous topic
into this HTML file and added four buttons. Once you have saved the file, you can
go ahead and make the changes in the Python file that we need to run in order to

create a server using Python.

First let us go back to the home automation directory:

Now let's open the GPIOControlWebApp . py file that we created in the home

automation project:

sudo nano GPIOControlWeblpp.p J'D

[234]



Chapter 10

Edit the file as shown in the following screenshot and save it as Robot . py:

GNU nano 2.2.6 File: GPICControlWebApp.py Modified

File Name to Write: Robot.py
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Now you can run the Python code by using the following command:

® sudo python Robot.py

Just running this code is not enough. We also need to run the streaming software
to give our project the live video feed. So, login to the BeagleBone Black using
another PuTTY session, and run the streaming software as shown in the
following screenshot:

When the streaming software and the Python code are running simulatneously,
you can go ahead and check the server file by pointing your BeagleBone Black's IP
address at port 5000, from any browser, via a PC or mobile phone connected to the
same local network same as to which the the BeagleBone board is connected. You
will see the output shown in the picture on the next page, from where you can see

the live feed and control the robot:
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; E = O X
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STOP

So, in the preceding screenshot you can see the robot's wheels. The setup is the same
as that shown in the picture at the beginning of this topic, where the camera was
pointing at the wheels of the robot. This will show you how the wheel movement
works when you click on each button on the web page. We will discuss this next

where you can see the wheel movement on the images themselves, as the wheel that
is running will look blurred.
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When you click for the forward button. Both motors run as discussed out previous
chapter regarding the differential drive system. That is the motors will drive the
robot in forward direction, you can see the difference in the following screenshot
where the motors are running when compared with the previous image shown in
the previous page of this chapter where the wheels are idle and not running.

B - o x

™
OF ®

& 2 C N | [J192.168.242:5000/F O = AP Q=
122 Apps o Bookmarks [T LINUX

Tele Control Robot

FORWARD
LEFT RIGHT

STOP
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You can also see the log of the movement in the Python output when you press the
button as shown in the following screenshot:

Similarly, for turning left, the right motor needs to be running and the left one
stopped, as shown in the following screenshot:

bL %
o C #f [ 192.168.2.42:5000/L e Q) = =
55 Apps W Bookmarks [CJ LINUX

Tele Control Robot

FORWARD

LEFT RIGHT

STOP
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And when you press the RIGHT button then the LEFT motor is running, and the
RIGHT one is stopped, as shown in the following screenshot:

BH - o x
_;’f ORr x \
€ = C f |[)192.168.2.42:5000/R w0 = A B Q=
35 Apps W Bookmarks (T LINUX
Tele Control Robot

FORWARD

LEFT RIGHT

STOP
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Similarly when you click on stop, both motors will be stopped. If you mount all
these electronics on top of the robot as desired, you can make it drive around as a
telecontrolled robot with a live feed carrying the BeagleBone Black with the camera.
In this chapter I gave you all the resources you need to understand this idea. Now,
you can go ahead and mount the electronics on the robot base. To find out how
people make a simple prototyping shield with electronics soldered onto it on top

of the hardware development boards. Just type in Google, prototyping capes

for BeagleBone Or hats for raspberry pi and shields for Arduino. Even
though these are made for different hardware development boards like BeagleBone
and Raspberry Pi, the same electronics can be mounted on a BeagleBone board with
slight modifications which will help you get rid of the messy wiring. Also, try using
the sub-process Python module to execute the shell command and start streaming
software at the beginning of the Python code to start running the server. By using
this sub-process you need not run two instances of PuTTY, you can finish your work
with just one.

Summary

With that we are at the end of this chapter, where we have learnt some basics about
DC motors and their operation, as well finding out what an L293D motor driver

IC is, and how we can use it to control a connected DC motor connected. Next,

we saw how to live stream video on the local server with BeagleBone Black using
mjpg-streamer package. Finally we worked on a project where we interfaced the
L293D motor driver IC with the BeagleBone Black, and a live streaming image
source, to HTML templates and controlled a robot using the input buttons on the
webpage that we created using the Python and Flask web server framework.
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