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Foreword

Oracle Forms has been around for a long time. When I started writing computer 
programs over 20 years ago, I was lucky enough to get to work on an Oracle project 
where I got to learn all about Oracle Forms 2.3 and Oracle Database 5. Going 
forward, I worked with most versions of Oracle Forms together with Oracle Designer 
and some Oracle Reports, and various versions of the Oracle database. I primarily 
worked on custom development, and so gathered a wealth of Oracle Forms and  
PL/SQL knowledge.

In 2003, I first learned about a tool called Project Marvel—which is now known as 
Oracle Application Express, or simply APEX—even before it became an official 
Oracle product. I was working for Oracle Consulting, and at that time almost every 
job in Oracle Consulting required Java skills. I was very relieved to find that the skill 
set for developing APEX applications was primarily PL/SQL. Re-training in APEX 
is relatively easy as APEX is a declarative framework with numerous wizards for 
creating screens, which can then be extended using PL/SQL—much the same as 
the Oracle Forms. There are some fundamental differences in the way the two tools 
operate. For example, Oracle Forms maintains a continuous connection with the 
Oracle Database and uses pessimistic locking, whereas APEX only connects to the 
database when rendering or posting a page and uses optimistic locking.

I joined a project in 2003 for a large law enforcement agency that was actually 
the primary beta site for APEX. I spent four years on that project, where we were 
very successful in manually converting several legacy Oracle Forms applications 
into a suite of APEX applications. That suite now runs the majority of the police 
departments operations. During my tenure, I trained over 20 Oracle Forms 
developers in APEX and on an average the developers were productively developing 
APEX applications within two weeks.
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Then in 2007, I transferred from Oracle Consulting to Server Technologies to become 
the Product Manager for Oracle Application Express. I worked very closely with 
the APEX Development Team on our Forms Conversion components. Our key 
objective was to provide a valuable tool that "assists" you in converting Oracle 
Forms applications. Our intention was never to provide a 100% conversion tool 
whereby you enter some source files, press a few buttons, and immediately get a 
production-ready application. Instead, our focus was on automatically converting 
the components that we can and then providing tracking capabilities through the 
annotations, which you will learn in detail in this book.

With respect to Oracle Forms, this tool has been utilized extensively to solve business 
requirements for decades. It is a very robust, high-performance tool that is still being 
developed and will continue to be supported for years to come. In fact, Oracle Forms 
11g was recently released as a part of Oracle Fusion Middleware 11g.

Converting from Oracle Forms to any other technology, including APEX, will require 
significant time and effort; and should be treated as a project. And that is where this 
book will prove invaluable—to help you understand not only how the APEX Forms 
Conversion tool works, but also how to plan and execute your conversion project. 
This book walks you through the conversion of a sample application and explains 
the various features. Moreover, it also provides an excellent insight into how you can 
get the most from using this tool. Douwe Pieter has written a great book that is easy 
to follow and will definitely help any Oracle Forms developers to better understand 
what is involved with converting their applications to APEX.

David Peake
Oracle Application Express Product Manager
Server Technologies, Database Tools
Oracle USA Inc.
http://dpeake.blogspot.com
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Preface
Oracle Application Express has been around for quite a while now. It has a lot of 
advantages, such as the possibility to really use the Internet and create fast-performing 
applications. For the last decade, we developed our applications using another tool, 
namely Oracle's Forms Developer. Using this development tool for such a long time 
means we often have a lot of critical applications built in Oracle Forms. But for many 
people, now is the time to make the transition from Forms to APEX. However, we 
don't want to develop all our Forms screens again, so Oracle has kindly come up with 
the Forms Converter for Oracle Application Express in Oracle APEX 3.2.

With the Oracle Forms Conversion tool, we can now generate Oracle Application 
Express pages from our original Forms (FMB) files. Using this commodity, it is 
possible to have controllable Forms to APEX Conversion project and in this book  
we will learn just how to do such projects. 

Oracle Forms
Coming from IAF via FastForms and later SQL*Forms, Oracle Forms Developer  
has been the main GUI development tool on the Oracle Database since version 6. 
There have been some changes in the product over the years where WebForms was 
the biggest change, moving from client-server to a web-server environment. It gave 
the users the possibility to implement a GUI environment over the Web, but the 
basics stayed the same. The Oracle Forms applications run in a JavaApplet (J2EE) 
called Jinitior, and have been built using the Oracle Forms Developer and the  
PL/SQL language.

Moving away from Oracle Forms requires some guts. Most organizations using 
Forms have large knowledge of the tool and the PL/SQL language, and don't move 
to a completely different environment in a short period of time. Languages such as 
Java are difficult to learn and hard to understand for developers not trained in the 
object-oriented language sets.

And there was APEX.
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Oracle Application Express
Oracle Application Express, in short APEX, was a new way of looking at PL/SQL 
GUI development using only a web browser. Developers could still be using their 
fast knowledge on PL/SQL and the Oracle Database, and since APEX version 3.2 
(released on the February 27, 2009, a memorable day) we were able to convert  
Oracle Forms applications to APEX easily. This is what this book is all about.

Forms conversion
Using the new possibilities in Oracle Application Express, we will find a new way  
to create APEX pages from our original Forms and Reports applications. We no 
longer have to build them from scratch if we want to generate the pages in APEX. 
Forms Conversion has made it possible to create APEX applications from our Forms 
and Reports applications in a fast and reliable way. But beware; we still have to do 
some work to make it all possible. In this book we will point out the steps you will 
have to take to create your applications using the Forms Conversion tool.

Every Forms and Reports application consists of a few elements, namely Forms 
modules, Menus, PL/SQL libraries, Object libraries, and Report modules. All these 
elements will be used in our Forms Conversion project. They  will all be translated  
to their own specific APEX components during the conversion.

In the following diagram provided to us from Oracle, you can clearly see which steps 
need to be taken, and in which order, to create and execute  a Forms Conversion 
project. As we can see, the main part of the project will be done in the Oracle 
Application Express Forms Converter. 
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With our Forms Conversion project, we will have to use different tools to create 
our APEX application. Of course, we will have to use APEX as it contains the most 
important piece of tooling we have got, the APEX Forms Conversion tool. But 
besides that we will have to use Forms and Reports Builder, the File Conversion 
Utilities, and the Forms2XML Conversion Tool.

In this book we will generally learn how to create suitable XML files, but most work 
in our Forms Conversion project will be done in APEX.

Generate Application Express  
applications
In order to generate an APEX application, we will have to do some steps. First, we 
will have to create our XML files from the different Forms components. After that, 
we shall create our Conversion project in Oracle Application Express.

The project page is the point where we will be really working on our Forms 
Conversion. Because of the possibilities it gives us, we will learn how to analyze  
and adjust our Forms components in order to generate an APEX application.

The following screenshot shows the project home page in the APEX Forms Converter. 
This page is used to control our project and it shows our progress in the project.

Using the project home page in the Forms Conversion part of APEX, we can easily 
scan our application components and see how we are progressing. This is the place 
where we do our metadata analysis of the XML files we uploaded and the ones our 
project consists of. We can see all the elements of our Forms Conversion project, so 
we have a point where we can control everything we need to do in our project in the 
project home page.
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Even after generating our APEX application, we will have some other things to do. 
Because of the large differences between APEX and Forms, we will need to adjust 
some things such as the logic and the User Interface defaults. We will see how the 
APEX application we generated responds to users, and how we need to make some 
adjustments in order to create a user-friendly and stable application.

Possibilities and benefits
Web 2.0 has taken a leap in the last few years; interactive user interfaces and the 
possibilities of tying applications together are the cornerstones of Oracle Application 
Express. Modern Internet applications offer users the possibility to create and adjust 
their own information just as a desktop application would, but with the advantages 
of accessing the applications over the Internet. APEX offers a lot of these Web 2.0 
components out of the box, such as interactive reporting and flash charts. With 
interactive reporting, the users can define their own reporting, meaning they have 
control over the filters, break points, and calculations done in these reports.

Both Forms and APEX are completely SQL and PL/SQL based, so the transition from 
Forms to APEX should be easy to learn. Both tools are declarative, wizard-driven, 
rapid development tools. With the use of the Forms Conversion tool, it will be 
possible to speed up the transition to APEX within your organization. The tool  
uses our knowledge of the Forms applications we convert to let us make the best 
choices possible.

Oracle Application Express and, therefore, the Forms Conversion Tool is a no-cost 
option on the Oracle Database. Because of this and the fact that we no longer need  
an Application Server, APEX is the choice to make if you want to convert your Forms 
and Report applications to a web environment.

The Forms Conversion in Oracle Application Express offers us numerous possibilities 
when generating APEX pages from our original Forms, Reports, and Menus. These 
possibilities are extensive and, when wisely used, offer reductions in developer effort. 
In doing so, our transition from Oracle Forms and Reports to Oracle Application 
Express should be quicker and easier all round.

Navigating and adjusting logic is possibly the largest possible advantage you can get 
from the Forms Conversion tool in Application Express. We get information from 
the metadata (which is in the Forms, Reports, Menus, and Libraries) and have the 
advantage of knowing about the logic and different components before we begin  
the conversion.
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Comparison
Forms Conversion in Oracle Application Express is not migration but a conversion, 
as the word literally means. We will generate a different kind of application, namely 
an Internet application instead of a desktop or a Web Forms application. 

Remind yourself that Forms Conversion in Oracle Application Express is not a way 
to emulate or completely migrate your Forms applications. Your users will get a 
different kind of application, and hence a different user experience. We will generate 
an Internet application, which also means that a lot of the functionality we've got 
in Forms will return in a different way. Forms conversion in Application Express 
doesn't mean we will have a Forms emulator or a complete replacement for the 
functionality within the Forms and Reports applications; we will create an interactive 
web application.

The following screenshot is of the Oracle Forms we will be converting to APEX in 
this book. In this typical Forms application, 'Customers', runs within a Java applet 
and, therefore, is used as a true Forms screen. The application that is used here is 
the Oracle Forms 10g demo application. We will be using it for all the examples in 
this book. You can download all the necessary files at http://www.oracle.com/
technology/products/forms/files/summit10gr2.zip. 
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Oracle Forms has a lot of functionality that users appreciate, such as the keyboard 
shortcuts for a lot of functions (for example, F11 to enter a query and Ctrl + F11 
to execute it). For people who use these applications, this means they will have a  
fast-performing and reliable application. All of these native Forms functionalities 
will not be present in our generated APEX pages. Beware that these functionalities 
will not be generated during the conversion project. Instead, we will get a fully 
functional web application built in APEX.

Next, we will see what the application looks like when we have converted it to 
APEX. In the following screenshot, we see that one master-detail Form Customers 
has been converted to two APEX pages. The following screenshot shows the master 
data, which is the Maintain Customer page: 
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The following screenshot shows the detailed data, which is the Customer Details page:

We see here that the pages we create during the Forms Conversion project really  
are different from the original Forms screens. During a Forms Conversion project,  
we will have to bear in mind that we will create a different kind of application.

If you're planning a conversion project from Oracle Forms and Reports to 
Application Express, these differences must be communicated to your users. 

The generated APEX pages will have their own advantages. For example, the menus 
you created in Oracle Forms will be generated as a home page in the new APEX 
application, complete with icons. In this way will have a new way of navigating 
through our application. Because APEX uses components that can be described as 
Web 2.0, the users will get an interactive application in return. And, of course, we 
can adjust these generated pages according to our taste in the end of the project.

Because the project isn't 'frozen' after the generation of the new APEX pages, we are 
able to redesign and tweak parts of the application that were not very good to begin 
with. By taking the Forms Conversion project as a starting point, at the end of the 
project we can adjust these generated pages according to our taste.
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Differences between Forms and APEX
Oracle Forms and APEX have their differences. These differences are not only limited 
architectural and functional, but are also present in the naming of the elements 
on which the applications are built. The following table shows how Oracle Forms 
elements and Oracle APEX elements are related to each other:

Oracle Forms Oracle APEX
Alerts Text messages in Shared Components and/or Validations on 

Application or Page level.
Blocks Blocks will be generated to Regions in APEX.
Canvases Are ignored in APEX during conversion.
Editors HTML Editor.
Lists of Values The associated record group will be included in the conversion. 

A List of Values can be developed after generation.
Program Units Program Units must be implemented after generation as  

PL/SQL elements.
Triggers In APEX we don't know the element Trigger. However, there 

are some things we can implement such as Post-Query Triggers 
that can be implemented in the Query the page is built on.

As we can see, there are a lot of differences between the two development tools, 
Forms and APEX. This is not unusual because they both result in different types  
of applications.

More information
In this book we will provide a lot of information, but because this book is written  
for developers and analysts who know both Forms and APEX, we will not go into 
the depths of everything. The following web pages can help you find out more about 
these topics:

•	 All the files we use in this book, for example the summit files, can be found 
at http://www.oracle.com/technology/products/forms/files/
summit10gr2.zip.

•	 You can download and learn more about the Oracle Forms Developer at 
http://www.oracle.com/technology/products/forms/index.html.

•	 We will use Oracle SQL Developer in this book, which is a fast, reliable, 
and free tool for database development by Oracle. More information 
and downloads can be found at http://www.oracle.com/technology/
products/database/sql_developer/index.html.
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•	 The latest stable releases of Oracle APEX and more information about 
this brilliant tool can be found at http://www.oracle.com/technology/
products/database/application_express/index.html or 
http://apex.oracle.com.

•	 The most important reference for help with APEX-related (or Oracle  
related in general) problems is the Oracle Forums. It can be found at  
http://forums.oracle.com.

•	 My own web site for all questions related to Forms Conversion is  
http://www.formsconversion.com. Here you can find more tips and 
tricks, and where we can discuss matters about Forms Conversion firsthand.

Onwards
In this book we will cover the basics and provide an insight on how to perform a 
Forms Conversion project using Oracle Application Express. We will go through 
some critical steps that need to be done to make such a project a success.

Of course, we will need to understand our original Forms and Reports application 
—how will our conversion project be generated and how does it work? 

In Chapter 1 of this book, we learn how we can use our knowledge of Oracle Forms 
and Reports to our benefit. We will also learn how we can use the powers that 
are given to us in the Forms Conversion tool to determine various modules and 
iterations in our project. The original Forms and Reports application is central in this 
part of the book. This is because, like history, we will need to know our past in order 
to understand our future.

Chapter 2 shows us what we need to get things ready for our Conversion project.  
We need to gather all our original Forms, Reports, Menus, and Libraries so that  
we can generate the APEX project. We will need to get the XML sources by using 
the tools in the Oracle Developer Suite. Of course, we will learn to understand these 
newly created sources and what they mean to us. Before we can create our APEX 
applications using the Forms Conversion tool, it would be nice to design  
and implement the target database.

In Chapters 3 and 4, we can create ourselves a Forms Conversion Project. Uploading 
the XML files we just created will create a project for us. We will then learn to 
add more sources to the project in order to to finalize it (along with the iterations 
and modules which we defined earlier). The most important part in the Forms 
Conversion tool in Application Express is the project page and we will learn how  
to use it, adjust our project, and edit the settings in it.
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The project plan is the main part of our Forms Conversion project. The generation is 
just a small part of the actual project. In what way do we execute our project and can 
we plan it in order to understand what we have to do? Chapter 4 of this book offers 
us some ways to judge the components we are about to convert into APEX. We learn 
some tricks on how to address and timeframe the development. It gives us an insight 
into what needs to be done and how we will do it.

At this point we will be able to browse the project page in our Forms Conversion 
project. Chapter 5 will show us how we use the project home page in order to get the 
logic in our project right. We can make annotations and assign logic to members of 
the project team who will be responsible for the conversion, and edit the applicability 
of the different components of our Forms Conversion project. In order to be ready for 
generation, we need information on our logic so that we can adjust it as needed.

Step-by-step, Chapter 6 will teach us how to generate the new APEX application out of 
the Forms Conversion project. The settings we applied earlier in our project are used 
to generate the Application Express application, and we will see how we integrate 
the menu structure from our Forms application in the new APEX application. Adding 
pages and choosing the user interface defaults are the additional steps we will take.

After we have generated our APEX application, we will need to review it. We will 
see what components and pages need further customization and in Chapter 7, we 
will learn how to do so. With a technical and functional review, we will see how 
the application works and performs. If we need to adjust logic, user interfaces, or 
processes in the new application, we will do so.

At the end of every project, we will need to deliver it to our users and production 
environments. Chapter 8 shows some of the main elements we will have to account 
for in order to deliver the application correctly. We will learn how to use our 
project plan in order to test the application and how we need to communicate the 
differences to our users. To make the new application a success in our production 
environment, we might integrate it with different modules of our project or with the 
existing applications. So we will learn what ways there are to do so. At this point 
we will have succeeded in converting our Forms and Reports applications to Oracle 
Application Express.

Conventions
In this book, you will find a number of styles of text that distinguish between 
different kinds of information. Here are some examples of these styles, and an 
explanation of their meaning.
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Code words in text are shown as follows: "We will upload another Forms module, 
which is a _fmb.xml file."

Any command-line input or output is written as follows:

C:>cd C:\summit

New terms and important words are shown in bold. Words that you see on the 
screen, in menus or dialog boxes for example, appear in the text like this: "To create  
a new project, click on the Create Project button."

Warnings or important notes appear in a box like this.

Tips and tricks appear like this.

Reader feedback
Feedback from our readers is always welcome. Let us know what you think about 
this book—what you liked or may have disliked. Reader feedback is important for  
us to develop titles that you really get the most out of. 

To send us general feedback, simply send an email to feedback@packtpub.com, 
and mention the book title via the subject of your message.

If there is a book that you need and would like to see us publish, please send  
us a note in the SUGGEST A TITLE form on www.packtpub.com or email 
suggest@packtpub.com.

If there is a topic that you have expertise in and you are interested in either writing 
or contributing to a book on, see our author guide on www.packtpub.com/authors.

Customer support
Now that you are the proud owner of a Packt book, we have a number of things  
to help you to get the most from your purchase.
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Errata
Although we have taken every care to ensure the accuracy of our content,  
mistakes do happen. If you find a mistake in one of our books—maybe a mistake  
in the text or the code—we would be grateful if you would report this to us. By  
doing so, you can save other readers from frustration, and help us to improve 
subsequent versions of this book. If you find any errata, please report them by 
visiting http://www.packtpub.com/support, selecting your book, clicking on 
the let us know link, and entering the details of your errata. Once your errata are 
verified, your submission will be accepted and the errata added to any list of  
existing errata. Any existing errata can be viewed by selecting your title from 
http://www.packtpub.com/support.

Piracy
Piracy of copyright material on the Internet is an ongoing problem across all media. 
At Packt, we take the protection of our copyright and licenses very seriously. If you 
come across any illegal copies of our works, in any form, on the Internet, please 
provide us with the location address or website name immediately so that we can 
pursue a remedy. 

Please contact us at copyright@packtpub.com with a link to the suspected 
pirated material.

We appreciate your help in protecting our authors, and our ability to bring you 
valuable content.

Questions
You can contact us at questions@packtpub.com if you are having a problem with 
any aspect of the book, and we will do our best to address it. 
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Understanding your Project
To understand what we will be doing in our Forms Conversion Project, we will  
have to know what the application that we are going to convert is all about. What 
does the application do, both technically and functionally? If we understand why  
we want to convert the application and how the application works and is built, we 
will be able to create a more successful conversion project. In this chapter, we will 
discuss the following:

• What are the reasons for conversion?
• What does the application do?
• How is the application built?
• What are the possible modules and iterations?

Reasons for conversion
Every conversion project has its own reasons as to why it's needed, or wanted. 
There are lots of different reasons why an IT department or the users want a 
conversion project from the Forms applications to Application Exchange (APEX). 
If we divide these reasons into functional and technical categories, we will be able  
to pinpoint how the converted application must work. In other words, if we 
understand the benefits the organization gets from moving from Forms and  
Reports to APEX, the choices we have to make in our project will be a lot easier.

Functional reasons
There are a lot of questions we will ask our users and functional departments in order 
to get the picture of the great 'Why'. To fully understand why we do this conversion 
project, we will have to investigate the problems, difficulties, or unwanted restrictions 
that users are having with the current application. If we want to create a good project 
plan, we will have to know which of these questions must be answered.
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These underlying reasons for conversion must be seen as new functional requirements 
in the new application. In this way, we will be able to understand how the new 
application must function after conversion, how it has to look, and what it's supposed 
to do.

There are a lot of different questions that must be answered before we start our 
project. The following are a few examples of questions that we want to ask. Bear in 
mind that these questions are indeed examples and every situation will be different.

• Does the converted application need to be accessed from outside the 
company's network?

• Do the users need the application to be integrated in other web applications 
or extranet functionalities?

• Will the application be accessible to the users other than those who use  
it now?

• Is the conversion needed for the functionality that Oracle Forms doesn't offer?
• Do users need to have more control over the information that is displayed  

in the application?

Some examples of functional requirements might be that the company needs to have 
some information in the application that is accessible on the Internet. Of course, 
Oracle Forms can be pushed towards the Web using WebForms, but there's a need 
for an Oracle Application Server to use this technology. This is a costly solution and 
we are still working with Oracle Forms. When we use APEX, we no longer need the 
Oracle Application Server, but rather just an HTTP server.

Another functional reason for conversion is layout, and this might be one of the  
most important ones. This is because when we use APEX, we can use the graphical  
layout the company uses for its web site, or intranet site and completely integrate  
the application.

There are, of course, a lot of reasons why we need to convert the application from 
Forms to APEX. These might even be requirements that will not be met during the 
conversion project, but requests for additional functionality that is easily or better 
build in APEX. In this case, we can use the conversion project as a technical solution 
to start developing in APEX.

Remember that the examples I stated here are just examples. This means that every 
organization and, therefore, application will have its own requirements to address.
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Technical reasons
Besides functional reasons for conversion, we will also see a lot of technical 
advantages of a Forms conversion project. Conversion is, in a lot of cases, done with 
technical reasons. These can be lowering the stress on the application server by using 
APEX, or lowering the operational costs by getting the application server out of the 
architecture. But it's also possible that we just want to kick out the jInitiator of the 
user's PC, or we want an HTML-based application.

Like the functional reasons, there will be a lot of different technical reasons for 
conversion to APEX. Asking the right question to the right people in your IT 
department will make you understand why the conversion is done. The following 
are some example questions that you will have to ask before you begin doing the 
conversion project:

• Is the conversion done to cut operational costs?
• Do we need to convert the application in order to  

modernize our environment?
• Is the conversion done because we need completely  

browser-based applications?
• Do we need the conversion because we want remote  

development possibilities?

Understanding the functionality
The most important task in the Forms conversion is that we create an application 
that the user wants, and will be able to understand and use. In order to make the 
project a success, we will want to know what the application does and why. Maybe, 
we will be able to find a functional design that was written during the build of the 
application, but even if we do, we will need to use the application ourselves to know 
what it does.

Any application is built to serve a business process. In order to understand that 
process, we must take a deeper look into the application and the process it was built 
for. The sequence in which we examine the application and the process is completely 
reliable on the point of view we take. An (technical) engineer would first prefer to 
take a look inside the application and after that in the process, whereas an analyst will 
directly dive inside the business process. But because we are converting an application 
and not redesigning it, the original application will always lead our investigations.
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The application
The application that we will be converting has a functionality that is needed by the 
users of this application. In the original functional design, we will be able to see a lot 
of these functions. We will have to wonder why the application is originally built as 
it is. The application was built with a reason and probably has a lot of functionality 
built in; however, we, as technicians, will not see it firsthand.

The easiest way to understand the application is to ask one of the main users to 
walk through the application with you. This user can show you how the different 
screens work and how the flow of the application is set up. The users control and 
look up information and data in the application. The context of this data is important 
for our project. If we do not understand what the information is used for, we may 
make mistakes in creating our conversion project. Every user has his (or her) own 
interpretation of an application. The best way to fully understand the functionality 
and, therefore, the business process, is to go through the application with a few 
different users. Everyone will give a part of the information you are looking for.

In the following screenshot, we see a Forms application that lets the user edit and 
control the information about the customers of his organization. As we can see, the 
user has a lot of functionality inside this single forms screen. The user can look up 
the customers, their address, credit rating, and can also edit this information.
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We can look at all the screens in the application. If we do so, we will also have  
to take a look at the error messages the user gets, the different rights the user has  
in the screens and, possibly, which user is granted editing and adding rights in  
the application.

Business process
If you understand the functionality in the screens, it's time to look at the business 
process that the screens represent. The first thing we will have to look at is the way 
the user works, what is the user's role in the organization, and why does the user  
use the application in his or her work? For example, the user probably has some 
steps to go through if he or she wants to add a customer to the application. Can the 
user approve the credit rating himself, or is there a different role in the organization 
for that?

The following Forms screen shows us the Credit Rating field in the Customers 
screen. Only users who work for the finance department with the right privileges 
will be able to edit this information. Because of this role, the business process is 
covered by multiple departments in the organization and there are multiple roles  
in the application.

The original application does a lot of things. Following the order of the steps that 
have to be taken is very important for our conversion project. That's because if we 
know how the application works, we will know to build certain parts of it such as  
the screen flow and menu structures.
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User interaction
User interaction in the original application is of the essence when we try to understand 
the application we will have to build. There are some large differences between a 
Forms application and the one built using Oracle APEX. This means that we need to 
understand which screens in Forms are most likely to be different. With Oracle Forms, 
users are used to interacting with their data quite fast. They're used to working with an 
application that accepts quick entry and even validation is done on the fly. Screens that 
interact with a user in this way will likely need some JavaScript and AJAX in order to 
have the same user experience in APEX.

The application does a few different things. Ask the users you interview about the 
steps he or she would take to do a certain task in the application. For example, if the 
user wants to add an order for a new customer to the application, he or she first has 
to create the customer, then the finance department has to approve the credit rating, 
and then he or she can add the order for this new customer in the order Forms 
screen. There are certain buttons in the application that take the user to the next step 
in the business process, and there is a menu that the user uses to get to the next stage 
of this process.

It's important to understand what the user wants in the application. When we know 
the required navigation and user experience, we can implement them in APEX.

User roles
We mentioned in the example that the finance department has to approve the 
credit rating of the customer before the order department can add a new order  
to this customer. Is the credit rating approved in the same application as the order 
department? Do the users have the same role in the database, or do we have to  
take account of some security layers in the application?

The best thing to do in this phase of our project is to make a list of the different 
business processes and what role the users have in these processes. If we have  
this list, we can design now and later correctly test our converted application.

Understanding the technicality
Like the functionality of the original application, we are about to convert to APEX 
and the technical aspects are just as important. As technicians, we will need to know 
the application and its engine. If we know the sources of this application, we will 
know what we have to do in our conversion project.
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Components
In most Forms applications, we will have more than one Forms screen, and probably 
even more components of which we will have to take an account. These components 
are the base of the application and, therefore, the base of our project.

There are a lot of different components in most of the Forms applications. Think about 
Forms, Reports, Menus, and Libraries. Because we have a lot of different source files, 
we will need to look at all of these and understand what they do in the application. 
If we got the different components together, we will better understand how the 
application is originally built. In this way, we will know the actual size and complexity 
of the application.

It's always best to make a list of the different components that are in an application we 
will convert. When we make this list, we will make notes on what components contain 
which functionality and, approximately, how much work it will be to convert these 
components. These are the first set of steps to the project plan we will need to have.

Architecture
It's necessary to be familiar with the original architecture of the application. We need to 
know if the logic that is used in the Forms application is nested in the Oracle Database, 
or if the logic is all contained in the Forms application itself. Of course, all kinds of 
flavors are possible here, and so we need to take a look inside the Forms Builder.

If we have an application that contains a lot of code and logic within the PL/SQL 
libraries on the application server, we will have a lot more trouble converting it  
than if the Forms application simply calls stored procedures in the database.

In the following example, you see a Forms Builder look on the program units in a 
Forms application. Here, the procedure calls a Forms trigger that raises a 'Forms 
Trigger Failure' message. When we perform the Forms conversion, it will be better  
if we know what the different parts of the application do.
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These architectural questions are very important to know before you begin your 
Forms Conversion project, mainly because a lot of time will be put in the recreation 
of logic. If the logic is right to begin with, the project will be smaller.

Forms builder
If we look at our different kinds of components—Forms modules, Object Libraries, 
Forms Menus, PL/SQL Libraries, and Reports Files—we will want to know more 
about them. How do they work and in what way are they built?

We will have an extensive look at the components in the Forms Builder and the 
Reports Builder if we have such components in our application. Take a look at the 
different pieces of information this gives us. We will learn how the screen is built, 
what triggers and program units there are, and with which properties the original 
application was built.

In the following screenshot, we can see the canvas of the Orders screen in Oracle 
Forms. As we can see, the application was built on one canvas with a few subcanvases. 
We got our MAIN canvas, which contains four subcanvases: the TREE canvas for 
navigating through the CUSTOMERS in the application, the CUST_SUMMARY 
canvas, CUST_STACKED canvas, and the CUSTOMER TAB canvas.
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In the following example, we see that multiple are canvases possible in one Forms 
screen. They react like multiple regions in an APEX application without the MAIN 
canvas. If we know this before, we might be able to convert the application faster  
and with more insight.

If we look further at our CUSTOMERS Forms application, we will see that we 
are able to know the sources for the data which we use in our application. In the 
following screenshot, we see the properties of the S_CUSTOMER data block in the 
Forms application CUSTOMERS. As we can see, the data block is based on a SQL 
Query as usual. Surprisingly, the data source comes from the S_CUSTOMER table 
in the database.

The information we will gather in Forms Developer can also be found the moment 
we create a Forms conversion project in APEX. In the project page we will see 
the different data blocks, program units, and other important parts of the Forms 
application. But at this point, it will be extremely handy to know what we are 
dealing with.
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Modules and iterations
When we create a Forms conversion project in APEX, we will be able to create 
different applications from one original Forms application. The reason we might 
want to do this is because we will be able to spread our resources and plan the 
project a lot better if we cut it into little pieces.

Modular design of the new APEX application will be possible at this point. If  
we are able to cut the project in different modules and iterations, we have the 
opportunity to create a reliable project. Every Forms conversion project will know  
its downsides. Some logic will be difficult to convert and we might need to rewrite  
it for the conversion project. But it's also possible that our project contains partly 
non-convertible Forms screens that we will have to build on our own. The parts  
that are non-convertible will be tracked during the project, so don't let this scare  
you away.

Remember that non-conversion mostly lies in the way a Forms screen is built. 
Canvases, Windows, Visual Attributes, and other Forms components will not be  
in the conversion to APEX because APEX can't use them. When we encounter  
these elements, we have to adjust the look and feel of APEX itself. 

An example of this is that APEX cannot contain more than one tabular form in a 
page. This means that a basic master detail screen in Oracle Forms will be generated 
to two APEX pages.

Modules
Modules can be created on functional or technical bases. We can base the functional 
module on a business process, user role, or even on a logical separate part of the 
application. If we define the logical or functional modules, we can work with a small 
team on these modules and even put them in a separate iteration. If we want to cut 
the project in technical modules, the easiest way is to look at the components on 
which the application is built. Everything that is interconnected will be placed in one 
module. In this way, we will have different parts of the application separately. These 
different parts of the application can be connected to each other at a later stage.
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Iterations
When we know the modules, we will create our Forms conversion plan. This is the 
time to think about the iterations our project will be in. If we have cut the application 
in functional and/or technical bits, we can combine these into an iteration plan. 
We will not go into the iterations planning here because we're talking about Forms 
conversion. But later in this book, we will learn how to combine different modules 
and iterations together in the technical sense.

Modules and iterations are necessary to keep the project conveniently arranged. 
The development plan for the project management will be a lot easier with the 
application divided into little bits. Technically, we will have more applications  
in the end than what we begin with, but we will combine them together when we 
deploy the application at the end of our project.

Summary
In this chapter we learned how our application was built. As we will need to make 
choices in the rest of our project, it helps if we know what the different parts of the 
application mean. We learned that we had to take the following steps to be ready  
for conversion:

• We need to understand why we are performing a Forms conversion project. 
It can be for functional reasons (such as users who need the application 
outside the office walls) or for technical reasons (such as a need to get rid  
of the expensive Oracle application server). Of course, it's possible to have  
a combination.

• To understand the functionality in the original Forms application, we need  
to take a look at the application itself, the business process it supports, the 
user interaction, and the roles the users have in the application.

• On the technical side, it can be very helpful if we take a further look at the 
different components that are in the application, the architecture and how  
it's built, and the different components in Forms Builder.

• When we know how the application is built, both functionally and 
technically, we will be able to define different modules in the new application 
that helps us define iterations for development. During the deployment of 
the application, we will combine these modules into one application.
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Preparing your Forms 
Conversion

Before we start our actual Forms Conversion project, we have to take some steps.  
We have seen in the previous chapter that we need to understand some things  
about the application. Now it's time to gather the sources of our application and  
get our hands dirty.

When we are participating in a Forms Conversion project, it means we take the 
source files of our application, turn them into XML files, and upload them into 
the Forms Conversion part of APEX. This chapter describes what we do before 
uploading the XML files and starting our actual Forms Conversion project.

Get your stuff!
When we talk about source files, it would come in very handy if we got all the  
right versions of these files. In order to do the Conversion project, we need the same 
components that are used in the production environment. For these components, we 
have to get the source files of the components we want to convert. This means we have 
no use of the runtime files (Oracle Forms runtime files have the FMX extension). In other 
words, for Forms components we don't need the FMX files, but the FMB source files.
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These are a few ground rules we have to take into account:

•	 We need to make sure that there's no more development on the components 
we are about to use in our Conversion project. This is because we are now 
going to freeze our sources and new developments won't be taken into the 
Conversion project at all. So there will be no changes in our project.

•	 Put all the source files in a safe place. In other words, copy the latest version 
of your files into a new directory to which only you, and perhaps your 
teammates, have access.

•	 If the development team of your organization is using Oracle Designer for 
the development of its applications, it would be a good idea to generate all 
the modules from scratch. You would like to use the source on which the 
runtime files were created only if there are post-generation adjustments  
to be made in the modules.

We need the following files for our Conversion project:

•	 Forms Modules: With the FMB extension 
•	 Object Libraries: With the OLB extension 
•	 Forms Menus: With the MMB extension 
•	 PL/SQL Libraries: With the PLL extension 
•	 Report Files: With the RDF, REX, or JSP extensions

When we take these source files, we will be able to create all the necessary  
XML files that we need for the Forms Conversion project.

Creating XML files
To create XML files, we need three parts of the Oracle Developer Suite. All of these 
parts come with a normal 10g or 9i installation of the Developer Suite. These three 
parts are the Forms Builder, the Reports Builder, and the Forms2XML conversion 
tool. The Forms2XML conversion tool is the most extensive to understand and is 
used to create XML files from Form modules, Object Libraries, and Forms Menus.  
So, we will first discuss the possibilities of this tool.
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The Forms2XML conversion tool
This tool can be used both from the command line as well as a Java applet. As the 
command line gives us all the possibilities we need and is as easy as a Java applet, 
we will only use the command-line possibilities. The frmf2xml command comes 
with some options. The following syntax is used while converting the Forms 
Modules, the Object Libraries, and the Forms Menus to an XML structure:

frmf2xml [option] file [file]

In other words, we follow these steps:

1. We first type frmf2xml.
2. Alternatively, we give one of the options with it.
3. We tell the command which file we want to convert, and we have  

the option to address more than one file for the conversion to XML.

We probably want to give the OVERWRITE=YES option with our command. This 
property ensures that the newly created XML file will overwrite the one with the 
same name in the directory where we are working. If another file with the same name 
already exists in this directory and we don't give the OVERWRITE option the value YES 
(the default is NO), the file will not be generated, as we see in the following screenshot:

If there are any images used in modules (Forms or Object Libraries), the Forms2XML 
tool will refer to the image in the XML file created, and that file will create a TIF file 
of the image in the directory.

The XML files that are created will be stored in the same directory from which we 
call the command. It will use the following syntax for the name of the XML file:

•	 formname.fmb will become formname_fmb.xml
•	 libraryname.olb will become libraryname_olb.xml
•	 menuname.mmb will become menuname_mmb.xml

To convert the .FMB, .OLB and, .MMB files to XML, we need to do the following steps 
in the command prompt:
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Forms Modules
The following steps are done in order to convert the .FMB file to XML:

1. We will change the working directory to the directory that has the FMB file. 
In my example, I have stored all the files in a directory called summit directly 
under the C drive, like this:
C:>cd C:\summit

2. Now, we can call the frmf2xml command to convert one of our 
Forms Modules to an XML file. In this example, we convert the  
orders.fmb module:
C:\summit>frmf2xml OVERWRITE=YES orders.fmb

As we see in the following screenshot, this command creates an XML file called 
orders_fmb.xml in the working directory:

Object Libraries
To convert the .OLB file to XML, the following steps are needed:

1. We first change the working directory to the directory that the OLB file is in. 
It's done like this:
C:>cd C:\summit

2. Now we can call the frmf2xml command to convert one of our Object Libraries 
to an XML file. In this example, we convert the Form_Builder_II.olb library 
as follows:
C:\summit>frmf2xml OVERWRITE=YES Form_Builder_II.olb
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As we see in the following screenshot, the command creates an XML file called 
Form_Builder_II_olb.xml and two images as .tif files in the working directory:

Forms Menus
To convert the .MMB file to XML, we follow these steps:

1. We change the working directory to the directory that the .MMB file is in, 
like this:
C:>cd C:\summit

2. Now we can call the frmf2xml command to convert one of our Forms Menus 
to an XML file. In this example we convert the customers.mmb menu:
C:\summit>frmf2xml OVERWRITE=YES customers.mmb

As we can see in the following screenshot, the command creates an XML file called 
customers_mmb.xml in the working directory:

Report Files
In our example, we will convert the Customers Report from a RDF file to an XML file. 
To do this, we follow the steps given here: 

1. We need to open the Employees.rdf file with Reports Builder.
2. Open Reports Builder from your Start menu. If Reports Builder is opened, 

we need to cancel the wizard that asks us if we want to create a new report. 
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3. After this we use Ctrl+O to open the Report File (or in the menu, 
File | Open) which we want to convert to XML as we see in the 
following screenshot:

After this we use Shift+Ctrl+S (or in the File | Save As menu) to save the Report. We 
choose that we want to save the report as a Reports XML (*.xml) file and we click on 
the Save button as shown in the following screenshot:
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PL/SQL Libraries
To convert PL/SQL Libraries to an XML format, it's easiest to use the convert 
command that comes with the Report Builder. With this command called 
rwconverter, we define the source type, call the source, and define the destination 
type and the destination. In this way, we have control over the way we need to convert 
the original .pll file to a .pld flat file that we can upload into the APEX Forms 
converter. It is possible to convert the PL/SQL Libraries with the convert option in 
Forms Builder, but, personally, I think this option works better. The rwconverter 
command has a few parameters we give with it to execute. They are given as follows:

•	 stype: This is the type of source file we need to convert. In our situation, 
this will be a .pll file and so the value we need to set is pllfile.

•	 source: This is the name of the source file, including the extension. 
In our case, it is wizard.pll.

•	 dtype: This is the file type we want to convert our source file to. In our 
case, it is a .pld file and so the value becomes pldfile.

•	 dest: This is the name, including the extension, of the destination file. 
In our case, it is wizard.pld.

In our example, we use the wizard.pll file that's in our summit files directory. This 
PL/SQL Library that contains.pll files is normally used to create a PL/SQL Library 
in the Oracle Database. But this time, we will use it to create a .pld flat file that we 
will upload to APEX.

First, we change the directory to work directory which has the original .pll file. 
In our case, we summit the directory directly under the C drive, shown as follows:

C:>cd C:\summit

After this, we call rwconverter in the command prompt as shown here:

C:\summit> rwconverter stype=pllfile source=wizard.pll dtype=pldfile 
dest=wizard.pld
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When you press the Enter key, a screen will open that is used to do the conversion. 
We will see that the types and names of the files are the same as we entered them  
in the command line. We need to click on the OK button to convert the file from 
.pll to .pld.

The conversion may take a few seconds, but when the file has been converted we 
will see a confirmation that the conversion was successful. After this, we can look  
in the C:\summit directory and we will see that a file wizard.pld is created.
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Understanding XML
If we take a look inside the XML files we just created, we will notice a few things. I use 
SQL Developer of Oracle to look inside the XML files we just created. It's a free tool 
that we will need for several other tasks during our Conversion project and it does  
the job. But, of course, you can use a different XML editor to examine the XML files.

When we open SQL Developer, we can open the files we created earlier. The forms, 
menus, reports, and libraries are now all in XML or flat files. To open the files in SQL 
Developer, just click on file and then click on Open (or use the keyboard shortcuts 
Ctrl+O). Select the file you want to open from the dialog box that's shown in the 
following screenshot:

First, we take a look at the Forms Modules in the _fmb.xml files. As you can see, 
there's a lot of information there. But if we take a further look, we'll see that it's not 
new information. I will not discuss all of the information that's in the XML files here. 
For further information about the contents of these files, I recommend reading the 
Migration Help section in Oracle Application Express.
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The following screenshot lets us see the contents of the orders_fmb.xml file that we 
created earlier. It shows us the name of the Forms Module (ORDERS), the Alerts, 
the Blocks, and much more. We can see that it's the same information we saw in the 
previous chapter in the Forms Builder.

If we take a closer look at one of the blocks in the XML file, for example the Items 
block, we can look for some of the information that APEX uses in the conversion. We 
can see the names of the Items used in this block. We can also look at the queries that 
are used in this data block and triggers.
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Now, let's take a look at one of our Menu Modules, customers_mmb.xml. Because we 
can't convert a menu in a Forms to APEX conversion project, the information in here 
isn't that interesting. During conversion, we will create some horizontally oriented 
images that can be used as a menu. But the information held in the MenuItem Name 
tags is interesting to us. You will encounter a few names here that point to a certain 
form in our application. These names will be used in our conversion project.
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In the XML that we created from our Oracle Reports application, we see a lot 
of information such as how the report is built, what font is used, some layout 
information about the building blocks of the reports page, and so on. But none  
of this information is useful for us. The only thing we need is the query. As we  
can see in the following screenshot, Employees.xml is a fairly big file:

The SQL query we're interested in is set in the select tags in this XML file. When 
we upload the file to the APEX conversion tool, we will use only this information:
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The last things we will discuss in this section are the PL/SQL Libraries. In the 
following screenshot, we opened the wizard.pld file that we created earlier. 
As we can see, it's just a definition of the Wizard Package and Package body. 
To understand this function, it will be useful to look into this code:

The target database
In order to convert your Forms applications to APEX, we also need the database 
model on our target area. Using Oracle's SQL Developer, we will be able to do both 
an export and an import on the database of the database objects we need in our 
application. In Chapter 1, we talked about the objects we needed in the application 
we are converting. The import is also possible in APEX using the SQL Workshop  
that is a part of APEX.
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First, we will create the .sql file, which contains the database objects we need in 
the application. In SQL Developer we select the objects, in our case the tables, from  
S_CUSTOMER to S_WAREHOUSE. When we have selected all the objects, we 
right-click and select Export DLL and then click on Save to File, as shown in the 
following screenshot:

To save the file that contains the code to create the selected database objects, we 
select the directory where we want to save it, give it an appropriate name, and  
then click on the Select button. After this, the DLL script will be created and saved 
in the directory we have chosen.
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When we get the DLL script of our database objects, we will implement it on our 
target database. This can be done by using both Oracle SQL Developer and APEX.

First, we will do it in SQL Developer because we will be able to connect this IDE to 
any database we are connected to, and this works pretty easy with the appropriate 
user credentials.

We have to open the file we just created. Click on File | Open (or use the keyboard 
shortcut Ctrl+O). This opens a dialog box in which we can select the file, as shown 
in the following screenshot:

The file will open in a separate worksheet in SQL Developer. Now we can see the 
statements that create the database objects for which we created the DLL file. At 
this point, we want to run the script on the target database schema. In the following 
screenshot, we see the script in SQL Developer. 
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By pressing F5 on our keyboard, or by going to Run in the menu and clicking on 
Run exportsource_dll.sql, we will run this script:

Before the actual run of the script, we need to select a connection on which the script 
must run. In this example, we will run the script on the OMB database schema that  
I have saved in my SQL Developer preferences. To learn more about the possibilities 
SQL Developer offers, it would be smart to read the SQL Developer user guide. After 
selecting the correct connection, we click on OK and the script will run on the selected 
database schema using the username and password settings we saved. Look at the 
next screenshot:
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It's also possible to run the script in APEX. This might come in handy if we don't 
have a connection saved in our SQL Developer settings, or we just don't have the 
database connection on our computer.

In APEX, we first go to the place where we can control our database objects, which  
is the SQL Workshop. In the SQL Workshop, we see a section called SQL Scripts. 
In this section of APEX, we can upload, create, save, edit, and run our .sql scripts.

In the SQL Scripts section of SQL Workshop, we have the possibility to upload 
our script. Click on the Upload button shown at the righthand side in the following 
screenshot. When we have done this, we browse to the file we created in SQL 
Developer and give it an appropriate name. In this example, we call it exportsource. 
Now we can upload the file. Click on the Upload button to upload the file and we 
are redirected to the SQL Scripts section of APEX.
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Now, we want to run the script. Click on the script we just created in the SQL Scripts 
section. In this example, we click on the icon that is named exportsource. This will 
take us to the page shown in the following screenshot:

On the righthand side of this screen, there is a button called Run. Click on this 
and the script will run on the same database schema we are connected to as the 
APEX user.

We can repeat all the steps we took to implement the tables on a target database 
in order to implement other database objects such as views, procedures, packages, 
and more.
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Summary
In this chapter, we learned everything we need to do to get ready for our Forms  
to APEX conversion project. Here are the necessary steps we went through before  
we started:

•	 We have seen what files we need. These are the.FMB (Forms Modules), .OLB 
(Object Libraries), .MMB (Menu Modules), .PLL (PL/SQL Libraries), and 
RDF, REX, or JSP (Reports) files.

•	 We have used the Forms2XML conversion tool—the rwconverter—and 
the Reports Builder in Oracle Developer Suite to create the right files that 
we need for the APEX conversion project. We have used Forms2XML in 
the command line to convert Forms Modules, Object Libraries, and Menu 
Modules to XML files. We have seen how to use the Reports Builder to save 
a Reports File as an XML File. We have also seen how the rwconverter 
command is used to create a flat file in the PL/SQL Library.

•	 Using SQL Developer, we have seen what data is contained in the XML files 
that we created. The XML files contained the same information that we have 
seen in the Forms and Reports Builder, but is now structured within XML tags.

•	 We have done an export of our database objects from the SQL Developer, 
and have implemented these database objects in our target database using 
the SQL Developer and the Application Express.

In the next chapter, we will use the XML files we created in this chapter to create 
a Forms Conversion project in APEX. We will upload these files in the APEX 
conversion tool and get acquainted with the Forms Conversion project in APEX.  
The project page will be our home page and we will see how we use the information 
in this project page to edit any project in the future.
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Create your Forms 
Conversion project

The XML files we created in the previous chapter will now help us on our way in 
APEX. During this chapter, we will create our own conversion project in APEX and 
upload the XML files to the Forms Conversion project. This will also be the first 
time we see the Forms Conversion project page and will learn a few things such as 
how to use this to our advantage. Creating the project by uploading the XML files 
is a hands-on experience because we need to implement the information that is 
contained in the XML files into the APEX repository.

The following steps will be taken to create our Forms Conversion project:

1. We will create the project in APEX by giving it the appropriate settings.
2. We will upload the XML files we created earlier to the project we just created.
3. We will add additional sources to the project, that is, more XML files such  

as our menus and libraries.
4. We will see how the project page is used and what information we can find 

in it.
5. We will learn how to edit the project defaults in the project page and how  

to set up the project before we start working on it.

Getting started
Before we can upload the XML files and define our application, we will have to 
navigate to the Application Migrations page in APEX. This is a separate section 
in APEX for all our migrations and because we see Forms Conversion as migration, 
we need to be here. 
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In the following screenshot, we see the Migrations section which is placed on the 
righthand side of the APEX home page. To go to this part of our APEX installer,  
we have to click on the Application Migrations link as follows:

When we get to the Application Migrations part of APEX, we see a report of all 
our migration projects. These can be Access Migrations, Forms Conversions, and so 
on. But we will go for Forms Conversions as we want to create our very own Forms 
Conversion project. 

To create a new project, click on the Create Project button above the report as we 
see in the following screenshot:

Creating the project
At this point, we are creating our Forms Conversion project in Oracle APEX. First, 
we need to define a few of the basic parameters such as the name of our project,  
the type of migration we are doing, and so on.
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Let's fill in the basics. In this example, we define the following:

• Project Name: It is the name of our conversion project. I chose 
FormsConversion, but you can choose a logical name for the project.

• Type: In our case, this will be Forms.
• Description: This describes the project we are doing. We tell in a few 

words what we are doing in this project and why.
• Schema: This defines the database schema that we want our project to 

be built on. This is the schema that we used to implement the database 
objects in.

• Forms Module XML File: This is the first XML file that we are uploading 
to the project. This has to be a Forms Module XML file, and is probably  
saved as a _fmb.xml file.
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When we have entered the basic information of our Forms Conversion project and 
selected the first Forms Module XML File, we click on the Next button to go to the 
next page. The following screenshot will appear before us:

At this point, we can choose to add more XML files to our Forms Conversion project. 
I decided to do so in our example, but we will be able to add more sources at a later 
stage. To add more sources at this stage, we click on the Upload Another File button. 
To create the project, we click on the Finish button. In the following screenshot, we 
can see the files we added at this stage:

Adding additional sources
When we finish creating our Forms Conversion project in APEX, we get directed to 
the project page. At this point, we are able to see all the sources that we added so far 
to our project and we can look into them. But first, we will put more sources in our 
project. We will add another file to our Conversion project.

To add another source file to our project, let's click on the Upload File button above 
the report as we can see in the following screenshot:
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At this point, we just have to define some basics of the file that we are about to 
upload to our project. We have to:

• Define the File Type: In our example, we will upload another Forms module, 
which is a _fmb.xml file. Of course, we can choose the different supported 
types of our Forms Conversion.

• Browse for the file: This has to be of the same type as we defined in the field 
above. In our example, we browse for the C:\summit\customer_fmb.xml file.

• Click on the Upload button to finish uploading the file and add it to our 
conversion project: Instead, we can click on the Upload and Upload Another 
button if we want to add more than just one source to the project.
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The project page
After we finish adding sources to our project, we can take a further look into the 
project page. The project page is the home page of our Forms Conversion project and 
gives us a lot of insight into the elements that we are about to convert to APEX. As 
the page gives us so much information, we will also use it for managing our project 
and estimating our progress.

On the project page, we find all the sources with their attributes. The Forms modules 
that we uploaded as XML files have the most information in them. We get a report 
with a few necessary information points that can be explained as follows:

• File Type means the type of source file we uploaded into our project. 
The project page uses a three-letter abbreviation of the type of file. For  
Forms Modules it's FMB, for Reports it's RPT, for Forms Menus it's MMB, 
and for Libraries it's PLL.

• File Name means the name of the file we uploaded into our project. 
This is the same name we gave it during the conversion to XML.

Forms Modules have a few additional elements in this report that are Forms Module 
unique. For the other file types, we only see a zero as a value for the quantity of the 
following elements:

• Blocks
• DB Blocks
• Items
• Triggers
• Record Groups
• Lists of Values
• Alerts
• Program Units

We have a count of the progress of all the files. These fields are useful to help us realize 
the Conversion project. The following fields are used for the component count:

• The component count: The sum of all the components available in the  
specific source file.

• The number of completed components: The sum of the components that 
either have the complete status, or are just not applicable in the project.  
This has been done during the conversion project and is discussed further 
in this book.

• The percentage of completion of the file: The completion percentage of  
a specific file.
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We also have a Completion Status of our complete project. This status bar is located 
on the right of the project page and indicates how much progress we have made. 
We can see how many components there are in total, how many components have 
been completed, and what percentage of the project is completed. This is useful 
information for us to look into once in a while because it will tell us the status of our 
project. But, beware! There are some components in the Forms Modules we will not 
be able to complete.

Editing the project
After creating our project, we are able to edit some of its defaults and details. This 
will come in handy if we want the project page to be the starting point in our project. 
The things we can edit are the project details, which we entered during the creation 
of our project—the applicability of the components and the triggers. Besides these 
details and applicability settings, we are also able to edit the application defaults. 
These have a lot to do with how we want the application, which will be generated  
in APEX to react, such as the user interface and the language of the application.
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On the right of our project page we see the Tasks region. This region contains 
all the possible settings for editing and setting our Conversion project.

Deleting the project
It's always possible to completely delete a project from the repository. This is done 
by clicking on the Delete Project link in the Tasks menu. When we do so, we are 
directed to the following screenshot:

When we click on the Delete Project button, the entire project will be deleted from 
the APEX repository.

Editing project details
To edit the default project details and the applicability of the components and 
triggers in our conversion project, we have to click on Edit Project Details and 
Applicability. This takes us to the Edit page of our Conversion project. This page 
is segmented into three main parts—one for editing the project details, one for 
the applicability of the components found in the Forms Modules, and one for the 
applicability of the triggers found in the Forms Modules that we uploaded into  
the Conversion project.

Project details
First, we will see how we can edit the project details. The following screenshot shows 
us the fields we can edit, and we see that these fields are the same as used in the first 
page of creating our Conversion project. Here we can edit the Name of our conversion 
project, the Database Schema it is set on, and the Description of our project.
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Applicability
Second, we can edit the Applicability of the components and triggers. These 
applicability settings are the global settings for our project and we see that the values 
are already set by the development team of Oracle. Applicability means that the 
applicable components will be a part of the conversion project. If a component is not 
applicable it will not be part of our project. If it's set to Yes, the component or trigger 
is in the component count and we need to address this particular type in our project. 
If the value is set to No, it is not a part of our project and we don't need to do anything 
with it. Remember that these are global settings for the complete project, but we can set 
the Applicability in the component or trigger it as well.

In the following screenshot we see the first components in the list and their 
Applicability. We can change the Applicability by clicking on the drop-down list  
and selecting a different value.

This material is copyright and is licensed for the sole use by Anna Indahl on 12th August 2009

PSC 94 Box 361, , APO, , 09824



Create your Forms Conversion project

[ 54 ]

The trigger applicability is a bit tricky because in Forms Modules we have a few 
different types of triggers such as the Forms-level triggers, block-level triggers, and 
Item-level triggers. In the following screenshot, we see the different types of triggers 
and their applicability on Form, Block, and Item level. We can change the values 
again by clicking on the drop-down lists and selecting a different value.

We go back to the project page by clicking on Cancel if we made no changes or 
if we don't want to save the changes we made, or by clicking on Apply Changes 
if we made changes and want to keep them. 

Set application defaults
To edit the application defaults, we click on the Set Application Defaults link in 
the Tasks region. This takes us to a page in the application builder that lets us set 
the tabs in the application, the authentication scheme, the application theme, and 
the language of the application. The application defaults are the settings that are 
used to know how the application will be generated. It's possible to do this during 
generation; however, if we think we have to generate the application more often,  
it's wise to set the defaults here.
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Tabs
Navigation through an APEX application is mostly done with the use of tabs. We 
know two different levels of tabs. In this section of setting the application defaults, 
we can choose between tabs or no tabs, if that's what we want in our application. 
One Level of Tabs is selected as the default value.

Authentication
We are moving through Forms, so there's a big chance that we have database 
users and roles in the application that we are converting to APEX. If this is the 
case, we probably want database authentication. It's also possible to write our 
own authentication scheme, but I will not go further into this. If we choose the 
Application Express authentication scheme, there's a big chance that we need  
to change some settings in our application. But for testing purposes, keeping  
the settings to default will do.
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Theme
In Oracle Application Express, we can choose a theme out of a list of default themes 
in the APEX repository. These themes can be used for the application that we are 
generating with our Forms conversion project. Select a theme by clicking on the 
image, as shown in the following screenshot:

Globalization
The last section in setting the application defaults is used to set the Globalization 
settings. We can select Default Language (the way the language is derived) and Date 
Format. It is logical that we can select only those languages that are installed in our 
APEX instance.
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Summary
So, we finally created our own Forms Conversion project in APEX! We saw that it 
isn't that hard to create it and we got a lot of information from the files we uploaded 
into the project. The project really comes together now in the project page and we 
can see how we can do the things that are needed during our conversion project.  
The following are some important points covered in this chapter:

• We create a Forms Conversion Project by uploading the XML files  
we build in the Conversion project.

• We always start a Forms Conversion project by uploading a Forms  
Modules XML file.

• It's possible to make your project larger by adding more sources to  
the Conversion project. These are also the XML files we created earlier.

• The project page tells us a lot about the components in our Conversion  
project and the status of our project.

• We saw how we could use the project page to edit the project defaults such 
as the applicability of components and triggers, and also the user interface 
and language.

In the next chapter we will learn about the internal aspects of our project. We will  
see what the possibilities to tie the project together are, how much work we need  
to do, and what we need to do in order to make this project a success.
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One of the largest advantages in using the Forms to APEX conversion in our project 
is the information it offers us for project management. As a Forms Conversion 
project is often large and complex, it would be nice if we know what we are talking 
about and how much work we are looking at.

To determine how much work needs to be done, we will take a further look into  
the different parts of our Forms Conversion project. In this chapter, we will cover  
the following:

•	 In the project page, we will take a look at the count of the different 
components and the completion of our project

•	 We will take a further look inside our project and look at the different 
components inside the XML files that we uploaded

•	 The most important components in our project will be highlighted and  
we will see the possibilities to change them

•	 The component annotations will be used to set the completion status  
of our project and assign developers

•	 The annotations are used to give us an insight into the tasks at hand

Overall, we shall see different ways in which we can look into the various components 
that, combined, is our project. We will also look at how we can edit and estimate the 
components, and in what way we can have control over our conversion project.

One question that needs to be answered is: Who needs to do what, when, and  
how much time will it take? In this part of the chapter we will see a few ways  
to answer this.
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The project page
On the project page, we see all the files we uploaded into our project and the 
components that are in the Forms Modules. This page has a big essence for us, 
especially when we are planning our project:

In order to understand what's in our project and how much effort it will take for  
our team to convert these elements to APEX, we need to take a quick look inside  
the components.

Inside our project
The number of components that we have in the specific Forms Modules gives 
us an indication of the amount of effort it will take to successfully convert these 
modules into APEX. In our example, we have the Forms Module Orders specified 
in our project as the orders_fmb.xml file. In the Orders module, we have 4 blocks, 
3 database blocks, 34 items, 45 triggers, 1 record group, 1 list of values, 3 alerts, 
and 5 program units. This count of components in our Forms Module gives us an 
indication of the complexity, but it isn't a good perspective.

To know more about the components that our module is built from, we need to  
take a look inside our project. So let's get more information about these components.

We click on the filename to see a more detailed list of the components the file contains. 
In our example, we click on the name orders_fmb.xml:
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This will take us to the Forms Objects page, as shown in the following screenshot. 
This page tells us a lot about the components our Forms Modules are built on.

The Forms Objects page contains an interactive report with a few elements that we 
can use in order to plan and understand our conversion project. These elements are 
discussed next.

Component
A Component can be any type of component we know from Oracle Forms. 
We see Alerts and Blocks, but also components such as Windows and Canvas.

Count
Count is the number of component types that are included in this file. In our 
example, there are three Alerts in the Orders Form module. This is the count 
on the filename level, not the entire project.

Equivalent component
Some of the Forms components we are looking at have an equivalent in APEX. We 
are converting the pre-existing components to this type of component. For example, 
blocks in Oracle Forms are considered to be the same as regions in APEX. Not all the 
components that we get from our Forms Modules are considered to be translatable 
into APEX elements. This is what makes our job of conversion the challenge it is.
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Implementation Details
In Implementation Details, we read some text that can help us in making the right 
choices in the conversion project. This text can be read as a help text that indicates 
how a certain component is translated to APEX.

Included
In this element, we will see the count of components of the same type that are included 
in our conversion project. For example, there are four blocks in the orders_fmb.xml 
file, and three of them are included in the conversion project. If we take a further look, 
we shall see that the one that's not included has its applicability set to No. In this way, 
we see how many of the components will be in our project.

File Name
File Name is the name of the file that the components are in. In our case, this 
is the Orders Forms Module and so the filename is orders_fmb.xml.

Applicable
This element tells us if the components of this type are applicable for our conversion 
project. In the previous chapter, we saw that we could alter the default project 
settings per component. These settings are the same as shown here. 

For all the types of components we have, some specific settings can be altered and 
changed. As we will see next, all the components we counted in the project page 
contain useful information for planning our project.

Now that we know how many components of one type there are, we can make 
a rough estimate of the complexity of the file we looked at. In this case, it is the 
orders_fmb.xml file. If we look at all the files we have in our project, we can 
make an estimate of the entire project.

What we need to do
When we make an estimate of the amount of effort it will take us to do our 
conversion project, we might need more information about the complexity of  
the components we will be dealing with. We will take a look at the different  
key components in our project and how the conversion project will treat them.
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The Forms Objects list that we discussed earlier tells us a lot about the number of 
components we are dealing with. This page will be the starting point of the journey 
towards more information about the complexity of our project.

We will only look further at the components that really count for our conversion 
project. These are the same components that are stated in our project page, namely, 
Blocks, Triggers, Lists of Values, Alerts, and Program Units.

Blocks
One of the most important types of components in our Forms Conversion project 
are Blocks. They can be Database Blocks, but they don't have to be. The blocks we  
are looking at can contain items and they will be shown here.

In Implementation Details, the following is stated about the Blocks components:

A single block can be mapped to a region in Oracle Application Express. Based 
upon the block type and data source type (table/view) identified in the Forms 
XML file, some default mappings are defined. For example, a report block which 
is based upon an Oracle view, will be mapped to an Interactive report in Oracle 
Application Express. A form block based upon a table, will be mapped to an 
Interactive report and form in Oracle Application Express.

As we read the Implementation Details, we learn that a Block is defined as a region 
in APEX. We also learn that the way a region will be defined in our conversion project 
has a lot to do with the way the original Block was defined in Oracle Forms. For 
example, if the Block was defined as a report Block, we will generate an Interactive 
Reports region in APEX. The query the Block is based on is probably it's most 
important aspect.

When we click on the Blocks link on the Forms Objects page, we will be taken to the 
page that reports all the Blocks in this file to us, as shown in the following screenshot:

At this point, we can edit the defaults of our Blocks and thus learn some more about 
the way our Blocks are built. Amongst the important information we can see in our 
example is that our Orders block contains 22 Triggers and that the name of the data 
source is S_ORD, which has 9 Items and is a Database Block.
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If we look further in the Block, we can see more details. To see more information 
about this Block, we need to click on the name of the Block we want to look at. In  
our example, we take a look at the Orders Block. Clicking on this name takes us 
to the following screenshot:

In the previous screenshot, we can change the most important settings and values. 
In the following screenshot, we can see the query, relation details, items on this 
block, and the block-level triggers. By looking into the information about the Block, 
we can estimate more accurately how much time it will take for us to completely 
convert this element from Forms to APEX.
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The triggers in this Block can be edited directly by clicking on the pencil icon  
in front of the Trigger name.

Triggers
Triggers are probably the most complex part of our conversion project. As we have 
to take account of a lot of these triggers with their own logic and importance, we 
need to spend some time investigating them.

Our application contains a large number of different triggers of all sorts and types. 
Let's take a look at the triggers in Forms Module Orders that we uploaded into our 
project as orders_fmb.xml.

In the Forms Objects page we see the triggers listed. As we can see, the Orders Forms 
Module contains a total of 45 triggers. This is definitely the bulk of all components in 
our project.

The Implementation Details contain some examples of the way triggers need to 
be embedded in our project. They are as follows:

An Oracle Forms trigger is an event handler written in PL/SQL to augment the 
default processing behavior. The trigger logic can be incorporated into an Oracle 
Application Express application as a computation, validation, or PL/SQL process 
at post-generation phase. Where feasible, POST-QUERY block trigger logic 
can be automatically incorporated in the generated Oracle Application Express 
application, as part of the Enhanced Query generation.

As we have all these different levels and types of triggers in our application, it's 
difficult to state one way to work with a trigger in our project. Now let's take a look 
at the different triggers. Click on the Triggers link on the Forms Objects page and 
you will see the following:
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We now see a large list having 45 entries of triggers in this Forms Module. There  
are other types of triggers and we see the following information on our screen:

•	 The Form's Name
•	 The name of the Trigger in question
•	 The level the Trigger is in
•	 A snippet of the code inside the Trigger
•	 The length of the Trigger in characters
•	 An indication of whether the Trigger is applicable
•	 An indication of whether conversion of the Trigger is completed
•	 The name of the developer that got assigned to the Trigger
•	 The name of the Block the Trigger is on, if it's a Block level trigger
•	 The name of the Item that the Trigger is associated with, if it's an  

Item level trigger
•	 If there are notes combined with this Trigger, a snippet of it is stated
•	 The name of the file the Trigger comes from

In this case, we work with different levels of triggers. In the interactive report,  
we can select the different levels and work further from there. As we can see in  
the following screenshot, we have Block, Form, and Item Trigger Level:

To examine a trigger in more detail, we need to click on the Edit link in front of the 
trigger in the interactive report. To do this, we will click on the pencil icon in front  
of the trigger that we want to examine. This will take us to the Block Trigger Details 
screen as we see here:
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In the above screenshot we can see the details of the ON-POPULATE-DETAILS 
trigger on the Items Block. As we can see, this is a Block level trigger. We can 
look into the text that the trigger contains and we have the possibility to alter  
the annotations.

Lists of Values
Another type of component that we should take a better look at is the Lists of Values 
(LOVs). These LOVs are different in Forms than what they are in APEX. As a lot of 
applications use LOVs, we will need to know anything more can be done with them 
than just the automatic conversion.

As we can see in the Forms Objects page, we have one LOV in the Orders Forms 
Module and there's already one included in our project. As we can read in the 
Implementation Details, the LOVs and their associated Record Groups will be 
mapped to APEX LOVs. This means the conversion will be automatic for most parts.

A List of Values (in Apex) can be mapped to an equivalent List of Values in Oracle 
Application Express. When LOVs are selected for inclusion in the migration to 
Oracle Application Express their associated record group will also be included in 
the migration.
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Let's take a closer look at the LOV that is in our project. Click on the Lists of 
Values link on the Forms Objects page. This will take us to the following page:

Here we see that the List of Values PRODUCTS_LOV is associated with the record 
group LOV12. When we click on the pencil icon in front of PRODUCTS_LOV, it 
takes us to the Lists of Values Details page, as shown in the following screenshot:

In the above screenshot, we can see the details of List of Values. We see that the 
Record Group, which is based on LOV12, contains a query. This query will be 
used as the base for the conversion of this element.

We can also edit the columns that we use in the LOVs. In order to do so, we go back 
to the overview of the LOVs and click on the name instead of the edit link, or the 
pencil icon. In our example, we click on the PRODUCTS_LOV link which takes us 
to the screen displayed in the following screenshot:
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In this page, we can edit the Column names and Titles. These can be used in order 
to edit the elements before we convert our application to APEX. In this way we can 
control our LOVs and the way they are displayed.

Alerts
Alerts in applications give us a special form of functionality. They interact with 
the user and tell them what went wrong and what went right.

As we can see in the Alerts section of the Forms Objects page of our Orders  
Forms Module, we have three Alerts in our example. The Implementation 
Details state the following:

An Alert Message can be stored as a Text Message in the Shared Components of 
an Oracle Application Express application. Text Messages can be used to build 
translatable text strings with substitution variables that can be called from PL/SQL 
packages, procedures, and functions.

This means we need to translate the alerts to a text message in APEX. Of course, we 
need to find out when the alert is given to the user in order to see where we need to 
implement it in our converted application as a page validation in APEX. On most 
occasions times, we need to implement the Alerts after the conversion.

Click on Alerts to see the list of the Alerts in this Forms Module:

In the screenshot above, we see all three of the alerts that are in the Orders' FMB 
files. We can see the Name of the Alert, the Style of the Alert (two of them are of 
the Caution style), the labels of the buttons that come with the Alerts, and some 
additional information.
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To edit this information, we have to click on the Edit link which is in front of 
the name. The pencil icon will take us to the Alert Details page as shown in 
the following screenshot. In our example, we click on the Edit link in front of 
the PAYMENT_TYPE_ALERT alert.

Here we can see Alert Details and the Annotations. The most important part 
of information we get from this page is Alert Message. In our example, it states: 
This customer must pay cash! So there's probably something wrong with this 
customer's credit rating.

Program Units
Besides triggers, even Program Units contain code. Mostly, this is the embedded 
PL/SQL code in the Forms Modules and is used to carry out some functionality.

As we can see in the Implementation Details, Program Units have to be 
implemented after the generation of our converted application. We can see that  
there are different ways of implementing this kind of logic in our project, so we  
need to judge every Program Unit separately on how we need to implement it 
later in our conversion project.

In the post-generation phase of a Forms Conversion process, Program Units can 
be incorporated into your Oracle Application Express application as a PL/SQL 
package, page process, computation or validation.
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Click on the Program Units link to take a look at the five program units we have 
in this Forms Module:

As we see in the previous screenshot, we get some basic information about the 
Program Units in the Orders Forms Module from this page. We see the name of the 
program unit, the type of Program Unit, a code snippet inside the program unit, and 
some other basics such as the applicability and the completion of this program unit.

We see that all program units are set to applicable, so we basically need to convert  
all of them. Let's take a better look at it to be able to judge what we need to do with 
it. Click on the pencil icon in front of the CHECK_WINDOW_SIZE procedure in 
order to see the Program Unit Details. This will take us to the following screenshot:
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Now we can see the program unit in more detail. The most important part of this 
screen is the Program Unit Text. The example we took in CHECK_WINDOW_SIZE 
is a very Forms-specific procedure and we can safely say that we don't need it in our 
APEX application after conversion. But we also see that the applicability is set to Yes. 
Can we change this, or do we need to implement the procedure in our project?

Let's talk about the applicability of the components in our project.

Component annotations
In all the Details screenshots we have seen earlier in this chapter, we have seen 
the Annotations field. At this point of progress in our project, the Annotations 
field is probably our most important piece of control. We can edit the settings of  
each component in the Annotations field in the details page. As we can see, we 
can edit a few settings in this part.

The things we can edit here are:

•	 The Applicability of the component. This is the place were we say if the 
component needs to be in our conversion project or not.

•	 The Priority of this component. We state how important it is to include 
this component in our project.

•	 The Completion of the component. After completion, we set this value 
to Yes. This value lets us track the progress of our project.

•	 The developer that got assigned to and is responsible for this component.
•	 Some room to make notes about this component.
•	 What tags there are for the component.
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As we can imagine, these fields are very useful to manage our project. Two functions 
are of essence to us, the status of completion and assigning components. With this 
information we can control our project and estimate what needs to be done, and how 
much effort it will take.

Completion status
Besides the applicability on the component level throughout our project, we can 
set the applicability of each component. As shown above, we can do this in the 
Annotations field in the component-specific sections.

When we take a look at the applicability of some of the components in our project, 
we can say that we don't need everything in it. In the completion status of our 
project, we can edit this by providing details of what exactly is in the project.

We saw the completion status in the project page. This is an indication of the status 
of our project and is built up by dividing the component count through the count of 
completed components. Because we don't take non-applicable components with the 
count, we can edit the completion of the project by setting the applicability of the 
components. In the following screenshot, we see that the completion of our project  
is now set at 62.11%. This is not bad for a project that we just started, but let's take 
a look at the way in which we can edit this using the applicability of components.

When we change the applicability of one of the components, we change  
the completion status of our project. Let's change the applicability of the  
CHECK_WINDOW_SIZE procedure in the Orders Forms Module. We saw earlier 
that this is a very Forms-specific procedure and we will not need it in our APEX 
project. In other words, it is not applicable in our Forms to APEX conversion project.
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In the Program Unit Details page of the CHECK_WINDOW_SIZE procedure, we 
go to the Annotations section. In this section, we find a field called Applicable 
which is set to the default value of Yes in our example. We can see this in the 
following screenshot:

When we want to change the applicability of this procedure, we need to change the 
Applicable field to the No value and click on the Apply Changes button on the top 
right of the Details page.

When we go back to our project page, we will see that the Completion Status 
section on the right of the project page has been changed. As one more component 
got the Completed status (because we set the applicability to No, which the system 
recognizes as completed), the completion is set to a whopping 62.63%.
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Assign developers
In order to manage our conversion project, we might want to give out work to our 
team of developers. A really nice feature is that we can assign developers to a certain 
part or component in our project. In the Annotations field in the components or files 
sections, we not only set the applicability, but we can also assign a developer to a 
specific part of our conversion project.

If we work with a large team of developers, it will be nice if we could assign different 
parts and components to our developers. In the Annotations field, we can add the 
developer we want to assign to this part of the project, as seen in the following 
screenshot. All the developers in the APEX instance that we are working on are 
shown in the drop-down list. In this way, we can edit our project and assign work  
to those who might be best for a specific task.

When we have selected the developer who will do this part of our project, we 
click on Apply Changes on the top right of our screen. That's it; we have added 
the developer.

This feature enables us to manage the workforce in our team. We also get more 
information on who does what and we might be able to plan the project better.

Project planning
When we do a conversion project, we need to know a few aspects of the project 
and our team. The most basic question at hand is:

Who needs to do what, when, and how far have we progressed?

This basic question is probably is one of the hardest parts 
of our project. So let's look at it in more detail. 
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Who needs to do what: As we can assign developers to certain tasks in our 
conversion project, we will be able to answer this question. But we will not be  
able to fully understand the effort it will take to perform this task. The developer  
that has the task might be able to tell us, but we don't register this effort in APEX.

When the developer does a certain part of the conversion project, it is another 
thing we need to record somewhere. But again, it is not possible to do this in the 
project itself. But because we know what parts are in the project (the parts that are 
applicable) and who is going to convert them (we assigned a developer), we know 
the basics to this question.

How far have we progressed is a question that is stated in the Completion Status 
field in the project page. But we will only be able to tell the technical progress that 
has already been completed. As we all know, 80% of the work is done in roughly 
20% of the time. So don't use the completion status as an indication of the work  
that needs to be done, but use it to measure how much work we already did.

As we are now able to look inside the different components, planning will be easier. 
The developers who got assigned to a certain component will be able to estimate  
the amount of effort they need to put in to complete the task and we will be able to  
plan correctly.

The plus side is that we now know who does what in our conversion project. This 
means that we have a lot of information that we can use to start the communication 
lines in the project team. Now that the team knows who has to do what, one of the 
biggest challenges in the project has been overcome.

Using annotations
The annotations we learned to set earlier can be used towards the project. If we want 
to know what a developer needs to do, what the progress of a certain developer in 
our team is, or as a developer what we need to do ourselves, then we can take a look 
inside the annotations. This can be an extremely helpful part of the project and can 
be personalized to a great extent.

Here, I will point out a few ways in which we can edit a Triggers page in a Forms 
Conversion project. This can be done with every overview of components and is  
just an example of the many existing possibilities.
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Applicability and completeness
If we take a look inside the Triggers page in the Forms Objects, we see that there are 
a lot of them. In my example, we got a total of 68 triggers. And, of course, this is just 
an example. In a real live project, this can easily be hundreds.

This means we don't have a good overview of everything, which we ourselves 
need to have in a large-scale project. So, we need to extend our criteria a bit. For the 
SQL'ers in our midst, we need to expand our where clause. As the Triggers page is 
based on an interactive report in APEX, we can do this ourselves. The possibilities 
are endless, but let's start by selecting the Triggers that need to be completed.

To select the triggers that need to be completed we need to set filters on two fields in 
our interactive report. Both the Applicable and Complete fields are of interest to us in 
this part of the selection. We used the Annotations field earlier to set the applicability 
of the component. The completeness is also in this field and we can edit it.

To set filters on the Applicable and Complete fields of the interactive report, 
we click on the header, in this case on the word Applicable on top of the report. 
This will show the selection we are able to make in this field as shown in the 
following screenshot:
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This shows us that we can select between triggers that are applicable and triggers 
that are not. Because we want the triggers that we still need to complete for our 
project, we want the triggers that are applicable. In this case, we select the value  
Yes. This is not the only filter we want to set. We only want the triggers that are 
not already completed.

This works in the same way. We click on the Complete header in our interactive 
report and now we select the value No. At this point, we have all the triggers in 
our project that still need to be dealt with. In other words, we got the triggers in 
our project that are applicable and not yet completed. As shown in the following 
screenshot, we have set the filters in the interactive report:

Assignees
So, now we have a selection of triggers in our project that still need some work done 
on them. If we are in a very large conversion project, this can mean around hundreds 
of them. In our example, we want the triggers that are assigned to me and the 
triggers that I need to work on. My team leader has set the assignment of some of  
the triggers to my name, so I will be able to select them in this interactive report.

I can select the components that are assigned to me by setting another filter on the 
interactive report. This is done in the same way that we have set the applicability  
and completeness filters. We will click on the Assignee header in our interactive 
report and see all the developers that have got a trigger assigned to them:
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I selected the value DOUWE and I will see only the Triggers that got assigned 
to me and that still need some work done! 

Tags
To further limit the selection of triggers in our example, we can use a very helpful 
element in the Annotations field—Tags. Tags can be determined as keywords 
that you, or your team leader, have put in the Annotations field and define the 
component. This can be anything. I choose to use some keywords that are common 
in the triggers that I saw in the list. There were quite a few that set properties in my 
Forms application, so I have set a tag called Properties earlier.

Tags are not included in the interactive report by default. When we edit the 
interactive report by clicking on the radar image on top of the interactive report, 
we have an option to select the columns we want in the report. This is shown in  
the following screenshot:

This material is copyright and is licensed for the sole use by Anna Indahl on 12th August 2009

PSC 94 Box 361, , APO, , 09824



Planning your Project

[ 80 ]

When we click on the Select Columns link in the drop-down list, we get a so-called 
shuttle list where we can select the columns we want in the interactive report. We 
can select the Tags column as shown in the following screenshot:

To select the Tags column, we click on it and then we click on the single arrow to the 
right (>). This will put the Tags field in our interactive report and we will be able to 
set a filter on it to make our selection even more accurate. This is done in exactly the 
same way as is done with the other filters.
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Summary
In this chapter, we saw how we can use the information given to us in the conversion 
project to our advantage. We have seen how we can look into components that are in 
the conversion project and what information is given to us.

To entirely plan a Conversion Project, we are handed a few functions that help us 
understand and control the project. They are given as follows:

•	 The project page helps us by telling about the amount of components and  
the completion of the different parts.

•	 The Forms details screen tells us what to do with certain components by 
giving us hints in the Implementation Details.

•	 The Forms details screen tells us how many parts of the components there 
are and what their status is.

•	 The details of the components and their parameters are given to us in the 
overviews of every component we have in a Forms Module.

•	 In the details screen of the specific components, we can take a look at the 
source and make changes in the annotation of this component.

•	 The annotations give us some tools to control the page. We can make  
or unmake the applicability of a component and assign a component  
to someone in our team.

In the next chapter, we will take a look at some ways to understand and edit the code 
inside the components in our project page. This means we shall take a step further 
towards converting our Forms application to Oracle APEX!
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Getting your Logic Right!
In the previous chapters we have seen various steps needed to create and manage 
a conversion project. Now let's get ready for conversion and generation itself. This, 
unfortunately, doesn't mean we're almost there. There's still a lot of work that needs 
to be done. But don't get disappointed; we are now getting to the part that will earn 
us money. In this part of our conversion project, we will investigate, analyze, and 
adjust some of the most important parts of our application. This means that we will 
set everything up for the generation of the application. We will discuss the following 
parts of the conversion project in this chapter:

• Investigating the components that will be generated
• Getting to know the database blocks in our Forms files
• Looking deeper into the block items inside our blocks and editing them
• Enhancing the queries on which our blocks are based
• Analyzing the triggers we have in the Forms XML files
• Massively changing the completeness and applicability of triggers or items
• Customizing the query that the blocks are based on in order to complete  

our generation
• Understanding the way our pages will be generated in APEX
• Editing the titles of our blocks and items
• Analyzing our business logic (probably the most important part)

Pre-generation editing
After reading this chapter, we will understand our project a lot better. Also, to a 
certain level, we will be able control the way our application will be generated. 
Generation is often performed more than once as you refine the definitions and 
settings between iterations. 
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In this chapter we will learn a lot of ways to edit the project in order to generate 
optimally. But we must understand that we will not cover all the exceptions in the 
generation process. If we want to do a real Forms to APEX conversion project, it 
will be very wise to carefully read the help texts in the Migration Documentation 
provided by Oracle in every APEX instance—especially the appendix called Oracle 
Forms Generation Capabilities and Workarounds, which will help you to understand 
the choices that can be made in the generation process. The information in these 
migration help texts tells us how the different components in Oracle Forms will be 
converted in APEX and how to implement business logic in the APEX application. 
For example, when we take a look at the Block to Page Region Mappings, we learn 
how APEX converts certain blocks to APEX regions during conversion. 

Investigating
When we take a look at our conversion project, we must understand what will be 
generated. In case of generation, the most important parts are the blocks on our 
Forms modules. These are, quite literally, the building blocks our pages in APEX will 
be based upon. Of course, we have our program units, triggers, and much more; but 
the pages that are defined in the APEX application (which we put in production after 
the project is finished) will be based on Blocks, Reports, and Menus. This is why we 
need to adjust them before we generate anything. This might seem like a small part 
of the project as we look at the count of all the components in our project page, but 
that doesn't make it less important.
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We can't adjust reports as they are defined by the query that they are built upon,  
but we can alter the blocks. That's why we focus on those components first.

Data blocks
The building blocks of our APEX pages are the blocks and, of course, the reports. 
The blocks we can generate in our project are the ones that are based on database 
block. Non-database blocks such as those that hold menus and buttons are not 
generated by default, as they will be generated as blank pages. In the block overview 
page, we get the basic information about the blocks in our project. The way the 
blocks will be generated is determined by APEX based on the contents, the number 
of items on the block, and, most importantly, the number of records displayed.  
For further details on the generation rules, refer to the Migration Guide—Appendix A: 
Forms Generation Capabilities and Workarounds.

In the Blocks overview page in our conversion project, we notice that not all the 
blocks are included. In other words, they aren't checked to be included in the project. 
This is because they are not oriented from a database block. To include or exclude 
a block during generation, we need to check or uncheck the specific block. Don't 
confuse this with the applicability of a block.
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We also might notice that some of the blocks are already set to complete. In our 
example we see that the S_CUSTOMER1 and S_CUSTOMER blocks are set to 
complete. If we take a look inside these components and check the annotations, they 
are indeed set to complete. There's also a note set for us. As we see in the following 
screenshot, it states Incorporating Enhanced Query:

The Enhanced Query is something that we will use later in this chapter. But beware 
of the statement that a component is Complete as we will see that we might want to 
alter the query on which the customer's block is based.

If we look at a block that is not yet set to complete in the overview page (such as  
the Orders block) and we look at the Application Express Page Query region in 
the details screen, we see that only Original Query is present. This is the query 
that is in the original Forms XML file we uploaded earlier.
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Although we have the Original Query present in our page, we can also alter 
it and customize the query on which this block is based. But this will be done  
later in the chapter. In this way, we have a better control over the way we will 
generate our application. We can't alter this query as it is to be implemented as  
a Master-Detail Form.

Block items
Each block contains a number of items. These items define the fields in our 
application and are derived from our Forms XML files. In the block details pages, 
we can find the details of the items on the particular block as well. Here we can see 
the most basic information about the items, namely their Type, Prompt, Column 
Name, and the Triggers on that particular item. We can also see the Name of the 
item if it is a Database Item and if the item is complete or not, and whether or not 
it is Applicable. When a block is set to complete, it is assumed that we have all the 
information required about the items, as we see in the example shown here:
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But there are also cases where we don't get all the information about the items we 
want. In our case, we might want to customize the query the block is based on or 
define the items further. We will cover this later in the chapter.

In the above screenshot we notice that for all the items the Column Name is not 
known. This is an indication that the items will not be generated properly and  
we need to take a further look into the query and, maybe, some of the triggers.

When we want to alter the completeness and applicability of the items in our block, 
there's a great functionality available on the upper-right of the Blocks Details 
page. In the Block Tasks section, we find a link that states: Set All Block Items 
Completeness and Applicability. This function is used to make bulk changes in the 
items in the block we are in. It can be useful to change the completeness of all items 
when we are not sure what more needs to be done.

To set the completeness or the applicability with a bulk change on all the items, we 
click on the link in the Block Tasks region and this takes us to the following screen:

This material is copyright and is licensed for the sole use by Anna Indahl on 12th August 2009

PSC 94 Box 361, , APO, , 09824



Chapter 5

[ 89 ]

In the Set Block Item & Trigger Status page we can select the Attribute (Items, 
Block Triggers, or Item Triggers), the Set Tracking Attribute (Complete or 
Applicable), and the Set Value (Yes or No). To make changes, set the correct 
attribute, tracking attribute, and value, and then click on Apply Changes.

Original versus Enhanced Query
As mentioned earlier, we can encounter both Original and Enhanced Queries in 
the blocks of our Forms. The Original Query is taken from the XML file directly as 
it is stated in the source of the block we are looking at. So where does the Enhanced 
Query originate from? This is one of the automatically generated parts of the Forms 
Conversion tool in APEX. If a block contains a POST QUERY trigger, the Forms 
Conversion tool generates an Enhanced Query for us.

In the following screenshot, we see both the Enhanced Query and the Original 
Query in the S_CUSTOMER block. We can clearly notice the additional lines at 
the bottom of the Enhanced Query.
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The query in the Enhanced Query section still looks a lot like the one in the Original 
Query section, but is slightly altered. The code is generated automatically by taking 
the code from both the Original Query and POST QUERY triggers on this block. 
Please note that the query is automatically generated by APEX by adding a WHERE 
clause to the SQL query. This means that we will still need to check it and, probably, 
optimize it to work properly.

The following screenshot shows us the POST QUERY trigger. Notice that it's set 
to both applicable and complete. This is because the code is now embedded in the 
enhanced query and so the trigger is taken care of for our project.

Triggers
Besides items, even blocks contain triggers. These define the actions in our blocks 
and are, therefore, equally important. Most of the triggers are very Forms-specific, 
but it's nice to be the judge of that ourselves.

In the Orders Block, we have the Block Triggers region that contains the triggers 
in our orders block. The region tells us the name, applicability, and completeness. 
It gives us a snippet of the code inside the trigger and tells us the level it is set to 
(ITEM or BLOCK).
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A lot of the triggers in our project need to be implemented post-generation, which will 
be discussed later in this chapter. But as mentioned above, there is one trigger that we 
need in the pre-generation stage of our project. This is the POST-QUERY trigger.

In this example, the applicability in the orders block is set to No. This is also the 
reason why we have no Enhanced Query to choose from in this block. The reasons 
behind setting the trigger to not applicable can be many, and you can learn more 
about the reasons if you read the migration help texts carefully.

We probably want to change the applicability of the trigger ourselves because the 
POST QUERY trigger contains some necessary information on how we need to 
define our block. If we click on the edit link (the pencil icon) for the POST QUERY 
trigger, we can alter the applicability.

This material is copyright and is licensed for the sole use by Anna Indahl on 12th August 2009

PSC 94 Box 361, , APO, , 09824



Getting your Logic Right!

[ 92 ]

Set the value for Applicable to Yes and click on Apply Changes. This will take 
us back to the Block Details screen. In the Triggers region, we can see that the 
applicability of the POST QUERY trigger is now set to Yes.

Now if we scroll up to the Application Express Page Query region, we can also see 
that the Enhanced Query is now in place. As shown in the following screenshot, we 
can see that we automatically generated an extended version of the Original Query, 
embedding the logic in the Post Query trigger. For the developers among us, we can 
see that the query produced by the conversion tool in APEX doesn't make the query 
very optimal. We can rewrite the query in the Custom Query section, which we will 
describe later in this chapter.

We are able to set the values for our triggers in the same way we used to set the 
applicability and completeness of the items in our blocks.

In the upper-right corner of our Block Details screen, we find the Block Tasks 
region. Here we find the link to the tasks for items as well as triggers.
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Click on the Set All Block Triggers Completeness and Applicability to navigate to 
the screen where we can set the values. In the Attribute section, we can choose from 
both the block level triggers as well as the item level triggers. We can't adjust them 
all at once, so we may need to adjust them twice.

Custom Query
We already learned how we can incorporate an Enhanced Query as the base for 
the blocks in our project, but sometimes we would want to edit or adjust the query 
ourselves. This is why we have the possibility to create a custom query in our blocks.  
If the enhanced or original query isn't sufficient, we can enter our own custom query.

It would be strange to build this custom query from scratch, as we can use either the 
original or, sometimes, the enhanced query as a basis. We are able to copy the code 
in the Original or Enhanced query sections to the custom query section. This is done 
with the copy icon  underneath the Original and Enhanced Query boxes. In the 
following screenshot, we see this button in the S_CUSTOMER block.
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In this example, let's click on the copy icon underneath the Enhanced Query to copy 
this code into the Custom Query section. As we can see in the next screenshot, the 
query is copied into the Custom Query field, which we can edit ourselves:

We are not quite there yet as we have only the enhanced query in our custom query 
section. We want our own query in the S_CUSTOMER block because we don't have 
all the data selected from the database yet. When we take a look at the block items 
in S_CUSTOMER, we see that the Sales Rep Name is in the items, but we don't get 
it entirely from our query. Both the original and the enhanced query don't select the 
sales rep's first name from any source in the database.
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So we need to make some changes to the code we copied to the Custom Query 
section. In this case, the sales rep's first name comes from the S_EMP table, which is 
related to the S_CUSTOMER table by the ID of the Sales Rep. In this way we can 
edit the query, so we select the sales rep's first name from the S_EMP table and put 
it together with the Rep's last name in order to get his or her complete name. This 
query is shown in the following screenshot:

When we're done editing the query the way we want, we need to tell the Forms 
Conversion tool to use the Custom Query when generating the APEX application. 
This is done in the Use Query field. Here we can select the query we want to use 
during generation. Once you have selected the Custom Query, click on Apply 
Changes to save.

Generation
In the migration help texts, we find a lot of information about how and, specifically, 
why blocks are generated in APEX. In this part of the chapter we will discuss just a 
few of them. All blocks that are included in the project will be generated and we will 
see that it's not always the case that one block is one page in APEX.
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For example, let's take a look at the Orders block. In the upper-right corner of our 
details page, we find a field that's called Block Status. It gives us information about 
the block in question and its contents. Here we see that the Orders Block contains 1 
Block, 9 Items, 22 Triggers, that is, a total of 32 Components of which 21 have been 
Completed. This teaches us that we have a completion of over 65%. 

Also very interesting for us at this point is the Convert As information in the Block 
Status field. The Orders block will be generated in APEX as a Report and a Form 
page. This means that there will be two pages for one block. The main page shall be 
the report. When we click on the edit link in the report, when it's in APEX, we will 
be taken to the Form to edit the specific row.

Now let's take a look at a different type of block. This time we are going to 
investigate the Inventories block. When we look at the Block Status field, we 
see that the block has not been completed at all and that it is generated in APEX  
as a Tabular Form:

How is this possible and why does the Convert As information say it will be 
generated as a Tabular Form?

When we take a look at the Block Details section of this block, we see that we are 
able to update, insert, and delete records using this block. This means that we have 
a Form on our hands. We also see in the Records Display Count that we have four 
records shown in the block. This is the reason why the Forms Converter decides that 
we need a Tabular Form. Makes sense, right?
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Editing
Before we go and generate our application in APEX, we want to set everything up 
properly. In our conversion project, we have a lot of nice editing possibilities in place. 
It's a lot easier to edit the titles and prompts in this phase of our project than doing it 
afterwards. As we can see in the block overview page in our conversion project, a lot 
of our blocks have nice, clean titles—but not all of them. The S_CUSTOMER1 and 
S_CUSTOMER titles from the customers_fmb.xml state are not nice titles to have 
on our page in the APEX application that we are about to generate.

In the blocks overview page, we can immediately edit the Title of the blocks. 
Simply clicking on Title for the block in question does this.
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In our example, we're going to change the title for the S_CUSTOMER block 
to Customers:

Click on Apply Changes to confirm the changes we made in the Title. In this 
way, you can alter the titles of all the blocks according to your application.

We can also change the titles of all the items on our blocks. In the Blocks Overview 
page, click on the Item Count link. This takes us to the items in this block. In our 
example, we take a further look at the items in the S_CUSTOMER1 block:

This shows us that the titles of a lot of items are not filled in correctly or are not 
present at all. You can change them all here by clicking on Apply Changes to 
confirm the changes we have made.

Analyzing business logic
The most important task we need to do at this stage (pre-generation) of our 
conversion project is analyzing what we want to do with all the business logic that's 
in our application. We already discussed this in the previous chapter where we 
found the logic and looked into the quantity of triggers, alerts, program units, and 
more. Now it's time to go into the quality of the business logic in our application.

Implementing the business logic is done post-generation, except for some 
Post-Query triggers. At this stage, it's very important to know in what way 
we need to implement it before we start generating.
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Alerts
One of the features of Oracle Forms is that we have clean alerts that we can set 
to an action. In this way, the users are given information about the actions they  
are about to do. It would be nice for the users to know the functionality before  
they start generating. For example, click on the number of alerts link for the 
customers_fmb.xml file. This takes us to the overview page of all the alerts in 
the Customers Forms application.

We can implement these alerts in APEX by using some simple JavaScript that creates 
a pop-up screen in the APEX application containing this alert when a button in APEX 
is pressed. There is another simple, APEX way to show a red cross with the alert 
next to an item. In the Oracle Application Express Users Guide, there's a section called 
Incorporation JavaScript into an Application that tells us how we need to do this. This is 
a post-generation step, so for now we're OK. We should update the annotations for 
each of these alerts with notes, tags, and possibly even assignee.

Program units
Program units can be very Forms-specific. This is certainly the case in our example. 
One of the most common ways is to implement the program units as application or 
page processes, but, by and large, this is not the best place to do this. It's commonly 
preferred to implement program units as a PL/SQL package in the database instead  
of an APEX application or page process. There's information in the Migration Help 
texts on how we can implement the program units in our application after generation.
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It's certainly not always the case that we want to implement program units as a page 
or application process. Let's take a further look in one example. The REFRESH_TREE_
SALESREP program unit in the customers_fmb.xml file is quite interesting. If we take 
a look at the code that's in the Program Unit Details page, we can understand why this 
one might be different.

This procedure creates a tree on the customer's screen based on a few conditions. In 
APEX, the most logical thing to do is solve this with a database-stored procedure, an 
application or page process, and some AJAX (Asynchronous JavaScript and XML) 
components. This, of course, is a real advanced technique and has nothing to do 
with the Forms Converter. In this way, we can replicate the same functionality in our 
APEX application. Of course, this is done post generation. You can learn how this is 
done in the APEX user and developer guides.
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Libraries
PL/SQL libraries are basically stored procedures implemented in an Oracle Forms 
Application. To implement this functionality in the APEX application, we are about 
to generate a few options. Based on the functionality that's in the PL/SQL Library, 
we need to analyze what we need to do post generation. Roughly, the possibilities 
are to create a stored procedure or function in the database and maybe some page  
or application processes to call them. But certainly, there are more ways to 
implement this.

For example, let's take a look at the example in our Forms Conversion project. 
We have already uploaded the wizard.pld file to the project. Click on the PL/SQL 
Library link in the project page to go to the PL/SQL Library Details page.
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This package has some components that are very Forms-specific. But if we take 
a further look at the actual code in the package, specifically the Wizard_Show 
procedure, we will notice that there's some functionality in it that we want in  
our APEX application.

The code for the Wizard Show procedure looks a lot like the "conditional" settings 
we have on the buttons in APEX. We might want to implement this as conditional 
buttons in APEX post generation. To be even more specific, we might want to 
consider doing this on page zero in our application, or the template the application  
is built on, because this functionality can be used on more than one page. Therefore, 
it is a general function.
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Triggers
The bulk of the business logic in any Forms application comes from triggers. Most 
of them are Forms-specific and we might not use them in any APEX application 
because of the basic differences in the way the application is used. Our example 
isn't any different from this. When we take a look into the Triggers section of our 
conversion project, we see that we have a total number of 68 triggers. This means 
that we have a lot of functionality that we need to look over to be sure we embed 
the necessary functionality in our APEX application. If we look at the names of the 
triggers, we learn that they are very self-explanatory.

In this example we take a further look at a WHEN_BUTTON_PRESSED trigger on 
the Orders Forms application. Select the appropriate Trigger Name in the Triggers 
overview page and take a look at the item-level WHEN-BUTTON-PRESSED trigger 
on the Orders Forms application.

Here we see that the trigger points to another block, the Inventories block, on 
the Orders Forms application. Do we need to implement a page branch after 
generation? We would probably define a button on the Orders page called Stock 
Button, which branches to the Inventories page. Therefore, we should update 
the annotations accordingly.
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These are just examples. Every trigger needs to be evaluated unless the applicable 
is set to No. Look into the help texts about Forms conversion in APEX for more 
information. The appendix of the Oracle Forms Generation Capabilities and Workarounds 
can especially be extremely helpful in order to understand what we need to do with 
triggers and other business logic in the application we are going to generate that we 
will discuss post generation.

Summary
In this chapter we learned quite a lot about the steps we need to take before we start 
the generation of our APEX application. The steps described in this chapter may look 
quite basic, and in a way they are, but they are very important in order to create a 
working and functional application after generation.

This doesn't mean we can relax because we saw that most steps have to be done post 
generation. The business logic has to be implemented in the APEX application to 
replicate the necessary functionality in the new APEX application.

We did the following steps to prepare ourselves for generation:

• We created the correct query a Block is based on by using the information 
in the original or enhanced query. With this we created a custom query that 
collects the necessary data from the database and fills all the items in our 
block with the correct information.

• We learned how to use bulk changes in the triggers and items to track  
the progress after generation.

• Editing the blocks and items, especially the titles they work with, was 
another step we took to make sure the generation will be a success.

• We've taken a look into the business logic in our Forms application and  
saw some examples on how to implement them after the generation.

• We have learned that a lot of information is in the Application Migration help 
texts in APEX that we can use to determine why and how some elements will 
be generated.

In the next chapter we will do the actual generation and will finally see some results 
of the hard work we have done. Are you ready for it?
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Generating your Application
In the previous chapters, we worked towards this moment. Finally, we are 
generating our own application from the Forms definitions we uploaded, altered, 
and looked quite extensively into. We have seen the Create Application on the top 
right of our project page, and at this stage we can click on it. Our patience will be 
rewarded with a working application at the end of this chapter.

Unfortunately, this doesn't mean that we are there yet; we need to do many more 
things after generation. It's quite possible that we need to go through the generation 
process described in this chapter a few more times to get it right. In this chapter, we 
will learn how we use the settings in our project to create a working application and 
how we need to change the settings in order to create a working application.

Setting the project
In Chapter 3, we saw different ways to edit the settings in the project. The 
settings in the Set Application Defaults section of our Project are very practical 
to set pre-generation.
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When we take a look at the Application Defaults we see that we can change 
the Tabs, the Authentication scheme, the Theme, and the Globalization of 
the application we will be generating:

As we can alter these settings in layout and authentication of the application that 
we are about to generate, we will have better control over the generation process. 
During the generation steps we need more than just this information, but it will  
help generate a consistent application.

In this chapter, we will not use the default settings because these can also be 
determined and set during generation. Besides, we can keep the settings of a 
generated application once we have done one generation of an application. In  
this way, we can have our own application design model. We will discuss this  
in detail later in this chapter.
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Start the generation
To start the generation of an application that is based on our Conversion project, we 
need to click on the Create Application button on the top right of our project page. 
This button takes us to the generation wizard. In this wizard, we tell APEX how we 
want the application to be generated.

In the following screenshot, we see the first screen of the generation wizard. In this 
screenshot we can set the basics before we start generating. We can set the name of 
the application that we want to generate. By default, the application has the same 
name as the Conversion project however, we can edit the name if needed. This is 
because we are able to generate more than one application using the conversion 
project. For this name, it is best to get a name that's logical for the stage we're in. 
Number the name as you please. As we can see, the Application ID is not settable. 
This ID is assigned to us by the generation process. 

In the Create Application section, we have two ways to create the application. 
We have the option to set it Based on Migration Project or Based on existing 
application design model. When we base the creation on the migration project, 
we use the application defaults we have set in the project ourselves. The existing 
application design model can be used if we have already created an application 
in this conversion project and want to refine the output by performing another 
generation. For our first generation, we need to select Based on Migration Project.
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Application design models
If we have created an application earlier for our Conversion project, we can use the 
settings in that application as a design model for applications that we will generate 
in the future. This means that the layout and authorization is kept for us to use. It's 
plausible that we need to generate more than once. If we use the application design 
model from a previously generated application, it means the model will allow us  
to keep all the formatting and settings we previously set while generating the  
APEX application.

When we have selected the Based on existing application design model option 
in the first screen of the generation wizard, we will get a screen as shown in the 
above screenshot. This gives us a list of design models from previously generated 
applications. In this list, we can select a Design Model by clicking on the radio 
button in front of the name. We need to give the design model a name and that's  
it. We can also select a Developer that has developed this design model.

Check the pages
In the following screenshot of the generation wizard, we get an overview of all the 
pages in our application. Here we can check the settings of these pages and edit them 
wherever we want. We also have the ability to add additional pages to the project. 
In this way, we can add pages that we need in the project, but they will not be 
generated from the loaded source file definitions.
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In the overview of pages, we see the page number, name, type of page that will be 
generated, source type, and source. Only blocks and reports that are included will 
be listed. Here we are also able to exclude pages from being generated with this 
application by clicking on the X underneath the Delete Page heading. When we click 
on the name of the page, the wizard will take us to a screen where we can edit the 
details of the page in question.

Here we can edit some of the most important parts of the application. We can edit 
the name of the page, which is generated by getting the title of the Block that it's 
based on. We can alter the order of the pages here. We can also select a different 
parent page at this point.
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The order of the pages is taken from the Menu file that we uploaded in the Conversion 
project. The menu is used for the order of pages and the home page in the application 
are about to generate. In this page, there will be a horizontal list of icons with the 
name of the corresponding page underneath it. The icon that reveres to the page can 
be selected in the Page Icon section of the page definition. You can change this icon 
by selecting a different one from the drop-down list, or by clicking on the flashlight 
icon just on the righthand side of the drop-down list. This takes us to a pop-up screen 
where we can select a different icon.

In this pop-up screen, we can select the icon that best matches the page we are going 
to generate. In this example, we have the Customers page and so it will be nice if we 
have an icon that matches the functionality of the page. In the pop-up screen, we get 
a selection of the icons in the images directory of APEX. By default, the images have 
a 128 x 128 pixels size.

These images will be used to create a home page in the generated application. The 
images and the title of the page are shown on this home page as a menu to navigate 
through the application. In Chapter 8, we will talk some more on editing the home 
page of our generated application.
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When we get back to the Page Definition page, we can also edit the Headings/Label 
and Format Mask of the items in the page that will be generated. These are the titles of 
the Block Items that we have in the Block that this page is based on. During generation, 
the heading we edit here will be taken instead of the title of the Block Item.

Adding pages
All of the pages in our Conversion project, except for the home page, will be based 
on the Blocks within the Forms modules or Reports modules. But sometimes, we 
need to create a new page in the project to add more functionality. Of course, it's 
possible to add functionality and even pages after the generation of our application; 
however, to define a good design model for later generation, it might be useful to 
add the necessary pages to our project at this stage.
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In the Add Page section of the Page Overview screen, we have the ability to add 
different types of pages, hierarchy, and page source information.

We can add as many pages as we want to the project at this point. Just select the 
type, branch it, select the appropriate source, and click on Add Page. The page will 
be added to the list of pages to be generated at the top of this page and can be edited 
the same as any other pages specified.

Selecting a theme
The next step in the generation wizard is the selection of the theme we want the 
application to be based on. We get the same choices that we have during creation of 
a normal APEX application, and by default the theme that we have selected in the 
Application Defaults settings is selected in the list.

Create the application
The last step in the generation wizard is to actually create ourselves an application. 
As shown in the following screenshot, here we have an overview of the choices and 
settings we made in the previous pages in the wizard. If we want to make changes, 
this is the last stop. Just click on the Previous button to let the wizard take you back 
into the earlier application designing options. 
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When we click on the Create button in this page, APEX will generate an application 
with the settings we set in this wizard. Nothing is saved before we click on the 
button, so beware of premature cancelling.

Run the application
To determine if the application is generated as desired, we should now run the 
application  from the confirmation page of the generation wizard. The application will 
run when we click on the traffic light icon on the confirmation page, as shown here:
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Now, we are taken to the application that we just created. In the following Home 
screen, we immediately see the interpretation of the APEX Forms Converter of a 
Oracle Forms Menu. The icons are clickable and take us to the corresponding pages 
in the application.

As we can see by the names of the pages, there's still some work to be done. We 
probably don't want the pages in the application that have names such as S_ORD, 
do we? But this is a different topic.

Summary
In this chapter, we learned how to use the wizard in APEX to create a working APEX 
application from the files that we uploaded and edited in the Forms Conversion 
project. The application generation wizard takes us through a few necessary steps in 
application generation, and we learned how to use these steps:

• We saw how we can use the Application Default settings to our  
benefit pre-generation

• We learned how to start the generation of an application based on our 
conversion project and how the settings worked

• We examined the basics of the application design model we can use if  
we generate an application from this Conversion project for a second time

• We checked the pages in our project and this taught us that we can also  
make some changes to the order, titles, and headings in the pages we are 
going to generate

• We saw how we can edit an icon in the home page that functions as a  
menu in our new application

• We saw that adding pages during generation was one of the possibilities 
during checking the pages

• We saw how we could define the theme the application was built on
• We generated a first-cut design of providing our first view of the  

application running in APEX
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Now that we have generated our application, we come to the most important part 
of our Conversion project—reviewing and, eventually, customizing it in the way we 
want. As a lot of functionality in the Forms application that we just generated will 
not be in the new APEX application, we can see that there's still some handiwork  
to be done.

When we run an APEX application that's generated using the conversion tool,  
we will encounter a few things that are easily adjusted as well as some parts of  
the application that need a bit more work. In this chapter, we will learn some  
ways to adjust and customize the defaults in a generated application. 

The home page
The home page in our newly-generated APEX application is based on the blocks 
which were generated into pages, and not the original menu file (_mmb.xml). When 
we take a look at the screen, we see a lot of things we need to change. This is done 
in the page properties within the Application Builder in APEX. In the following 
screenshot, we see what the home page looks like just after generation:
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As we see in the home page, we have some names that just aren't that pretty, except 
for the Block titles that we updated in the project. We need to change some of these 
names in the Application Builder. To do so, we go to the region definition of the 
Navigation region on the first page of our application. Here we see a list with the 
names and links in the Source region, as shown in the following screenshot:

In this Source region in the region definition, there is a link to the list that's used to 
create this menu on our home page. When we click on the list name Navigation_1 in 
our example, we go to the following screen where we can edit the names and images 
used in the home page:
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Here, we see the Sequence, Name, and Target page in the application for all the 
elements on the home page. In our example, we will need to change the names 
of S_ORD, S_ITEM, and S_INVENTORY in order to create a good-looking and 
functional menu on the home page. First, let's change the name of the S_ORD menu 
item. Click on the name and it will take us to the Entry field where we can change 
the name, which is shown here:

Here we can alter the name of the S_ORD menu item to a name we like and which 
makes more sense to the users. In my case, I changed it to Orders. We can also change 
the Image that will be used in the menu, but let's just stick to the name right now. 
We can also change the names for S_ITEM and S_INVENTORY in the same way.
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Now when we take a look at the home page, we see that it already looks a lot better 
than it did before:

Lists of Values
Now that we have changed the home page and it all looks a bit better for our users, 
we would like to take another look inside the application to edit the application and 
make it more functional and useful for the users. First, we will take a look at the 
functionality in our new APEX application.

In the home page, we click on the link to Maintain Customer, which will take us 
to a report page in which the customers are listed.
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When we click on an Edit link in front of one customer, or on the Create button, 
the application takes us to the Maintain Customer form as shown in the 
following screenshot: 

In this form, we need to enter a Sales Rep Id to assign a customer to a sales 
representative. This is, as we can imagine, not entirely functional for users  
who don't know all the IDs in the system by heart. So let's change this for them.

In the shared components of our application, we go to the Lists of Values section. 
This is shown in the following screenshot:
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As we already saw in the Maintain Customer form inside the application, a List of 
Values exists for the credit rating. Now we are going to create a new LOV for the sales 
representative. To do this, we click on the Create button on the top right of the page.

In the create LOV wizard, we will choose to create a dynamic list of values 
and give it a functional name. In this example, we named the LOV SALES_
REPRESENTATIVES. When we get to the page where we can edit a SQL query, 
we can insert one to obtain the data we need. As we see in the following screenshot, 
we insert the query to only return these employees in the Sales department:

Let's now edit the page containing the Maintain Customer form, in our example 
Page: 5, to use a LOV instead of the numeric ID in the form. To edit this functionality, 
we need to click on the name of the item we want to change in the form. In this case, 
it is item P5_SALES_REP_ID.

In the Name section, we change the Display As value from the Text field to the 
Select List field. Now we scroll down to the Lists of Values section and select 
Named LOV SALES_REPRESETATIVES as the value.
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When we run the page, it will look like the page shown in the next screenshot. 
We see that we created a drop-down list where the user can select the sales 
representative who's responsible for the customer in question. 

We may also want to change the label in front of the drop-down list because we are 
still asking for an ID, but the user selects a name. We can change this in the item 
P5_SALES_REP_ID. The user will only see the name of the sales representative, but 
we will save the sales representative's ID in the database. This creates a more usable 
application for us.
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Of course, we can follow the same steps with other ID fields such as the region ID  
in this particular form in the newly-generated application. Once we have created  
an LOV in our application, we can also use it in different forms in the application.  
In the S_ORD form, we also encounter the sales representative's ID Item. Just 
change the value of the displayed section as a Select List, change the display 
name, and set the value of the named LOV. We will get the form that looks like  
the following screenshot:

 

Validations
To help a user understand the business rules that are in the application, we want to 
have some clear validation messages. In Oracle Forms we have the When Validate 
triggers that can be very helpful to do this, and in APEX we have something called 
validations. We have one of these triggers in our S_ORD block. It's used to tell the 
user that the date an order is shipped can never be before the date it's ordered. We 
will put this validation into our APEX application.
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When we take a look inside page 7 in our generated APEX application, we see that 
there already are some validations in place. 

All these standard Validations that are in place are defined by APEX itself in order 
to validate the data that's entered in the specific item. These validations are defined 
by examining the data types that are in the tables or views that the page is built on.

Now, we will define our own validation on the P7_DATE_SHIPPED item. We 
learned from the WHEN_VALIDATE_RECORD trigger in the Forms Converter's 
S_ORD Block that when the shipping date is before the order date, we need to raise 
an error message telling us that it's wrong. To create a new validation, we click on 
the plus icon in the Validations section in the Application Builder. This takes us to 
the next page.
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In this first page in the Create Validation wizard, we need to define on what 
level we need the validation. In our case, we want the validation only on the Date 
Shipped item, so we select the value of Item level validation instead of Page level. 
Click on Next to go further and define the validation.

In this page, we can enter the values that define the validation. In the Validation field 
we enter the validation itself, which is the query or summation that defines what we 
want to check. When the event occurs, APEX gives the user Error Message. In our 
example, we want the user to know that it's not allowed to enter a ship date that occurs 
before the order date. So we enter the text we want in the Error Message field.

Now, we can check if the validation works the way we want it to. Click on the Run 
button on page 7 and fill in the values in an order. Make sure you enter a ship date 
that occurs before the date ordered and click on Apply Changes. We see the error 
message we entered in two places—on top of the screen in the error box and on the 
left of the field that contains the Date Shipped.
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Back to the project page
We already discussed that the project page in our Conversion project is always 
leading. Now that we have done some work on the APEX application, we want to 
track the changes we made in the project page. To edit the progress in here, we need 
to go to the elements in the conversion project and complete them.

For example, take a look at Annotations in the WHEN_VALIDATE_RECORD trigger 
 for which we just created an APEX validation in the Date Shipped item on page 7. 
We navigate to the triggers in the Orders Forms application on the project page and 
select the trigger in question. Let's take a look at the Annotations section.
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We have implemented the trigger in the APEX application, and now we can alter  
the value of the Complete field. Set it to Yes and we will see that the completion 
of our project has proceeded. In the same way, we can go through all the applicable 
elements in our project that have not yet been completed.

Titles and names
One of the easiest ways to edit the look and feel of an application is to edit the 
names and titles in the application. This gives the user a better understanding  
of the functionality in an application, and we can better tell how the system works.

When we look at the title on top of our application, we notice that it still has the  
same name we gave it when we created it. And let's face it, nobody would like  
to work with an application that's called FormsConversion1, would they?

 

To change the title of an application, we need to navigate to the shared components 
page in the Application Builder. In the shared components, we go to the 
Application Definition.

In the Application Definition screen, we go to the Logo section. Here we can alter 
the logo or name of the application. We have the possibility to enter a link to an 
image that can function as a logo for our application. But in this example, we just 
give the application a functional name; in my case Order Management Module. 
Click on Apply Changes to confirm the new title for our application.
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Now, when we run the application, we can see the changes that we made to it. Now 
we have a correct and functional title for our newly generated APEX application.

 

We can do the same to titles of pages, regions, and even labels of items. In this way, 
we can create a fully functional and logical application.

Summary
In this chapter, we saw a few ways in which we can alter and customize the 
application we generated using the Forms Converter in APEX. There are some 
crucial parts that we need to get into our application ourselves. There are also the 
following user interface tweaks that we can perform in order to create a useful and 
functional application:

• We can alter the menu on the home page in the generated application by 
editing the names and images on the List Entries that define the menu

• We can create functional Lists of Values in the shared components of the 
application we generated

• The Lists of Values can be used throughout the application
• Functional validations that come from the WHEN_VALIDATE type triggers 

in the Forms Application can be used in the generated application by using 
the Validations in APEX

• We can track the progress of our conversion project in the project page by 
editing what we changed so far

• The simplest way to improve the functionality of an application is to change 
the names and titles of pages, items, regions, and the application itself
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Delivering your Application
We have successfully converted our Oracle Forms, Reports, Menus, and Libraries 
into a working APEX application and now we need to deliver these to the users. This 
means that we have to take a few necessary steps, including the communication with 
user groups. Because of the simple build options of APEX, we are able to deploy the 
application we created in a simple and constructed way. Also, there is the possibility 
to combine applications and integrate them with each other and with the existing 
authorization schemes.

In this chapter we will learn some things we need to do in order to successfully 
deliver the application to people who will actually work with it.

Steps in application delivery
In the entire process of Forms to APEX conversion, we differentiate three different 
phases. We are now in the final stage of delivering the application.

Preparation

Application
Analysis

Create Project
Plan

Generate XML

Iterations

Application
Conversion

Review and
Customize

Review and
Customize

User
Acceptance

User
Acceptance

Application
Conversion
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Integration User
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In the Delivery stage, there are four parts to be distinguished. They include 
Integration of all the modules and iterations, the ever-so-important User Acceptance 
test, Implementing the application on the production environments, and Training 
the users in the new functionality of their beloved application. 

Delivery

Integration User
Acceptance

Implementing

Training

All four steps are important for the success of the application. When we deploy a 
working APEX application that has just been converted from Oracle Forms, we have 
the responsibility of delivering it correctly. When we complete all the four steps in 
delivering the application, we make sure that the users get a functional and working 
application in their hands.

Integrating modules and applications
For simplicity reasons, we will call every application we created in APEX using 
the Forms Converter, a new module in this chapter. In the tutorials of this book, 
we created only one module, so you might want to read through it. But if you are 
developing and converting a bit more than just one Oracle Forms application, this 
part is very important. Now it's time to combine all these modules together and 
integrate them with each other.

The modules we created might be combined with each other using a Forms Menu.  
In that case, we are able to do a conversion of this particular Forms Menu in order  
to create a new menu application that points to the appropriate applications in 
APEX. Unfortunately, we don't have this option in our example. So we will create 
a whole new application that will function as a menu that points towards the 
applications we created.

This material is copyright and is licensed for the sole use by Anna Indahl on 12th August 2009

PSC 94 Box 361, , APO, , 09824



Chapter 8

[ 131 ]

First, we will create a new application in APEX from scratch. The reason behind 
creating a new menu as a complete and separate application is simple; we want the 
application to be as lean as possible in order to add more modules and applications 
to it at a later stage.

During creation of the new menu application in APEX, we give the application a 
logical name and set the application ID in such a way that we will not encounter 
illogical IDs in the future.

Because we need to create at least one page in every application in APEX during 
creation, we choose to add a blank page to our application. We immediately name 
the Menu, so there can't be any confusion about its functionality.
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After completely creating the menu application, we will enter all the necessary 
information. We probably want a menu application that works and looks the same 
way as the menu in the application we converted, so we develop it in exactly the 
same way as Forms Converter would. In the new APEX application, we navigate  
to the Shared Components area.

In the Navigation section of the Shared Components, we find an entry called Lists. 
Go there and create a new list in the now empty Lists repository. We are going to 
create a new list based on a horizontal list with images. To do so, select this option  
in the List template field. Give the new list an appropriate name.

When we have created the list, we can put new entries in it. The list is currently 
empty, so we can start from scratch. Click on the Create button and start with 
our first application. 

In the Entry section, we select an image that's appropriate with the corresponding 
application, and in the Label field, we set the name for the application. In our 
example, we choose an icon that represents a country, some charts, and a few users. 
The name we give the application is Orders.
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In the Target section we create a link to the application we created. In the Target 
type area, we select URL as we want the target to be a URL. We can't choose the 
option to point towards a page in our application because we're not in the same 
application as the one we converted. The URL we enter is f?p=102:1, which means 
that we want the icon to take us to the application with application ID 102 and to 
page 1 of that application.

It would be more elegant to enter the target URL in the application as a variable.  
This means we would need to create an Application Alias and a Page Alias in 
our APEX application. In that way, we won't have the target URL hardcoded in 
the application; but as a simply editable variable. Because when we deploy the 
application to a different environment (for example, the test or the production 
database), the application IDs might change. But in our example, we are not likely  
to encounter this problem, so we just keep it the way it is just now. We will be 
making sure that the IDs are kept the same over all our environments. But when 
we're working with the advanced features of Application and Page Aliases, we 
will make sure that this goes well.
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Now it's time to implement the list we created on Page 1 in the Menu application. To 
do so, we need to create a new region on Page 1. In the wizard that takes us through 
the region creation, we first select the option that we want to create a List region.

We created the list in the Shared Components. This means that we can select the 
list in the wizard's next page. We called the list Conversion Menu and select it as 
shown here:

When we created the application, we added a blank page that became Page 1. This 
page still contains the blank HTML region in it that was built during creation. Because 
we don't need that region anymore, we can delete it in the Page Definition page.

When we run the application, we see something like the following screenshot.  
I added a few more links and icons to the list just to show how it would look  
when we add more converted, or built, APEX applications in the Menu application.
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This is the page that the users will see when they log in to the system. The images 
will take them to the appropriate applications in APEX.

Authentication integration
To have a fully working and functional application, one of the key elements is 
integration with the existing authentication schemes. In this way, the users can 
work directly with their new application without having to go through a complete 
authorization process. 

When we want the new APEX applications integrated with the existing 
authentication schemes, we might want to consider using this. Most Oracle Forms 
applications use the DATABASE authentication and, therefore, we can select this 
authentication scheme in the APEX application we created.

APEX already has this type of authentication integrated in its systems. In the 
Authentication Schemes part of the Shared Components, select the DATABASE 
ACCOUNT authentication scheme so we can use it in our application.

Integrating with Oracle Single Sign-On
One of the advanced features in the Oracle Application Server (Oracle iAS) is the 
Single Sign-On (SSO) ability. SSO is used to make sure that the users only have 
to sign in once for all the applications they are allowed to work in. If the company 
for which we converted the application uses it, it's a nice addition to the APEX 
application that we will deliver.
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To integrate the converted applications with the Oracle SSO server, we need to
create a new authentication scheme in the shared components of our converted 
APEX application.

In the Security section of the Shared Components, click on the link to Authentication 
Schemes. In the overview, we get options to create a new scheme. In the wizard that 
will be presented to us, select the Based on a pre-configured scheme from the gallery 
option. This means that we can select from the options that APEX already has for us.

When we click on Next in the Create Authentication Scheme wizard, we get the 
overview of the Gallery of Authentication Schemes which APEX is able to use out of 
the box. Select the Oracle Application Server Single Sign-On (Application Express 
Engine as Partner App) option.
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Once we have done this, we can use the SSO capabilities of the Oracle Application 
Server so the users don't have to authenticate themselves every time they enter an 
application, now including ours.

User acceptance
Because there are studies dedicated, and entire libraries and dozens of articles 
written about the subject of user acceptance of software, I will not go too deep into 
this matter here. But because we have to, I will point out a few things here that will 
be of importance in a Forms Conversion project during user acceptance tests.

Users must be aware that we create an application that is different from the one  
they are used to. Because APEX is a completely different tool than Oracle Forms,  
we will not have the functionality that either we or the users are used to. Test all  
the iterations and modules in your project separately. The users can get a hang of  
the new application and issues that always come out just when a user acceptance  
test is finished. If we start testing after creating all the modules, adjusting them will 
be harder than when we do it directly after the realization.

When we complete all the iterations, we combine the software we produced to a 
single, whole application. Now it's time for the users to really use the application  
as a whole. Some of the aspects that need testing at this point are as follows:

• Does the navigation of the application work? Is it built in such a way that  
the users understand it?

• Is the look and feel desirable (enough)?
• Are all the validations in place? And are they formulated clearly?
• Do the buttons, links, tabs, breadcrumbs, and so on have the right labels  

and targets?

Besides these functional requirements, we also have to test some of the more basic 
requirements. In the requirements engineering world, these are often referred to as 
non-functional requirements.

• Is the performance of the application as desired?
• Is the integration with the existing authorization working?
• Can the users access the system without hassles?
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These and more such trivial questions need to be answered during the final user 
acceptance test.

Training
To make sure all our efforts for conversion are appreciated by the user group and 
all the users know how to use the application, we decided that it would be wise 
to create a small course for the users to attend. This can be done in writing, but 
preferably in a classroom environment. In this way, we can make sure that the users 
know how the application works and understand all the things that are different 
from the original Forms application.

We need to bear in mind that there are some things that the users will encounter. 
They can be as follows:

• The APEX application works differently from the original Forms application.
• This is a web application, so pressing keyboard shortcuts such as F5 in the 

application will not be needed as they will no longer work. There are ways to 
implement these actions using JavaScript such as the jQuery Hotkeys plugin, 
which is available on Google Code.

• Navigating through the application will be significantly different. So be sure 
that the users understand how they need to work with the new navigation 
and the menus we created. Because the application is running within a web 
browser, users will automatically try to use functionality within the browser, 
such as navigating back and forward. Users must be trained not to use these 
features, or we can deploy the application to our users with the brilliant 
application from Mozilla called Prism (http://prism.mozilla.com/).

Probably the most efficient way for the users to learn how the new application works 
is to let them do normal, everyday tasks with the new application. This will help users 
understand the new functionality quickly and more efficiently. Of course, when the 
user group is not that big, we might consider doing this during the user acceptance 
test. In that way, we can add new functionality during the course and understand 
what we need to change so that the users make full use of the application.
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Deploying
When we are done with the user acceptance, it's time to deploy the application in the 
production environment. We now have a fully working and functional application, 
so we just have to do this last step in order to make sure that the users can now do 
their work on a highly performing APEX application. Deploying consists of two 
major steps—exporting the application and importing it in the new environment 
(common and necessary for every developed APEX application).

Exporting the application
The first thing we need to do is move the data model to the new database on the 
production environment. Of course, this has to be done only when we are deploying 
our new application on a different database (or database schema) than the original 
Forms application. This will certainly not be the case all the time. 

The migration of the data model and the data itself can be done in two different 
ways—using Oracle SQL Developer (or a different database administration tool),  
or in APEX itself. In our case, we will be doing it the APEX way.

The Utilities part of every APEX workspace has some great possibilities to create 
a functional DDL script, which we can use to implement the database objects in  
a different environment. In the following Generate DDL section, we will click on 
the option with the same name as its section:
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This takes us to the wizard that we use to set all the parameters in order to create 
the DDL we want. As shown on the following screenshot, on the first page we select 
the types of database objects we want to create in the DDL. To make it easier for us, 
APEX has the option to check all the object types. For this, choose the Check All 
option as shown in the following screenshot: 

In the next page in the DDL create wizard, we can select the database objects that 
need to be in our DDL file. In the overview, we are presented with a list of objects 
where we can select the exact objects and leave everything we don't need. Again, 
select the Check All box and scroll down the list to deselect the stuff we don't need. 
In our example, this will be the basic database objects in use by the standard DEMO 
application in every APEX workspace. 
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As we have chosen the correct database objects we want in our script, we will go 
back to the top of the page. Here we have the option to save the DDL script as a 
script file. We need this option because we want to use it in a different environment.

In the next screen, we get to enter the name we want the script to have and a logical 
description of the file's purpose.

When the file is generated, we will be taken to the Script repository as shown here:
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Click on the script icon and review the script. If everything is in place, we  
click on the Download button. This downloads the script for us with the 
CONVERSION.sql name.

Now we have a full DDL file containing all the database objects we need in our 
production environment. It's time to make an export of the APEX application we 
created using the Forms Converter. This is done within APEX itself, as is most of  
our work.

In the Application Builder, go to the application we created. In my case, this is the 
application with Application ID 102.

As we see in the following screenshot, we have the possibility to export the entire 
application. To do so, we click on the drop-down box beside the Export / Import 
section, select Export, and then click on the Application link. This will take us to 
the Export Application page.

At this point, we need to set parameters for exporting the application to a useful file 
that we can use to import in the production environment. The information the page 
asks for creates a file called f102.sql. This means we have a SQL file with the number 
of the application, which is 102 in this example.
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Importing the application
In the workspace on the production environment where we want the application 
to be implemented, we first need to implement the data model. This is because 
the application we created needs these database objects in order to be built, and 
especially to be able to run. Fortunately, we just created a DDL file that does the  
trick for us.

In Oracle APEX we first go to the SQL Workshop, where we have some options. But 
to use the DDL script which we created, we go to the SQL Scripts part of the SQL 
Workshop. To do so, we click on the icon representing SQL Scripts as shown in the 
following screenshot:
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To upload the DDL file we created, we need to click on the Upload button on the 
SQL Scripts page in APEX. This action takes us to the Upload Script wizard, which 
is shown in the following screenshot:

In this page we need to define the script we want to upload to the APEX instance. 
Browse to the appropriate file and we can optionally give it a different name than 
what we initially chose. Make sure that File Character Set is set correctly. Here we 
use the Unicode UTF-8 setting.

When we're done uploading the script, click on the script icon corresponding with 
the script we just uploaded and see the DDL code.

Click on Run and this will take us to the following confirmation page:

When the script runs, we can look into the results. As we can see, all the database 
objects in the DDL file have been implemented in the new instance. Because APEX 
sets the appropriate sequence of implementing the database objects when we create 
the DDL file, this entire thing works like a charm.
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After we have created the workspace in the production database and implemented 
the data model by running the DDL script we created, we can import the application 
itself. To do so, we go to the application builder and click on the Import button on 
the top right of the page.

The wizard that will show up takes us to two parts of the import process. First, we 
need to define and upload the export script we created earlier. This is done by using 
the following screen:
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In the Import File section, we browse for the f102.sql file we created during export. 
We set File Type to its default value Application, Page or Component Export and 
leave the File Character Set untouched. By clicking on Next, APEX uploads the 
export script and takes us to the confirmation page that is shown next:

In the next step we need to specify what we want to do with the creation script—on 
which schema we need to pars it on, do we want to build it or just run it, and what 
do we want to do with the application ID. In this example we choose to reassign a 
new application ID

When we click on the Install button, APEX will install the application for us. This 
may take a while and we will see a progress bar in our screen until the application 
has been installed.

When we come to this page, which confirms that we successfully installed the APEX 
application in its new workspace, we're done!
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Summary
Delivering the APEX application still contains a few crucial steps. But when we have 
done these steps, we will be done with our Forms Conversion project. Integrating 
with each other and migrating the converted applications to a new environment 
marks the take into production for our project.

• When we have converted more than one module to a Forms application, we 
can integrate the applications with each other using a menu-like application. 
This application has the same look and feel as the rest of the applications and 
gives us a single point of entry to the completely converted system.

• We can integrate the new APEX applications into the same authentication 
scheme used by the Forms application. This gives us the flexibility to reuse 
the existing users and roles. The integration can be done in various ways, 
such as database account authentication and also advanced Oracle Single 
Sing-On integration.

• When we have combined the modules we converted, we can perform  
an overall user acceptance test. This is done to verify the functional and  
non-functional requirements of the system.

• Training of users is very important for the success of the implementation of 
the converted application. Users will not get the same application that they're 
used to. The best way to perform this training is to do some live actions with 
the application, letting the users actually work with the new APEX system.

• Deploying the applications to a new environment is done in two major 
steps—exporting the database objects and the application itself, and 
importing them into the new APEX environment later.
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