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## Introduction

One of the biggest obstacles in learning a programming language is learning the syntax of the language. Like the grammar of a language, the syntax is the set of rules that defines the combinations of symbols that are considered a correctly structured document or a fragment in that language.

Scratch removes this obstacle by using graphical blocks of code to represent programming commands. Instead of typing commands (or mistyping them and creating syntax errors), with Scratch you drag, drop, and snap graphical blocks of code. To create a program, or project as Scratch calls it, you simply snap those blocks of code together into stacks, much like Lego bricks. As with Lego bricks, connectors on the blocks suggest how they should be put together. With Scratch and its code blocks, you can control and mix graphics, animations, music, and sound to create interactive stories, games, simulations, art, and animations. You can even share your creations with others in the online community (more on this in a moment).

Block programming with Scratch is relatively easy, even for young children, and it's a good way to enter the world of programming. You can start by simply tinkering with the bricks, snapping them together in different sequences and combinations to see what happens. Along the way, you are also learning important computational concepts such as repeat loops, conditional statements, variables, lists, data types, events, and processes. In fact, Scratch has been used to introduce these concepts to students of many different ages, from elementary schools through universities. Creating with Scratch also encourages students to learn to think creatively, work collaboratively, and reason systematically. After learning Scratch, you can more easily transition to traditional text-based languages.

## Why Was Scratch Created?

Developed by the MIT Media Lab's Lifelong Kindergarten Group, Scratch was conceived as an educational language that would make programming fun and accessible to a new generation. The researchers at the Lifelong Kindergarten Group noticed that children learn specific tasks and skills at school, but rarely get the opportunity to design things or learn about the process of designing things. Although many children know how to browse, chat, and play games on their electronic devices, far fewer understand how to create new devices, games, or applications. The Lifelong Kindergarten Group wanted to change this. They believed that it was very important for all children, from all backgrounds, to grow up knowing how to design, create, and express themselves. Inspired by how kindergarteners learn through a process of experimenting, creating, designing, and exploring, the Lifelong Kindergarten Group extended this style of learning to programming in general and Scratch in particular.

The Lifelong Kindergarten Group wanted to develop an approach to programming that would appeal to people who had never imagined themselves as programmers. They wanted to make it easy for everyone, of all ages, backgrounds, and interests, to program their own interactive stories, games, animations, and simulations, and share their creations with one another. The primary goal of the Scratch initiative was not to prepare people for careers as professional programmers but to nurture a new generation of creative, systematic thinkers comfortable using programming to express their ideas. Programming supports computational thinking, which helps you learn important problem-solving skills and design strategies that are applicable to several aspects of life and work. When you learn to code in Scratch, you learn important strategies for solving problems, designing projects, and communicating ideas.

Three core design principles were established for Scratch:

- More tinkerable. In Scratch, you can experiment and create by snapping blocks together, mixing graphics, animations, photos, music, and sound.
- More meaningful. In Scratch, you can create different types of projects. You can create stories, games, animations, and simulations, so people with widely varying interests are all able to work on projects they care about. Scratch also makes it easy for people to personalize their Scratch projects by importing photos and music clips, recording voices, and creating graphics.
- More social than other programming environments. Released in May 2013, Scratch 2.0 enables you to create projects online at the Scratch website (scratch.mit.edu). The Scratch website lets you share your projects, get feedback, look at other projects, modify them, and save them as your own. Online project sharing has been an important part of the Scratch philosophy since 2007, and the MIT Scratch Team works hard to foster a sense of community on the website, as you'll learn in the next section.


## The Scratch Website

More than just a place to find Scratch guides and tutorials, the Scratch website (scratch.mit.edu) is an online community, where you can create Scratch projects, share, discuss, learn, get and give feedback, and modify and save one another's projects. The core audience on the site is between the ages of 8 and 16, although many adults participate as well. Everyone can use Scratch and learn from it, as well as learn from each other in the online community. As "Scratchers" program and share interactive projects, they learn important mathematical and computational concepts, as well as how to think creatively, reason systematically, and work collaboratively. The ultimate goal is to develop a shared community and culture around Scratch. Available in more than 40 languages, Scratch is now used in more than 150 countries, so you're likely to encounter a diverse set of fellow Scratchers online.

## How to Use Scratch

You can use Scratch either online at the Scratch website or you can download the language and create projects offline on your own computer. You don't have to create an account to use Scratch online, but if you want to save and share your projects online, you will need one. Using Scratch online has the advantage that you can save and share your Scratch projects more easily. If you create Scratch projects on your computer, you then have to take the extra step of uploading them from your computer to the Scratch site to be able to share them online.

This book assumes that you will be using Scratch online. To go to the Scratch website, type scratch.mit.edu in your browser. The home page (see Figure I-1) displays several projects created by other Scratch users from all around the world. You can click, open, and run them.


Figure I-1. The Scratch website home page

You can start creating Scratch projects by clicking Create at the top of the screen. (If you haven't yet created an account and signed in, you'll not be able to save your project, though.) Clicking Explore opens a page with more projects that you can explore. Clicking Help opens a page with lots of helpful resources for Scratch, including step-by-step guides, Scratch cards with quick tips on common tasks, and video tutorials.

In order to save and share your Scratch projects online, you need to create an account and sign in. To create an account, click Join Scratch at the top right of the Scratch site. In the window that opens, choose a username and password, type them the appropriate fields, and then click Next (see Figure I-2).


Figure I-2. Create a Scratch username and password

Tell the Scratch team a bit about yourself next. Select your birth month and year, gender, and country. Click Next (see Figure I-3).


Figure I-3. Provide some details about yourself

The next step is to provide your contact information. Type your email address in both fields, and then click Next (see Figure I-4).

## Join Scratch <br> Enter your email address and we will send you an email to confirm your account.

Email address

Confirm email address $\square$


Figure I-4. Enter your email address

That's all there is to it. Your account has been created and you're automatically logged in. Click OK Lets Go! to start working with Scratch for the first time (see Figure I-5).

Join Scratch X

## Welcome to Scratch, Kabritu!

You're now logged in! You can start exploring and creating projects.

If you want to share and comment, simply click the link in the email we sent you at

Wrong email? Change your email address in Account Settings.

Having problems? Please give us feedback


Figure I-5. Click OK Lets Go! to start creating with Scratch

## About This Book

Following the Scratch philosophy of learning through experimentation, Scratch by Example introduces Scratch and programing through fun and simple example scripts that you can build, adapt, and reuse. From movement to sound to advanced interaction with users, web cams, and other scripts, each chapter focuses on a core concept. After a short discussion of the blocks you'll be using, you'll dive into creating example scripts. These start short and simple, but before long, you'll be building complete stories and even games.

Although Scratch by Example is intended for complete beginners to the world of programming and Scratch, by the time you complete this book, you will...

- Have a thorough understanding of the Scratch interface.
- Be able to create a variety of Scratch projects.
- Have a solid foundation upon which you can build further and create advanced Scratch projects in the future.
- Understand universal programming concepts that will help you learn complex languages more easily.

Are you ready to get started? Okay, let's go!

## PART I

## Learning the Basics

## CHAPTER 1

## $\square \square \square$

## Getting to Know the Scratch Interface

Scratch is a programming language based on graphical code blocks. Each block represents a different programming command, and you snap together the blocks to create a program, which Scratch calls projects. A lot like snapping together Legos, it's an easy and fun way to get introduced to the world of computer programming.

In this chapter, you will learn about the Scratch interface, which is where you create and run Scratch projects. Before you start creating programs, you need to learn your way around the various sections of the Scratch interface.

## Getting Started

To access the interface and start creating Scratch projects, you can simply go to scratch.mit.edu and click Create at the Scratch site main menu bar at the top of the website (see Figure 1-1). If you want to save and share your projects, though, you first need to log in with your username and password. (For instructions on registering at the Scratch site and creating an account, see the Introduction.) After logging in, click Create. You will be redirected to the Scratch interface, where you can start creating Scratch projects.
Cobexive Create Explore Discuss About Help $Q$ search 0

Figure 1-1. Scratch site main menu bar

The Scratch interface (see Figure 1-2) consists of the following areas:
Stage: This is where your project gets displayed when it's active.
Sprites pane: This is where you add sprites, the objects that perform actions in your script, and display their properties.

Backdrops pane: This is where you add a backdrop, which is similar to a background and is displayed in the stage area.

Tabs area: Here, you find three tabs: Scripts, Costumes, and Sounds. The Scripts tab contains the block palette, which is where you'll find the various categories of blocks of code and the code blocks themselves. The Costumes tab displays the costumes, or alternate appearances, of the selected sprite. A sprite can have one or multiple costumes. The Sounds tab displays the sounds you can apply to your Scratch project.
Scripts area: This is the area that you drag the blocks of code to and snap them together to create scripts-and eventually your project.
Backpack: This is a section where you save objects that you can use later in other projects. The objects can be costumes, sprites, backdrops, sounds, blocks of code, and scripts. You can drag and drop these objects into the backpack and later drag and drop them from the backpack to reuse in other Scratch projects.
Menu bar: This is where important overall controls, like Save, Revert, and New, are located.

Tool bar: Here you'll find five icons that represent important functions that you can use in Scratch.

Now let's take a closer look at each area.


Figure 1-2. The Scratch interface

## Stage

Just like a theater's stage, the stage (see Figure 1-3) in the Scratch interface is where you see all of a program's action happen. Programs are called projects in Scratch. A project (program) consists of one or multiple scripts, which you create by combining code blocks. When you run a project or activate a script, the result is displayed in the stage. The dimensions of the stage are 480 pixels wide in the horizontal direction, or X axis,
and 360 pixels high in the vertical direction, or Y axis. When you want to indicate an exact position on the stage, you use a pair of X and Y values, or coordinates, similar to how you'd plot a point on a graph. (For a more detailed explanation of Scratch's coordinate system, see Chapter 3.)


Figure 1-3. The Stage

The top of the stage provides some useful controls and information about the Scratch project. For example, the text area at the top of the stage area is where the name of the project is displayed. By default, Scratch names each new project Untitled-followed by a number. You can click in the text field to change the default name to something more memorable. Underneath the name of the project, the username of the person that is logged in is displayed, as well as a reminder of whether the project is shared or not. Clicking the green flag in the upper-right corner of the stage area can activate (trigger) a script that includes a corresponding green flag code block. Clicking the red octagon in the upper-right corner of the stage area will stop all the scripts in a project from running. You can also view the stage area in full-screen mode by clicking the blue square in the upper-left corner of the stage.

## Sprites Pane

The Sprites pane (see Figure 1-4) is where Scratch displays thumbnails of the sprites that are being used in the current project. Sprites are objects that perform actions in a project. These actions are determined by the scripts that you create. The scripts tell the sprites what to do and what actions to perform. (More information about sprites can be found in Chapter 2.) The cat sprite called Sprite1 always appears by default when you create a new project.


Figure 1-4. The Sprites pane

To add a new sprite to a Scratch project, you use the icons in the top-right corner of the pane. Click the leftmost icon (the one that looks like a character ) to choose a sprite from the library. To draw a new sprite, click the paintbrush icon. The file folder icon enables you to import a sprite from a file, while the camera icon enables you to import an image from a webcam as a sprite.

## Backdrops Pane

The Backdrops pane (see Figure 1-5) is where Scratch displays a thumbnail of the current backdrop that is being used in your project. A backdrop is the background that appears behind your sprite in the stage, and every project has at least one. You can keep track of the backdrops used in a project with the Backdrops pane, which is to the left of the Sprites pane. Backdrops are explained more extensively in the next chapter of this book.


Figure 1-5. The Backdrops pane

The white backdrop always appears by default when you create a new project. If you click the white thumbnail in the Backdrops pane (see Figure 1-5), the Costumes tab changes to the Backdrops tab. This tab shows all the backdrops that are being used in the project. The difference between the Backdrops pane and Backdrops tab is that the Backdrops pane shows the thumbnail of the current backdrop displayed in the stage and the Backdrops tab shows all the backdrops that are used in a Scratch project. At the bottom of the Backdrops pane, there are four icons for adding a new backdrop. Click the landscape scene icon to choose a backdrop from the library, the paintbrush icon to draw a backdrop, the file folder to import one from a file, or the camera icon to import one from a webcam.

## Block Palette

The block palette (see Figure 1-6) is where you find the different categories of code blocks. You drag and drop these code blocks to the scripts area and snap them together to create scripts.


Figure 1-6. The block palette

The block palette contains ten categories of code blocks. Each category has its own color, so whenever you see blue blocks, for instance, you know they deal with motion. These are the categories:

Motion blocks: These blocks control the movement of the sprite. You'll learn how to use motion blocks in Chapter 3.

Looks blocks: This category includes several blocks of code that can be used to modify the appearance of a sprite. With these blocks, you can apply graphic effects to the sprite, change the color of the sprite, or change the size of the sprite. More about this category can be found in Chapter 5.
Sound blocks: These blocks add and control sound in your Scratch project. More about this category can be found in Chapter 6.
Pen blocks: These blocks control the pen, which you can use to draw on the stage. You'll learn more about this category in Chapter 4.
Data blocks: These blocks can hold values, either a number or a name, and be used to create variables to temporarily hold information needed in your project. Some data blocks enable you to create lists; these blocks contain more than one value. You'll learn more about this category in Chapters 8 and 9.

Event blocks: These blocks control when and how the scripts are activated. With these, you can control whether a script starts running when the user clicks the green flag or a sprite. You'll learn more about these blocks in Chapter 11.

Control blocks: These blocks control how the scripts run. For example, you can pause the script for a specified amount of time or you can repeat a sequence of blocks a specified number of times. More about this category can be found in Chapter 7.

Sensing blocks: These blocks are used if you need to detect things in your scripts. Some of these blocks also allow interaction with a webcam or interaction with the user. You'll learn more about these blocks in Chapters 7 and 10.

Operators blocks: These blocks perform math functions, such as adding, subtracting, and dividing numbers. You can also perform operations on strings of characters, such as comparing them and adding multiple sentences or words to create a new sentence. More about these blocks can be found in Chapter 7.

More blocks: In this section of the block palette, you can create your own code blocks or add extensions so that Scratch can interact with the PicoBoard or Lego WeDo. PicoBoard is a piece of hardware with sensors that enable Scratch projects to interact with the outside world. For example, the sound sensor on the PicoBoard can activate a script when it senses a certain level of noise. Lego WeDo is a Lego system consisting of sensors and motors. Using Scratch, you can use the Lego WeDo sensors to activate the Lego WeDo motors. You'll learn more about these blocks in Chapter 12.

## Scripts Area

The scripts area (see Figure 1-7) is where you snap together the various blocks of code to create the scripts for your project. You can have just one script in the scripts area, but you can also create multiple scripts in this area at once.


Figure 1-7. The scripts area

The upper-right corner of the scripts area displays the selected sprite with the X and Y coordinates of the sprite's current location on the stage. In the scripts area's bottom-right corner are three icons. You can click the plus icon to increase the size of the displayed script or block of code. You click the minus icon to decrease it. Clicking the equals sign resets the script or block of code to its original location and size.

## Backpack

You can find the backpack (see Figure 1-8) beneath the scripts area and block palette. Just like a real backpack, it's handy for storing things. Specifically, you can use it to save scripts, sprites, and other items that you want to reuse later in other projects.

Figure 1-8. Collapsed backpack

The backpack is collapsible. If you click the triangle icon (see Figure 1-8), the backpack will open and show what's saved in it. Or you can save items by dragging and dropping them into the backpack (see Figure 1-9). So if you are not using the backpack, you can collapse it. Collapsing the backpack closes it so that it will not take up too much space.


Figure 1-9. The backpack with contents

## Menu Bar

As in any program or website, the menu bar (see Figure 1-10) offers easy access to basic but important controls. For instance, from the File menu, you can create a new project (New), save a project (Save now), revert to the last saved version of an open project (Revert), upload a project to the Scratch website, and download a project from the Scratch website to your computer. If your changes to a script don't go as planned, Revert enables you to undo all the changes that you've made since opening the project. When you upload a project using the File menu, it will be saved in the My Stuff section. Downloaded files end with the .sb2 file extension.

## File $\mathbf{r}$ Edit Tips about

Figure 1-10. The menu bar

The Edit menu offers the choices Undelete and Small stage layout. If you just deleted a block of code by mistake, choose Edit > Undelete to get it back. Choose Edit > Small stage layout to make the stage smaller and the scripts area larger.

From the menu bar, you can also find help on using Scratch and more information about Scratch. Click Tips to open a new window (to the right of the scripts area) that contains several how-to guides and Scratch tutorials. Click About to learn more about Scratch, such as the support and funding for Scratch, who uses Scratch, Scratch in schools, and research on how people use Scratch.

## Tool Bar

The five icons in the tool bar (see Figure 1-11) offer one-click access to some useful functions.

## 

Figure 1-11. The tool bar

On the far left of the tool bar, the Duplicate icon looks like a stamp and lets you make an exact copy of a sprite, costume, backdrop, block of code, or complete script. Click the icon to change the cursor into a stamp icon, and then click the object that you want to duplicate (the sprite or block of code) to make the duplicate.

Next is the Delete icon . Click it to change the cursor to a pair of scissors, and then click the object that you want to delete.

The next two icons, Grow and Shrink , increase or decrease, respectively, the size of the object. Again, click the appropriate icon, and then click the object that you need to be larger or smaller.

The question mark at the far right is the Block help icon?. If you want to know more about a certain code block or any section of the Scratch interface, click the Block help icon, and then the block that you want to know more about. A window will open to the right of the scripts area with more information about the object that you selected.

## Other Important Sections

Finally, the top-right corner of the Scratch interface contains a few more useful buttons and icons. In the top-right corner above the scripts area (see Figure 1-12), for example, the Share button Share lets you share your project with the Scratch community, so other members of the community can see your projects, modify them, and leave comments. The $\mathbf{S}$ on the folder to the left of your username is an icon $S$ for the My Stuff area. If you click it, it will take you to the link where all of your projects are saved.

## Saved S viege $\mathbf{V}$

## Share $\$$ See project page

Figure 1-12. Scratch interface top-right corner
In the top-left corner above the stage (see Figure 1-13), clicking the word Scratch will take you back to the Scratch home page (scratch.mit.edu), while clicking the globe icon will enable you to change the language of the Scratch interface (see Figure 1-14).


Figure 1-13. Scratch interface top-left corner

## File Edit Tips

## English

## Aragonés

## Asturianu

## Bahasa Indonesia

## Bahasa Melayu

## Català

Česky
Cymraeg
Dansk

Figure 1-14. Language selector

## Summary

The features and concepts explained in this chapter will become clearer in the next chapters, when you start working with Scratch to create scripts and projects. What you have learned in this chapter is very important, because you will use it every time that you create a script or project. This chapter taught you about the different sections of the Scratch interface. You learned about the following:

- Stage
- Sprites pane
- Backdrops pane
- Tabs area: Scripts tab (block palette), Costumes/Backdrops tab, Sounds tab
- Scripts area
- Backpack
- Menu bar
- Tool bar

The next chapter will teach you about two important topics: sprites and backdrops. After that, you will have gathered all the required basic Scratch knowledge, so that you can start creating some projects.

## CHAPTER 2

## Meet the Cat

After Chapter 1, you should feel comfortable navigating the Scratch interface. In this chapter, you'll use that interface to look more closely at sprites and backdrops. Sprites and backdrops are two important types of objects that can perform actions in a project. They follow the instructions that you provide when you snap together the code blocks into a script. Backdrops also function as the background of the stage area. In the sections that follow, you will learn how to add a sprite and a backdrop from the Scratch library. You will also learn how to create your own sprite and backdrop.

## Sprites

Sprites are objects that perform actions in a project. An action can be, for example, making the sprite move or making a sound. Just like a movie script tells an actor what to say and where to move, the scripts you create tell the sprites what to do and what actions to perform. When you create a project, one of your first steps will be to choose your sprite from the Sprites pane. With the help of the Costumes tab and the Sprites info pane, you can easily change your sprite's appearance and keep track of its movements and more as you work on your project. This section not only introduces these key controls, but also provides some basic example scripts to get you started.

## Sprites Pane

Located below the stage area, the Sprites pane is where you select, paint, import, and manipulate sprites (see Figure 2-1). The Sprites pane also provides a thumbnail view of all the sprites that are being used in the project.


Figure 2-1. The Sprites pane

The default sprite that appears every time that you create a new project is the cat sprite named Spritel. As shown in Figure 2-2, you can add a new sprite by...

- Choosing a new sprite from the library
- Painting a new sprite
- Uploading a sprite from a file
- Taking a picture with your webcam and using that picture as a sprite


Figure 2-2. New sprite

## Costumes

In Scratch, you can change the look of a sprite by using costumes. A costume is an alternate appearance of a sprite. Using multiple costumes or alternate appearances of a sprite gives the sprite the illusion of movement.

To see how you can change the look of a sprite by using costumes, let's create a new project. First, go to the Scratch website (scratch.mit.edu) and click Sign in at the top right of the screen. Enter your username and password, and then click the Sign in button to log in to the website. Click Create at the top left of the screen to start a new project. The project is immediately saved in the My Stuff section. If you'd like to change the title of your project to something other than the default (Untitled-followed by a number), click in the title field, type a new name, and press the Enter key.

By default, the project uses the Spritel cat in the Sprites pane. Let's try to change the way that the cat looks. To do so, you'll use the Costumes tab. First, select the thumbnail view of the sprite in the Sprites pane, and then click the Costumes tab (see Figure 2-3). The tab displays the cat's two costume choices: costumel and costume2. Click costume2. Notice that the thumbnail view and the stage now show the costume 2 version of the cat.


Figure 2-3. The Costumes tab
Not all, but many sprites consist of more than one costume. You can always check how many costumes a sprite has, see what they look like, and change a sprite's costume by going to the Costumes tab. When you select a costume in the Costumes tab, the thumbnail view in the Sprites pane changes to that costume.

## Sprites Info Pane

To learn more information about a sprite in the Sprites pane, click the white letter $\mathbf{i}$ in the blue circle on the sprite's thumbnail (see Figure 2-4). The Sprites info pane will open to display some properties of the selected sprite (see Figure 2-5). For example, the Sprites info pane shows you the name of the selected sprite. Click in the name field to type a new name for your sprite, if you like. The pane also shows you the current position of the sprite in terms of its $X$ and $Y$ coordinates and the direction that the sprite is pointing in terms of degrees. In Figure 2-5, the cat sprite's direction is 90 degrees, which means the sprite is pointing to the right. To change a sprite's direction, click the blue line in the circle and drag it around the circle. Give it a try. Watch the direction of the sprite change in the stage area. You'll learn more about the rotation style in upcoming chapters, but basically, it controls which directions the sprite can face; selecting the two-sided arrow, for example, means that the sprite can only face left or right. When show is selected, the sprite is shown in the stage area. If you deselect show, the sprite will disappear from the stage area. Try it.


Figure 2-4. The Sprites info pane


Figure 2-5. The Sprites info pane properties

## Example 2-1: Playing with the Tool Bar Icons

In Chapter 1, you learned about the four tool bar icons above the stage: Duplicate, Delete, Grow, and Shrink. In this example, you will try them. First, click the Duplicate icon (the one that looks like a stamp), and notice how your cursor changes to the Duplicate icon image (see Figure 2-6). Click the cat sprite to create an exact copy of that sprite.



Figure 2-6. Duplicate sprites with the Duplicate icon

Next, delete the copy of the sprite that was created. Drag the copy that you just created so that the original sprite and its copy are side by side. Click the Delete icon (it looks like a pair of scissors), and notice that your cursor changes to a pair of scissors (see Figure 2-7). Click one of the sprites to delete it.


Figure 2-7. Delete sprites with the Delete icon

To change the size of your sprite, use the Grow and Shrink icons in the tool bar. Click either the Grow icon 24 or the Shrink icon 120 . Then, after the cursor changes to match the icon that you chose, click the sprite that you want to be larger or smaller. To see how much Grow increases or Shrink decreases a sprite's size, you can check the $\nabla$ size code block in the Looks block category. Go to the Scripts tab, click the Looks category in the block palette, and then select the size block. A size-reporting window opens on the stage and displays the sprite's current size (see Figure 2-8) as a percentage of its original size. The default size is 100 , which is $100 \%$. I clicked the Grow icon for the example cat, and it is now at $105 \%$ its default size.

## Sprite 1: size 105



Figure 2-8. Increase sprite size with the Grow icon

Use the Grow or Shrink icons to increase or decrease the size of the sprite again, and notice how the number changes in the size-reporting window.

## Example 2-2: Adding a New Sprite

In this example, you will add a new sprite from the library. Click the
 icon to open the Sprite Library window (see Figure 2-9). Make sure that underneath Category and Type, you have All selected. Click once on the sprite called Adrian. Notice that when you select a sprite, underneath that sprite's name, Scratch displays the number of costumes the sprite has. For example, Adrian has three costumes (see Figure 2-10).


Figure 2-9. The Sprite Library


Figure 2-10. Adrian sprite

Click the OK button at the bottom-right corner of the Sprite Library to add the sprite named Adrian to your project. If you have other sprites in your project, please delete them by using the Delete icon in the tool bar so that your stage has only the Adrian sprite in it. Click the Costumes tab to see the three costumes that belong to the Adrian sprite (see Figure 2-11). Select any one of the costumes; not only does the appearance of the sprite change on the stage, the thumbnail view of the sprite in the Sprites pane changes to the current costume as well.


Figure 2-11. Adrian's costumes
Using the Costumes tab is only one way to change a sprite's costume. You can also use a single block of code, as you'll see in the next example.

## Example 2-3: Changing Costumes

In this example, you will learn how to make the sprite change costumes. Select the thumbnail view of the next costume sprite in the Sprites pane. Click the Scripts tab, select the Looks category, drag the $\qquad$ block, and drop it into the scripts area. Click the block in the scripts area. See how the costume changes in the stage and the thumbnail views? The faster you click the block of code, the faster the costume changes. This gives the illusion of movement to the sprite. Select the $\downarrow$ costume $\#$ block in the Looks category. Don't drag
and drop it, just select it. This block reports the sprite's current costume number. A reporting window appears on the stage, showing the current costume number (see Figure 2-12) of the sprite. Notice how it changes every time you click the next costume block.

## Adrian: costume \# 2



Figure 2-12. The costume \# reporting window
switch costume to adrian-c
Another block of code changes the sprite's costumes. The block has a pull-down menu from which you can choose a specific costume name. Give it a try. Click the pulldown menu to the right of the block and select the costume that you want to change to. Click the block of code to activate it-and watch the costume change.

## Example 4: Make the Sprite Dance

In this example, you will learn how to change the costumes of a sprite so that the sprite looks as if it's dancing. Let's start with a blank stage. Deselect the $\qquad$ block of code to remove it. Use the Delete tool bar icon to delete the sprite that you have on the stage. Now, click the icon to add a new sprite from the library. Choose the sprite named $\mathbf{1 0 8 0}$ Hip-Hop (see Figure 2-13) and click OK to add it to the stage. This sprite has 13 costumes.


Figure 2-13. 1080 Hip-Hop sprite

Click as fast as you can on the

## next costume

 and drop the block to the scripts area. Watch how the sprite dances hip-hop on the stage. In the next chapters, you will learn other ways to make the sprite dance or change costume without having to click the```
next costume
```

block every time.

## Example 2-4: Hide and Show

You can make sprites appear and disappear on the stage using code blocks in the Looks blocks category, as well as tool bar icons. Try it out. Make sure that the thumbnail view of the sprite is selected, and then click the hide block to remove the sprite from the stage. To make it come back, click the show block. The sprite reappears again on the stage.

## Example 2-5: Painting a New Sprite

You can design your own sprite as well. This example will teach you how to create your own sprite. To do this, from the File menu, choose New to start with a clean stage and a new project. Delete the default cat
sprite. In the Sprites pane, click the icon to paint a new sprite.
Notice the new paint area that opens to the right of the block palette. Also notice the new costume and new sprite thumbnail (see Figure 2-14).


Figure 2-14. The paint editor
For this example, just try a simple shape. Later, you can draw whatever character or object that you want. Select the ellipse icon . At the bottom of the paint area, make sure that you have the outline ellipse selected, not the solid ellipse (see Figure 2-15). Choose the black color from the color palette (see Figure 2-16). The outline of the circle we're going to draw will be black. Move your cursor to the right, and then draw the black outline of a circle in the paint area by holding your left mouse button and dragging the cursor (see Figure 2-17). If you make a mistake, you can always undo by clicking the undo icon
 at the top of the paint area.


Figure 2-15. Ellipse


Figure 2-16. The color palette


Figure 2-17. Draw a circle with the Ellipse icon

To center the circle, click the $\square$ icon in the top-right corner of the paint area. A vertical and a horizontal line appear in the paint area (see Figure 2-18). Drag these lines to the center of the circle and let go. The circle will be positioned in the middle of the paint area.


Figure 2-18. Set the circle's center

Next, fill the circle with the color yellow. Select yellow from the color palette and click the fill with color icon . At the bottom of the paint area, select the solid color icon (see Figure 2-19). Click in the center of the circle to fill the circle with the yellow color (see Figure 2-20).
gure 2-19. Select color


Figure 2-20. Fill with color

Let's give our circle a face using the Line icon . Select the black color before painting. Click the Line icon and click in the circle. Next, hold down your left mouse button and drag to draw the line. Add a few more lines to make your sprite look like what's shown in Figure 2-21.


Figure 2-21. Create a face with the Line tool

After you create the sprite, it is saved automatically in the specific project that it was created in. Its costume is also saved. If you want to use the sprite in other projects, you need to drag it to the backpack and save it there.

## Backdrops

A backdrop is the background of the stage area. By default, the background of the stage area is a white background, but this can be changed. Scripts can also instruct backdrops to perform actions like clearing the stage area or changing to another backdrop, but only the sprites can move.

## Backdrops Pane

A backdrop is the background that appears behind your sprite on the stage, and every project has at least one. You can keep track of the backdrops used in a project with the Backdrops pane, which is to the left of the Sprites pane. As you can see in Figure 2-22, the Backdrops pane displays a thumbnail view of the current backdrop (in this case, the default backdrop is all white) with the name (Stage in this example) underneath it. Below this, the pane also states the number of backdrops that are used in your project.

Figure 2-22. The Backdrops pane

The same way that you can add new sprites to a project, you can add new backdrops. Simply click one of the icons in the New backdrop section of the Backdrops pane. Starting from the left, the icons enable you to do the following:

- Choose a new backdrop from the library
- Paint a new backdrop
- Upload a backdrop from a file
- Take a picture with your webcam and use that picture as a backdrop

If you want to see thumbnails of all the backdrops used in a project, click the thumbnail view of the current backdrop in the Backdrops pane. Scratch will replace the Costumes tab with the Backdrops tab, which displays thumbnails of all the backdrops that are in your project.

With the thumbnail view of the current backdrop selected, now click the Scripts tab. Notice that the available blocks of code change. The blocks of code that are available for use are dependent on which thumbnail view is selected: either a sprite or a backdrop thumbnail. For example, if you click the Motion category with a backdrop selected, no blocks of code will be available, because backdrops don't move. To get an idea of what you can do with backdrops, try the following examples.

## Example 2-5: Adding a New Backdrop

Sometimes you want more than a plain white background for your sprite, so let's practice choosing and adding a backdrop. First, from the File menu, choose New to start a new project with a clean stage.

Adding a new backdrop is basically the same as adding a new sprite. In the Backdrops pane, click the icon to choose a backdrop from the library. When the Backdrop Library (see Figure 2-23) opens, select the beach malibu backdrop and click OK. Now the background of your stage area changes to the beach malibu backdrop, and the thumbnail view in the Backdrops pane changes to reflect this. Notice that Scratch replaces the Costumes tab with the Backdrops tab, which you see now lists two backdrops: the default white backdrop and the new that one you just added (see Figure 2-24).


Figure 2-23. The Backdrop Library


Figure 2-24. The beach malibu backdrop

## Example 2-6: Changing Backdrops

You can also use code blocks to change backdrops and learn more about the current backdrop. Select the thumbnail view in the Backdrops pane. Click the Scripts tab and within it click the Looks category to see the code blocks that apply to backdrops. Notice that you have a lot fewer blocks of code compared with when
next backdrop
you had the sprite thumbnail view selected. Click the $\qquad$ block. Continuing to click the block will step through all the backdrops in your Backdrops pane. After the last backdrop, the first backdrop is displayed again. Notice how the backdrop changes on the stage and that the thumbnail view in the Backdrops pane changes to the current backdrop. As for the sprites, you can also change directly to a specific switch backdrop to beach malibu
backdrop by name with the select the backdrop that you want on the stage, and then click the block to change the backdrop.

As you can see in Figure 2-24, each backdrop listed in the Backdrops pane also has a number assigned to it. To help you keep track of which one is the current backdrop, you can set a reporter block to appear on
the stage and show the current backdrop number. In the Looks category, select the $\qquad$ backdrop \# block. As you can see in Figure 2-25, a window appears on the stage, displaying the current backdrop's number.

## backdrop \# 1



Figure 2-25. Backdrop \# reporter

You can use another reporter block to display the current backdrop's name. In the Looks category, select the $\qquad$ block to add a second reporter window to the stage, as shown in Figure 2-26.


Figure 2-26. Backdrop name reporter

## Example 2-7: Painting a New Backdrop

You can also paint a new backdrop, just as you can draw your own sprites. In the Backdrops pane, click the paintbrush icon $\qquad$ to open the paint editor area for the backdrop (see Figure 2-27).


Figure 2-27. The backdrop paint editor

Let's paint a house. Choose black from the color palette and then click the Rectangle icon . In the paint area, hold the left mouse button as you drag to paint a square (see Figure 2-28).


Figure 2-28. Square

Next, click the Line icon $\backslash$. Starting at an upper corner of your rectangle, click and drag to draw the roof of the house (see Figure 2-29).


Figure 2-29. Add a roof with the Line tool

Next, use the Rectangle icon to add a door and windows to the house, as shown in Figure 2-30.


Figure 2-30. House

Now add some color to the house. Choose a color from the palette, click the Fill with color icon and then click in the roof to color it (see Figure 2-31). Use the same method to color the house (see Figure 2-32) and then the windows (see Figure 2-33).


Figure 2-31. Color the roof


Figure 2-32. Color the house


Figure 2-33. Color the windows

The house is now completed, and more importantly, you have painted a new backdrop. It shows up in the Backdrops tab and as the thumbnail view of the current backdrop in the Backdrops pane (see Figure 2-34). This new backdrop is also saved automatically in this project.


Figure 2-34. The finished house backdrop

## Summary

In this chapter, you learned about two very important objects in Scratch: sprites and backdrops. From the scripts you create, sprites receive instructions telling them what to do. The backdrop, which is the background that is displayed on the stage, can also receive instructions from scripts, but only sprites can move.

There are many ways to add a sprite to a project. You can select a sprite from the Scratch library, for example, or you can create one yourself by painting it. A sprite consists of one or multiple costumes, which are alternate appearances of the sprite. Sequentially displaying these alternate appearances can give a sprite the illusion of movement.

Just as you can with sprites, you can add a backdrop to the stage in several ways, including selecting one from the Scratch library or painting one yourself. After learning about the interface, sprites, and backdrops, you now have the basic knowledge you need to start creating Scratch scripts, which is exactly what you'll do in the next chapter!

## Exercises

1. Add a new sprite called Avery Walking from the library. Delete any other sprite on the stage. Only the new sprite should show on the stage.
2. Add a new backdrop called bedrooml from the library.

The answers to the exercises are available in Chapter 13.

## CHAPTER 3

## Make the Cat Move

This is the chapter that you've been waiting for. After reading the previous chapters, you now have all the background required to start programming in Scratch. In this chapter, you will learn about the blocks of code and how to use them to create scripts. You will also learn where to create scripts and where to run them. The focus of this chapter is specifically on the Motion category of code blocks. The blocks in this category instruct the sprite to move in various ways, and you'll learn how these blocks operate and how you can use them. Get ready, because you will start creating scripts in the second half of the chapter.

## The Stage

You can think of the code blocks that you combine into a script as a series of instructions that tell your sprite what to do, as well as when and where to do it. To help you identify the point on the stage that your sprite currently occupies and specify exactly where to move it, Scratch uses a two-dimensional coordinate plane. To understand what that means, imagine the stage like a piece of graph paper with an X axis (a horizontal line) and a Yaxis (a vertical line) crossing in the middle (see Figure 3-1). You can specify a location on the stage just like you'd plot a point on a graph, because every location on the stage is defined by a pair of X and Y positions, or coordinates. The X and Y axis cross, or intersect, in the middle of the stage, so the center of the stage is the point $(0,0)$.


Figure 3-1. Two-dimensional coordinate plane

The stage is 480 pixels wide and 360 pixels high, so from the center of the stage $(0,0)$, the sprite can move 240 pixels to the right or 240 pixels to the left before hitting the edge. Likewise, a sprite can move only 180 pixels up or down from the center before hitting the edge of the stage. To specify the position of a sprite, use the X and Y coordinates that correspond to the position of the center of your sprite compared to the X axis and $Y$ axis. For example, in Figure 3-2, the center of the cat is at $(100,100)$. You can check the position of your sprite by looking at the top-right corner of the scripts area. There you'll find the $\mathrm{X}, \mathrm{Y}$ coordinates of the sprite beneath the small image of it (see Figure 3-3).


Figure 3-2. The center of the sprite is at the position $(100,100)$


Figure 3-3. The $X, Y$ coordinates of the sprite

While the $\mathrm{X}, \mathrm{Y}$ coordinates tell you where the sprite is located, a measurement of degrees specifies in which direction the sprite is facing. Sprites can rotate 360 degrees on the stage. Facing to the right is 90 degrees. Facing toward the left is -90 degrees. Facing upward is 0 degrees and downward is 180 degrees. So, in Figure 3-2, the cat is at position $(100,100)$ and facing 90 degrees.

## Scripts

In Scratch, scripts are the instructions that determine what happens on the stage. A script can have just one instruction (one block of code) or many. To create a script, you simply drag blocks of code from the block palette and snap them together in the scripts area. To snap one block to another, make sure that the notch of one block is aligned with the bump of the other one. When the blocks are close enough and ready to connect to each other, a white line (kind of like a glow) appears between them (see Figure 3-4). When you see it, let go of the block that you are dragging and it will snap automatically to the nearby block (see Figure 3-5).

## go to $x: 100 \mathrm{y}: 100$

## $\operatorname{set} x$ to 0

Figure 3-4. Before snapping together


Figure 3-5. After snapping together

There are six different block shapes that you can combine to create scripts. The shape of a block gives you a clue as to what the block does. The following describes the six shapes:

Hat blocks: Sometimes called triggers, these blocks activate the script and start it running. Hat blocks are rounded at the top and sit on top of everything, like a real hat. You can snap other blocks can below them, but never above them. Most are found in the Events block category in the block palette. For example, the hat block in Figure 3-6 instructs the script to start when the green flag above the stage is clicked.


Figure 3-6. Example hat block

Stack blocks: These blocks are the main instructions in a script. They have a notch at the top and a bump at the bottom, like a jigsaw puzzle piece, so you can snap other blocks below and above them (see Figure 3-7).

Figure 3-7. Example stack block

- Boolean blocks: Found in several categories in the block palette, these blocks contain conditions that are evaluated and then reported as either true or false. For example, the block in Figure 3-8 compares two items then reports true if the first is less than the second, and false if it isn't. In programming, conditions are used when a decision needs to be made; the result of the condition, whether true or false, determines the action to be taken. This may sound complicated, but you use
the same Boolean logic in your daily life. For example, when you leave your office, whether you go left to the bus stop or right to walk home, depends on a condition: the weather. If it's raining, you dash to the left; if it's not, you go right and stroll home. You can embed Boolean blocks inside other blocks. You will find more about Boolean blocks in Chapter 7.


## $\square<\square$

Figure 3-8. Example Boolean block

- Reporter blocks: These blocks hold values. The value can be either a number or a string of characters. Like the Boolean blocks, these blocks can only be embedded inside other blocks. No blocks can be snapped below or above them. The direction block (see Figure 3-9), found in the Motion blocks category, is an example of a reporter block. This block holds the current direction of the sprite. For example, if you want to know the current direction of the sprite, you can use this block in your script to display the direction on the stage. You will find more about reporter blocks, including how to use them, in Chapter 7.


## direction

Figure 3-9. Example reporter block

- C blocks: These blocks are found in the Control blocks category. Other blocks can be snapped inside them. For example, Figure 3-10 shows a C block that will repeat the sequence of the actions or blocks within it four times. You will use C blocks throughout this book, but Chapter 7 focuses on the Control blocks category.


## repeat 4 <br> H)

Figure 3-10. Example C block

- Cap blocks: These blocks are snapped at the end of a script. Like a cap on the end of a pipe, cap blocks stop the flow of instructions (see Figure 3-11). There are only two cap blocks, both of which are found in the Control blocks category.


## stop $\begin{aligned} & \text { all } \\ & 7\end{aligned}$

Figure 3-11. Example cap block

To start a script to run, just click it. A yellow glow appears around the script to indicate that it is activated and running (see Figure 3-12).


Figure 3-12. Activated script

## Motion Blocks

Okay, so now that you have an understanding of the different block shapes and how to create scripts, let's take a closer look at the various Motion blocks, and then we'll start creating scripts. The Motion blocks category consists mostly of stack blocks. There are also some reporter blocks. With the blocks in the Motion category, you can make the sprite move in several ways. You can try out the following blocks by clicking to activate.

The move 10 steps block moves the sprite the number of steps you specify. Each step is equal to the length of a pixel. If the number is positive, the sprite moves in the direction that it is pointing toward. If the number is negative, the sprite moves in the opposite direction from which it's pointing. For instance, the example block moves the sprite 10 steps ( 10 pixels) in the direction that it's pointing.
 but turns the sprite counterclockwise by the specified number of degrees. The examples here turn the sprite 15 degrees, but you can change the number in the blocks. Click each block to activate it and then watch the
sprite turn in each direction. The
 certain direction that you specify using the block's pull-down menu. Choose 90 to face the sprite to the right, -90 to face the sprite to the left, 0 to face it up, and 180 to face it down. The point towards ${ }^{\sim}$ block points the sprite toward the mouse-pointer or another sprite in the project. Use the block's pull-down menu to display your options and choose what to point to. You can select the mouse-pointer or another sprite.

Sprites can move several ways. One way is by gliding, which gives the illusion of the sprite floating or

## glide 1 secs to $x:-7$ y: -283

gliding to a position. The block makes the sprites glide for a specified number of seconds to a specified location. For instance, this block instructs the sprite to take 1 second to glide to the coordinates $(-7,-283)$. Depending on the number of seconds, the sprite can move slower or faster. The go to blocks make the sprite move faster from one position to another. The
block moves the sprite to the specified location on the stage. Here the example block moves the sprite to the point $(-7,-283)$. The go to mouse-pointer ${ }^{7}$ block moves the sprite toward the mouse-pointer or another sprite in the project. You can use the pull-down menu to select another sprite or a random position for the sprite to go to.
change x by 10
block changes the current X coordinate by the specified number. For example, the block shown here adds 10 to the current X coordinate and moves the sprite to that X coordinate. If you use a negative number, the block will subtract that number from the current X coordinate. Similarly, the

block changes the current Y coordinate by the specified number.
The $\operatorname{set} \mathrm{x}$ to 0 block enables you to set only the X coordinate of the sprite to a specified value and move the sprite to that X coordinate. Likewise, the set v to $\mathrm{O}^{\text {s. }}$ block enables you to set only a Y coordinate and move the sprite to it.
if on edge, bounce
If the sprite reaches the edge of the stage, the block makes the sprite bounce back in the opposite direction from where it was traveling. In other words, when the sprite reaches an edge of the stage, it will change orientation and travel back in the opposite direction from which it was traveling before hitting the edge.
set rotation style left-right
The menu in the block you can choose one of thre left or right; all around means that the sprite can face in any direction; and do not rotate means that the sprite always faces to the right (90 degrees) and cannot rotate.

Three blocks open monitor windows on the stage to report information about your sprite. The
$\mathbf{x}$ position block holds the value of the current X coordinate of the sprite. If you select the box in front of it, a window opens on the stage and displays the current X coordinate of the sprite. The

block works the same way for the Y coordinate of the sprite. Similarly, the
direction
block holds the value of the current direction of the sprite. Select the box in front of it to display the current direction of the sprite in a window on the stage.

## Examples

It's time to start snapping some blocks together to create scripts that get your cat sprite moving. If you accidentally drag the wrong code block from the block palette to the scripts area, you can always unsnap the blocks from each other by clicking them and dragging them apart. To clean up the scripts area, you can also drag a block of code or a complete script back to the block palette. This is one way to erase a block of code or a complete script from the scripts area. If you want to start a new project for each script, you can always choose File $>$ New from the menu bar to create a new project with a clean scripts area.

## Example 3-1: Move Forward

In this first example, let's take the cat on a forward walk. There are many ways to make the sprite move, and Script 3-1 demonstrates one of the simpler ways to do that.


Script 3-1. Move forward

In the Sprites pane, select the thumbnail of Spritel (the cat) to tell Scratch to send instructions from the script that you're about to create to this sprite. In the block palette, click the Motion category to display its

contents, and then drag the coordinates $(0,0)$, please set the $X$ value to 0 and the $Y$ value to 0 . Next, click the Control category in the block palette and drag the 1 secs the scripts area and snap it to the previous block. If the block is not set to 1 second, please click in the number field to change it to 1 second. Finally, return to the Motion
change $x$ by 100 category, and drag and snap the
block to the script. If it's not set to 100, please change it so. To activate and run the script, click it in the scripts area.

The top block moves the sprite to the center of the stage. The next block, wait 1 for 1 second. The last code block adds 100 to the X coordinate of the sprite and moves the sprite to this new position. Because the sprite's X coordinate starts at 0 , adding 100 changes it to 100 . The Y coordinate stays the same, so the sprite moves to coordinates $(100,0)$.

Table 3-1 lists the blocks and describes the actions used in this example.

Table 3-1. Code Blocks in Move Forward

| Blocks | Actions |
| :--- | :--- |
| go to $\mathbf{x}: 0 \mathrm{y}: 0$ | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of <br> the stage. |
| The script waits 1 second. No actions are performed for 1 second. |  |

## Example 3-2: Move Backward

This example shows you how to create a script to make the sprite move backward. You can create Script 3-2 next to the previous one in the scripts area, or you can create it in a clean scripts area all by itself. Remember to select the thumbnail of the cat sprite first, and then drag the three blocks shown from the Motion and Control categories to snap them together in the scripts area. Be sure to set the values shown for each, as well.


## Script 3-2. Move backward

Again, the top block of code will move the sprite to the center of the stage and the next pauses the script for 1 second. The last block of code moves the sprite 100 pixels in the opposite direction from which the sprite is facing, because the value specified is -100 . Run the script, and then try changing the value for the final block to 100 . Click to run the script again. This time, because the value is positive, the sprite moves in the same direction that it is facing.

Table 3-2 lists the blocks and describes the actions used in this example.

Table 3-2. Code Blocks in Move Backward

| Blocks | Actions |
| :--- | :--- |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle <br> of the stage. |
| move -100 steps | The script waits 1 second. No actions are performed for 1 <br> second. |

## Example 3-3: Move Up

Script 3-3 shows yet another way of moving the sprite. Because this script is the same as the previous ones, except for the last block of code, you can just remove the last block from Script 3-3, replace it with the

## change y by 100

block from the Motion category in the block palette, and set its value to 100 .


## Script 3-3. Move up

Click the script to run it. This time, the cat moves up from the center of the stage to the coordinates $(0,100)$ because the final block adds 100 to the original Y coordinate value of 0 .

Remember, you can always change the values in the code blocks' fields. Experiment with a new start

## go to $\mathrm{x}: 0 \mathrm{y}: 0$

position by changing the values in the
block. Pause the script for a longer length of time by increasing the second block's value or by moving the cat down by using a negative value in the final block. Run the script with your new values and watch how the sprite reacts.

Table 3-3 lists the blocks and describes the actions used in this example.

Table 3-3. Code Blocks in Move Up

Blocks
go to $\times \mathbf{O} \mathrm{O}$ y O
wait 1 secs
change $y$ by 100

## Actions

Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage.

The script waits 1 second. No actions are performed for 1 second.
Add 100 to the current value of the Y coordinate and move the sprite to this new Y coordinate.

## Example 3-4: Triggered Motion

Script 3-4 introduces a hat block as a trigger to activate the script when the user performs a certain action. You can find the hat blocks in the Events category in the block palette.


## Script 3-4. Triggered motion


block from the Events category to the scripts area. Then
Drag the choose space from the pull-down menu, if it's not already selected. Drag and snap together the remaining Motion and Control blocks needed to re-create Script 3-4, setting the parameters as shown.

The first block activates the script when the user presses the space bar (or you can choose a different key from the pull-down menu if you prefer). The next block makes the sprite face to the right ( 90 degrees). The third block of code sets the $X$ coordinate to 0 and the next block sets the $Y$ coordinate to 0 . So the sprite begins by facing right and at the center of the stage. After a pause of 1 second, the last two blocks set the X and Y coordinates to 100 and 0 , respectively, so that the sprite will move from the center to coordinates $(100,0)$.

Table 3-4 lists the blocks and describes the actions used in this example.

Table 3-4. Code Blocks in Triggered Motion

| Blocks | Actions |
| :---: | :---: |
| when $\sqrt{\text { space }}{ }^{\sim}$ key pressed | This block triggers the script. The script gets activated by pressing the space bar. |
| point in direction 907 | Point the direction of the sprite to the right. |
| set $\times$ to 0 | Set the value of the X coordinate to 0 and move the sprite to that location. |
| set v to 0 | Set the value of the $Y$ coordinate to 0 and move the sprite to that location. |
| mait 1 | The script waits 1 second. No actions are performed for 1 second. |
| set $\times$ to 100 | Set the value of the X coordinate to 100 and move the sprite to that location. |
| Set y to 0 | Set the value of the $Y$ coordinate to 0 and move the sprite to that location. |

## Example 3-5: Turn

Now try rotating your sprite. Drag the blocks from the Events, Motion, and Control categories of the block palette and snap together, as shown in Script 3-5. (Remember to select the thumbnail of the sprite in the sprites area first). This script uses the new hat block that activates the script when the user clicks the green flag above the stage. You still can activate the script by simply clicking it, though.


Script 3-5. Turn

After the user clicks the green flag, the next block moves the sprite to the center of the stage. The next block is new. It rotates the sprite 15 degrees clockwise from its current orientation. After a familiar 1 second pause, the last block rotates the sprite 15 degrees counterclockwise-back in its original orientation.

Remember that you can always change the values in the fields of the blocks to experiment and see how the sprite reacts.

Table 3-5 lists the blocks and describes the actions used in this example.

Table 3-5. Code Blocks in Turn

| Blocks | Actions |
| :---: | :---: |
| when $P^{\text {are }}$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| o to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage. |
| turn (*15) degrees | Turn the sprite clockwise 15 degrees. |
| matt 11 sees | The script waits 1 second. No actions are performed for 1 second. |
| turn ワ(15 degrees | Turn the sprite counterclockwise 15 degrees. |

## Example 3-6: Backflip

This example rotates the sprite 360 degrees counterclockwise, creating the illusion of the sprite performing a backflip.

Take a look at Script 3-6. By now, you can probably tell what's going to happen. This time, the hat block activates the script when the user clicks the sprite on the stage. The next block makes the sprite face to the right. The third block moves the sprite to the center of the stage. Next is something new. It's a C block. Give it a try.


Script 3-6. Backflip

After dragging and snapping the first three blocks, go to the Control category and drag the

block into place on the stage. Now snap the

wait 1 sees
blocks inside it. Make sure that each block's setting matches Script 3-6. After positioning the sprite at $(0,0)$, the script performs the first instruction inside the $C$ block and turns the sprite counterclockwise 90 degrees from its current orientation. Next, the script pauses 0.1 second, and

then follows the arrow back to the top of the $C$ block. Because it is set to 4 , the repeats the sequence of instructions within it four times, flipping the cat 90 degrees from its current orientation each time. Run the script and watch it make the cat do a backflip.

You may think you're only snapping blocks together, but you're writing a real computer program. A Scratch script and a traditional computer program's lines of code are both lists of instructions telling the computer what to do. In this case, the blocks are telling the computer to move the sprite.

Table 3-6 lists the blocks and describes the actions used in this example.

Table 3-6. Code Blocks in Backflip

| Blocks | Actions |
| :---: | :---: |
|  | Clicking the sprite activates the script. |
| point in direction 907 | Point the direction of the sprite to the right. |
| $0 \text { to } \mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage. |
| $\text { repeat } 4$ | Repeat the actions represented by the blocks within this block four times. |
| turn - ${ }^{\text {P }}$ ( 90 degrees | Turn the sprite counterclockwise 90 degrees. |
| fit 11 sers | The script waits 1 second. No actions are performed for 1 second. |

## Example 3-7: Square Pattern Motion

This time, you'll send the cat in a square pattern, from the center stage to coordinates $(100,0),(100,100)$, and $(0,100)$, and then back to the center of the stage in its original position, facing to the right. Think about which blocks you might use to accomplish this, and then take a look at Script 3-7. Was your idea close? Drag and snap the blocks and adjust their settings to match the example script to try it.


Script 3-7. Square pattern motion

According to the hat block, when the user clicks the green flag, the script starts. The next block makes the sprite face to the right. The third block moves the sprite to the center of the stage. The pull-down menu in the fourth block is set to give the sprite a rotation style of all around. This means that the sprite will be able to rotate all around (a 360-degree radius). The next block pauses the script for 1 second. The

```
repeat 4
```

```
4
```

block executes the blocks within it four times. The first block within it moves the sprite 100 pixels in the direction that it's facing. The next rotates the sprite 90 degrees counterclockwise, and the last block within the $C$ block pauses the script for 1 second before repeating the three-block sequence.

Table 3-7 lists the blocks and describes the actions used in this example.

Table 3-7. Code Blocks in Square Pattern Motion

| Blocks | Actions |
| :---: | :---: |
| when ${ }^{\text {d }}$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| point in direction 907 | Point the direction of the sprite to the right. |
| - to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage. |
| set rotation style all around * | Set the rotation style of the sprite so that it can rotate all around its axis. |
| ait 11 secs | The script waits 1 second. No actions are performed for 1 second. |
| $\text { repeat } 4$ | Repeat the actions represented by the blocks within this block four times. |
| t) |  |
| wove 100 steps | Move 100 pixels. |
| turn $\left.{ }^{( }\right) 90$ degrees | Turn the sprite counterclockwise 90 degrees. |
| wait 1 sers | The script waits 1 second. No actions are performed for 1 second. |

## Example 3-8: Glide and Bounce

The stage area has limits. If the sprite reaches any of the edges of the stage, it can get stuck. The
$\square$
block prevents this, as you'll see in Script 3-8. Drag and snap the blocks together, and then watch what happens to the cat when it tries to glide past the edge of its world.


Script 3-8. Glide and bounce

The script starts running when the user clicks the green flag. The next block sets the rotation style of the sprite to left-right. This means that the sprite can only face left or right. The third block glides the block for 1 second to coordinates ( 300,0 ). Remember that the limit of the $X$ coordinate for the stage is 240 , so the sprite will hit the edge (see Figure 3-13). The fourth block makes the sprite bounce when it hits the edge and travel in the opposite direction (see Figure 3-14). The next block will glide the sprite for 1 second to coordinates $(-300,0)$. Remember the limit of the X coordinate in that direction is -240 . The last block will bounce the sprite when it hits the edge and make it travel in the opposite direction.

Figure 3-13. Before reaching edge


Figure 3-14. After reaching the edge

Table 3-8 lists the blocks and describes the actions used in this example.

Table 3-8. Code Blocks in Glide and Bounce
Blocks Actions

set rotation style left-right
glide (1) secs to $x: 300 \mathrm{y}$ : 0
if on edge, bounce
glide (1) secs to $x:-300$ y: 0
if on edge, bounce

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Set the rotation style of the sprite so that it can only turn left or right.
Glide the sprite for 1 second to coordinates, $\mathrm{X}=300$ and $\mathrm{Y}=0$.

If the sprite reaches the edge of the stage, bounce in the opposite direction.
Glide the sprite for 1 second to coordinates, $(X=-300, Y=0)$.

If the sprite reaches the edge of the stage, bounce in the opposite direction.

## Example 3-9: Go to the Mouse-Pointer

It's time to let your cat have some fun with your mouse. Specifically, Script 3-9 demonstrates how to use your mouse-pointer to control the sprite. Drag and snap the necessary blocks together to try out this technique.


Script 3-9. Go to the mouse-pointer

The script starts when the user clicks the green flag. The next block moves the sprite to the center of the stage. The third block makes the sprite face to the right. The next block pauses the script for 1 second. The last block makes the sprite move toward the mouse-pointer.

Click the green flag, and then change the position of your mouse-pointer. Watch the sprite move toward it automatically.

Table 3-9 lists the blocks and describes the actions used in this example.

Table 3-9. Code Blocks in Go to the Mouse-Pointer

| Blocks | Actions |
| :---: | :---: |
| clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| - to $x: 0 \mathrm{y}: 0$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage. |
| point in direction 907 | Point the direction of the sprite to the right. |
| ait 1 secs | The script waits 1 second. No actions are performed for 1 second. |
| go to mouse-pointer * | Move the sprite toward the mouse-pointer. |

## Example 3-10: Move with the Mouse-Pointer

With the addition of a C block, you can keep your cat chasing your mouse forever-or at least until you click the stop button to stop the script.

As you snap together Script 3-10, you'll notice that it is identical to Script 3-9 until you reach the

## forever


block. Found in the Control category, this block will continue to execute the sequence of blocks within it until the script is stopped manually. In this case, there's only one block inside it: the

## go to mouse-pointer *

block. Click the green flag to run the script, and then move the mouse-pointer to watch how the sprite moves to it. To stop the script, click the red icon next to the green flag.


Script 3-10. Move with the mouse-pointer
Table 3-10 lists the blocks and describes the actions used in this example.
Table 3-10. Code Blocks in Move with the Mouse-Pointer

| Blocks | Actions |
| :---: | :---: |
| hen $P^{-1}$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| $\text { o to } x: 0 \text { y: } 0$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage. |
| point in direction 907 | Point the direction of the sprite to the right. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| forever | Repeat the actions represented by the blocks within this block forever-or until the script is stopped manually. |
| t) |  |
| to mouse-pointer * | Move the sprite toward the mouse-pointer. |

## Example 3-11: Point Toward the Mouse-Pointer

What if you want your sprite to turn to face the mouse-pointer rather than move to its position? The answer point towards mouse-pointer * block, which makes the sprite face the direction of the is to use the $\qquad$ mouse-pointer instead of moving toward it. Give Script 3-11 a try.


## Script 3-11. Point toward the mouse-pointer

The actions of the first four blocks should be familiar. Clicking the green flag runs the script, the sprite moves to the center of the stage and faces to the right, and then the script pauses for 1 second. The last block of code faces the sprite toward the direction of the mouse-pointer. Activate the script and move the mousepointer to see how the sprite rotates to face its direction.

Table 3-11 lists the blocks and describes the actions used in this example.

Table 3-11. Code Blocks in Point Toward the Mouse-Pointer
Blocks Actions

go to $x: O_{y:} 0$
point in direction $90^{\circ}$
wait 1 sees
point towards mouse-pointer

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage.

Point the direction of the sprite to the right.

The script waits 1 second. No actions are performed for 1 second.
Point the direction of the sprite toward the mousepointer.

## Example 3-12: Follow the Mouse-Pointer

Script 3-12 combines techniques from Scripts 3-10 and 3-11. Instead of making the sprite rotate to face the direction of the mouse-pointer once, it makes the sprite face the mouse-pointer continuously until the script is stopped.


Script 3-12. Follow the mouse-pointer

The script starts running when the user clicks the green flag. The next two blocks of code will move the sprite to the center of the stage and make it face to the right. The next block, the C block, will execute the
block within it forever until the script is stopped manually. The block within the
 will make the sprite face the direction of the mouse-pointer.

Create the script, activate it, and move the mouse-pointer around to watch how the sprite rotates.
Table 3-12 lists the blocks and describes the actions used in this example.

Table 3-12. Code Blocks in Follow the Mouse-Pointer

| Blocks | Actions |
| :--- | :--- |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Clicking the green flag activates the script. The green flag is <br> the trigger to start the script running. |
| point in direction $90^{7}$ |  |
| Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the |  |
| middle of the stage. |  |

## Summary

Congratulations, you now know how to build a basic script and move a sprite around the stage. You're a Scratch programmer! In this chapter, you learned how to create a script and how to activate it. You also learned about the various types of blocks of code and you specifically practiced using blocks in the Motion blocks category, among others.

In the next chapter, you continue using the knowledge that you gained here, but you focus on how to make the sprite draw on the stage.

## Exercises

1. Create a script to make the sprite go to positions $(0,0),(100,100)$, and $(-50,-100)$.
2. Create a script that makes the sprite rotate 360 degrees on its axis. The user should activate the script by clicking the green flag.

The answers to the exercises are available in Chapter 13.

## CHAPTER 4

## Make the Cat Draw

With each chapter, you gain more knowledge about Scratch. You learn about more blocks of code and how to use them. This chapter focuses on the blocks in the Pen category. With these, you can write scripts that draw designs on the stage automatically. The blocks of code in this category are green and they perform different actions like drawing, changing the pen size and color, creating a copy of the sprite, and removing all marks previously created by the pen or stamp on the stage. After investigating how the various Pen blocks of code work, you'll practice using them in some examples scripts.

## Pen Blocks

The blocks in the Pen category (see Figure 4-1) of the blocks palette enable you to draw on the stage and control the pen of the Scratch program. With these blocks, you can also set and change the color and width of the pen. Let's take a closer look at what each of the Pen category's blocks do before putting them to work in some example scripts.


Figure 4-1. Pen blocks

The clear block removes all marks made previously by the pen or stamp on the stage. Think of it as your eraser, but a thorough one that erases all marks at once.

The stamp block creates a copy of the current sprite and stamps this image on the stage. In other words, it performs the same action as the tool bar's $\square$ (Duplicate) icon.

When you draw with a real pen on a sheet of paper, you must perform three distinct actions: you first press the pen to the paper, you move it to create a mark, and then you lift the pen off the paper when you're finished. In Scratch, you use a combination of Pen and Motion blocks to accomplish the same three tasks. The pen down
block performs the same action as pressing your pen to the paper; the pen is on the stage and ready to draw. The pen will draw a trail wherever the sprite goes on the stage. The pen follows the movements

pen up
then pen will draw a square on the stage. When you're done drawing, you use the plock to lift the pen from the stage. Any motions performed after this block in a script will reposition the sprite, but will not
draw a mark. When you're ready to draw again, simply snap on another pen down block.
Scratch offers several code blocks that enable you to customize the color that your pen draws with as well. For example, the set pen color to block sets the color of the pen. To set the color, click in the color box in the block. Your cursor will change into a pointing finger image, which you can use to then click and choose any color that's visible in the Scratch interface. Alternatively, you can set the pen color to a specific numeric value using the set pen color to 0 block. Scratch offers 200 different colors, which are numbered from 0 (left end) to 199 (right end) along the color spectrum
Using this same numbered spectrum, the change pen color by 10 block changes the pen color by the specified increment compared to the current color. Positive numbers shift the color toward the right in the spectrum, while negative numbers shift the specified amount to the left.

You can also control the shade of each of Scratch's 200 colors. The
set pen shade to 50
block sets the shade of the pen color. A pen shade of 0 is completely black, a pen shade of 100 is completely white, and a pen shade of 50 is the pure color. Values between 0 and 50 mix the color with black. Values between 50 and 100 mix the color with white. If the value is greater than 100 , it alternates every 100 ; so 100 to 200 goes white to black, and 200 to 300 goes black to white. Thus, changing the shade by 200 or any multiple of 200 will have no effect. For example, let's say that you are using the color green. Setting the shade to 50 is the pure color. If you want a lighter shade of green, you modify the number in the block to a value between 50 and 100 , which
change pen shade by 10
mixes the pure color with white and creates a lighter shade. This change pen stade by 10 block changes the shade of the pen color by the specified increment. So for example, if the pen color is green, you can change the value of this block and thereby change the shade of green.

Finally, you can easily change the width of the line that the pen draws with two additional blocks. The value is equal to the width of the line that the pen draws; for example, a value of 3 means that the width of the line that the pen draws is equal to three pixels. The value can range from 0 to 255 .

[^0]
## Examples

It's time to put the pen to the stage and start drawing. The following examples demonstrate how you can use the Pen blocks of code in scripts to draw several different shapes and apply various effects.

## Example 4-1: How to Draw a Line

This example teaches you how to draw a line in Scratch. From the blocks palette, drag the blocks from the Pen and Motion categories to the scripts area and snap them together to create Script 4-1.


Script 4-1. Draw a line

The dear block clears the stage by removing all marks previously made by the pen or stamp. The next block sets the pen color and the third block sets the width of the line that the pen draws. As
point in direction $90^{\circ}$
you remember from Chapter 3, the
block set to 90 degrees makes the
go to $x:-100 y: 0$
sprite face to the right and the
block moves the sprite to the specified

## pen down

coordinates of $(-100,0)$. The
block means that the sprite is ready to draw; wherever the sprite moves, the pen will draw a line. The next block makes the sprite glide for 1 second to
pen up
coordinates $(100,0)$. The
moves, the pen will not draw.
To activate the script, just click it. Watch the sprite draw a horizontal line (see Figure $4-2)$ from ( $-100,0$ ) to $(100,0)$.


Figure 4-2. Result of Script 4-1
Table 4-1 lists the blocks and describes the actions used in this example.
Table 4-1. Code Blocks in How to Draw a Line

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| et pen color to 10 | Set the pen color to 10 . |
| set pen size to 3 | Set the pen size to 3 . |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| (0 to $\mathrm{x}:-100 \mathrm{y}: 0$ | Move the sprite to coordinates (-100, 0). |
| pen down | The pen is on the stage and is ready to draw. |
| ide (1) secs to $x: 100 \mathrm{y}: 0$ | Make the sprite glide for 1 second to coordinates $(100,0)$. Because the pen down block was previously used, the pen will draw a trail wherever the sprite moves. |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-2: How to Draw Lines

Take a look at Script 4-2. Based on what you learned in the last example, can you figure out what this one does without creating and running it?


## Script 4-2. Draw lines

The first three blocks of code are the same as Script 4-1. They clear the stage, remove all previous marks, set the pen color, and set the pen size. This time, the forth block sets the rotation style of the sprite so that it can rotate in all directions, 360 degrees. The

block then makes the sprite face to the right. The next block moves the sprite to coordinates, $(-100,-100)$. The pen down block means that the sprite will draw wherever it moves until the scripts reaches the makes the sprite glide for 1 second to coordinates $(100,-100)$, so the sprite draws a line from $(-100,-100)$ to ( $100,-100$ ). The next blocks make the sprite face upward, and then it glides for another 1 second to coordinates $(100,100)$ drawing a line as it moves (see Figure 4-3). The final block lifts the pen from the stage so that it will not draw anymore.


Figure 4-3. Result of Script 4-2

Table 4-2 lists the blocks and describes the actions used in this example.

Table 4-2. Code Blocks in How to Draw Lines

## Blocks

## clear

set pen color to 10
set pen size to 3
set rotation style all around
point in direction 907
go to $\mathrm{x}:-100 \mathrm{y}:-100$
pen down
glide (1) secs to $\mathrm{x}: 100 \mathrm{y}:-100$
point in direction 07
glide 1 secs to $x: 100 \mathrm{y}: 100$
pen up

## Actions

Remove all marks previously made by the pen or stamp.

Set the pen color to 10 .

Set the pen size to 3 .

Set the rotation style of the sprite so that it can rotate all around its axis.

Make the sprite face to the right.

Move the sprite to the position where $\mathrm{X}=-100$ and $\mathrm{Y}=-100$.

The pen is on the stage and is ready to draw.
Make the sprite glide for 1 second to coordinates (100, -100). Wherever the sprite moves, the pen will draw a trail.
Make the sprite face up.
Make the sprite glide for 1 second to coordinates ( 100,100 ). Wherever the sprite moves, the pen will draw a trail. The pen is off the stage and cannot draw.

## Example 4-3: How to Draw a Square

Remember a good way to learn any programming language, including Scratch, is to look at the script and try to figure out what it does. Many of the blocks in Script $4-3$ will be familiar. Using the

block enables you to move the pen a desired distance without needing to figure out the specific coordinates.


## Script 4-3. Draw a square

The three first blocks of code of this script remove all previous marks from the stage and set the pen's size and color. The next two blocks face the sprite to the right and moves it to coordinates ( $-100,-100$ ). The

## pen down

 block means that the pen is ready to draw. Themove 200 steps block moves the sprite 200 pixels in the direction that it's facing. Because the pen is down, the pen will draw wherever the sprite moves. The next block pauses the script for 1 second. The
$\square$
point in direction 07 block faces the sprite up and the next block moves it 200 pixels up. After another 1-second pause, the sprite's direction is set to -90 degrees to face the sprite to the left and the sprite moves 200 pixels to the left. After another 1-second
point in direction $90^{\circ}$
wait and direction change, the sprite moves 200 pixels downward. The last block faces the sprite to the right again before the pen is lifted up, meaning that the sprite is done drawing.

Click the script to run it. In the previous chapter, Script 3-7 made the sprite move in a square pattern. This script uses a slightly different technique to make the sprite move in a square pattern, and because the

## pen down

block is used, the pen will draw wherever the sprite moves. Because the sprite moves in a square pattern, the pen draws a square (see Figure 4-4).


Figure 4-4. Result of Script 4-3

Table 4-3 lists the blocks and describes the actions used in this example.

Table 4-3. Code Blocks in How to Draw a Square

## Blocks

## Actions

Remove all marks previously made by the pen or stamp.

Set the pen size to 3 .

Set the pen color to 20 .

Make the sprite face to the right.

Move the sprite to coordinates (-100, -100).

The pen is on the stage and is ready to draw.

Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail.

Table 4-3. (continued)

| Blocks | Actions |
| :---: | :---: |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| point in direction 07 | Make the sprite face up. |
| move 200 steps | Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| point in direction -907 | Make the sprite face to the left. |
| move 200 steps | Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| wait 1 secs | The script waits 1 second. No actions are performed for 1 second. |
| point in direction 1807 | Make the sprite face down. |
| move 200 steps | Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| point in direction $90{ }^{\circ}$ | Make the sprite face to the right. |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-4: Same Square, Different Way

Remember that you can create multiple scripts in the same scripts area per project, but if you want to have one project for each script, you can go to the File menu and choose New to create a new project for your script. Script 4-4 produces the same result as Script 4-3, which is to draw a square, but it uses a

```
repeat 4
block like Script 3-7 did.
```

The actions that repeat in Script 4-3 are move the sprite, make the sprite face a certain direction, and wait 1 second. You'll snap the blocks for those three within the C block to repeat them, as shown in Script 4-4.


Script 4-4. Same square, different way

The three first blocks of code of this script remove all previous marks from the stage and set the pen's size and color. The next two block face the sprite to the right and move it to coordinates ( $-100,-100$ ). The

## pen down

 block means that the pen is ready to draw. Next is the
block that will repeat the blocks within it four times. The blocks within it move the sprite 200 pixels in the direction that it's facing, rotate the sprite 90 degrees counterclockwise, and pauses the script for 1 second. The last block stops the pen from drawing.

Notice how this script is shorter than Script 4-3, although they produce the same result, which is a square. Remember, if you have repeating actions in a script, try putting them in a repeat block to create a shorter and more efficient script.

Table 4-4 lists the blocks and describes the actions used in this example.

Table 4-4. Code Blocks in Same Square, Different Way

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| set pen size to 3 | Set the pen size to 3 . |
| set pen color to 20 | Set the pen color to 20. |
| point in direction 90 | Make the sprite face to the right. |
| (0) to $\mathrm{x}:-100 \mathrm{y}:-100$ | Move the sprite to coordinates (-100, -100). |
| n down | The pen is on the stage and is ready to draw. |
|  | Repeat the actions represented by the blocks within this block four times. |
| ove 200 steps | Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| turn $\rightleftharpoons 90$ degrees | Turn the sprite counterclockwise 90degrees. |
| it 1 | The script waits 1 second. No actions are performed for 1 second. |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-5: How to Draw a Triangle

Drawing a triangle uses the same concepts as drawing a square. The main differences are the number of steps and the angle of the direction change. Drag and snap together the blocks for Script 4-5 to see how it works.


Script 4-5. Draw a triangle

The three first blocks of code in this script remove all previous marks from the stage and set the pen's size and color. The next two blocks face the sprite to the right and move it to coordinates ( $-100,-100$ ). The pen down block means that wherever the sprite moves next, the pen will draw a trail.

## repeat 3

The
block repeats the action within it three times. Those actions are to move the sprite 300 pixels in the direction that it's facing, turn the sprite 120 degrees counterclockwise, and pause the script for 1 second. The pen will draw three lines, each one in a different direction (as shown in Figure 4-5). The last block tells the sprite that it is done drawing.


Figure 4-5. Result of Script 4-4

Remember, you can always change the size and color of the pen by simply changing the value in the blocks. Give it a try and see how the width and color of the lines change.

Table 4-5 lists the blocks and describes the actions used in this example.

Table 4-5. Code Blocks in How to Draw a Triangle

```
Blocks
```

Actions

Remove all marks previously made by the pen or stamp.

Set the pen size to 3 .

Set the pen color to 50.

Make the sprite face to the right.

Move the sprite to coordinates $(-100,-100)$.

The pen is on the stage and is ready to draw.

Repeat the actions represented by the blocks within this block three times.

Move the sprite 300 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail.

Turn the sprite counterclockwise 120 degrees.

The script waits 1 second. No actions are performed for 1 second.

The pen is off the stage and cannot draw.

## Example 4-6: How to Draw an Octagon

You have learned how to draw a line, a square, and triangle. By increasing the repeats to 8 and changing the turn angle to 45 degrees, you can draw an octagon by using the same technique.

In Script 4-6, the three first blocks of code again remove all previous marks from the stage and set the pen's size and color. The next two blocks face the sprite to the right and move it to coordinates ( $-50,-100$ ).

The actions repeats eight times: the sprite moves 100 pixels in the direction that it's facing, rotates 45 degrees counterclockwise, and pauses for 1 second. So the script draws a 100 -pixel line eight times with each line at a 45 -degree angle to the previous one. The last block of code stops the pen from drawing. Now, click the script to activate it and watch it draw an octagon (see Figure 4-6).


Script 4-6. Draw an octagon


Figure 4-6. Result of Script 4-6

If you change the number of steps that the sprite moves, you can make the octagon smaller or bigger. Remember, you can always change the pen size and color, as well.

Table 4-6 lists the blocks and describes the actions used in this example.

Table 4-6. Code Blocks in How to Draw an Octagon

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| set pen size to 6 | Set the pen size to 6 . |
| t pen color to 30 | Set the pen color to 30 . |
| point in direction 90 | Make the sprite face to the right. |
| go to $x:-50$ y: -100 | Move the sprite to coordinates (-50, -100). |
| pen down | The pen is on the stage and is ready to draw. |
| $\begin{array}{r} \text { eat } 8 \\ 3 \end{array}$ | Repeat the actions represented by the blocks within this block eight times. |
| ove 100 steps | Move the sprite 100 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| turn $\mapsto^{\square} 45$ degrees | Turn the sprite counterclockwise 45 degrees. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-7: How to Draw a Circle

Although it doesn't appear to have straight sides, you can draw a circle using the same technique as you did for a triangle, square, and octagon. Again, the key is in the number of repeats and the angle of the sprite's turn. A full circle is composed of 360 degrees. Therefore, if you change the pen's direction by 10 degrees 36 times, you'll draw a full circle $(36 \times 10=360)$. Drag and snap the blocks for Script $4-7$ to see how this works.


Script 4-7. Draw a circle

The first five blocks of code clear all previous marks from the stage, set the pen's color and size, move the sprite to its starting position of $(0,-100)$, and make the sprite face to the right. The next block pauses the
whole script for 1 second, and then the pen is readied to draw. The sequence of actions within it 36 times: move the sprite 20 pixels in the direction that it's facing, and then rotate the sprite 10 degrees counterclockwise. The last stops the pen from drawing anymore.

Click the script to activate it and watch Scratch draw a circle (see Figure 4-7).


Figure 4-7. Result of Script 4-7

Table 4-7 lists the blocks and describes the actions used in this example.

Table 4-7. Code Blocks in How to Draw a Circle
Blocks Actions
clear
set pen color to 10
set pen size to 3
go to $x: 0 y:-100$
point in direction $90{ }^{7}$
wait 1 secs

## Actions

Remove all marks previously made by the pen or stamp.

Set the pen color to 10 .

Set the pen size to 3 .

Move the sprite to coordinates $(0,-100)$.

Make the sprite face to the right.

The script waits 1 second. No actions are performed for 1 second.
(continued)

Table 4-7. (continued)

| Blocks | Actions |
| :--- | :--- |
| pen down | The pen is on the stage and is ready to draw. |
| meveat the actions represented by the blocks within this |  |
| block 36 times. |  |

## Example 4-8: Circle Art

Now that you have learned how to draw some basic shapes, it's time to create some art. Script 4-8 draws 24 circles of different colors by putting one C block inside another.


Script 4-8. Circle art

As you drag the blocks into place, you'll notice Script 4-8 starts with a familiar pattern. The first five blocks of code clear all previous marks from the stage, set the pen's color and size, move the sprite to its starting position of $(0,0)$, and make the sprite face to the right. The next block pauses the whole script for

1 second, and then the pen is readied to draw. The script then enters the first
 perform its sequence of instructions. Inside, the first the action is to change the pen color's value by 10 . The next block rotates the sprite 15 degrees counterclockwise. Then the script moves to the inner repeat

block, steps, then turn 10 degrees) 36 times before looping back to repeat the beginning of the sequence in the outer C block. So, each of the 24 times that it repeats the outer repeat block, Scratch changes the pen color, rotates the sprite, and then draws a circle using the inner repeat block's instructions. The last block, which is outside both repeating blocks, instructs the pen to stop drawing.

Click the script to see the beautiful art that it creates (see Figure 4-8). It will draw 24 circles, each with a different color and each starting at the same location $(0,0)$, but with the sprite facing a different direction because it rotates around its axis. If you don't see the sprite rotate on the stage, set its rotation style to all around.


Figure 4-8. Circle art

Table 4-8 lists the blocks and describes the actions used in this example.

Table 4-8. Code Blocks in Circle Art

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| set pen color to 10 | Set the pen color to 10. |
| set pen size to 3 | Set the pen size to 3 . |
| go to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to the center of the stage. |
| point in direction 90 | Make the sprite face to the right. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| pen down | The pen is on the stage and is ready to draw. |
| $\text { peat } 24$ | Repeat the actions represented by the blocks within this block 24 times. |
| 형 |  |
| ge pen color by 10 | Change the pen color by 10. |
| turn ${ }^{\circ} 15$ degrees | Turn the sprite counterclockwise 15 degrees. |
| $\text { repeat } 36$ | Repeat the actions represented by the blocks within this block 36 times. |
|  |  |
| $10 \text { steps }$ | Move the sprite 10 pixels in the direction that it's facing. Wherever the sprite moves the pen will draw a trail. |
| turn $ワ 10$ degrees | Turn the sprite counterclockwise 10 degrees. |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-9: Triangle Art

Using Script 4-8's same basic technique of a repeat block within a repeat block, you can create art with triangles. See if you can figure out what happens in Script 4-9 before creating and running it. Remember, the script sends instructions to the sprite, starting from the top to the bottom, and performs all the instructions and repeats of the inner repeat block before moving on to the next instruction in the outer repeat block.


## Script 4-9. Triangle art

The first five blocks of code clear all previous marks from the stage, set the pen's size and color, make the sprite face to the right, and move the sprite to its starting position of $(-100,-100)$. The next block readies the pen to draw. Next, the action moves into the outer repeat block. The first block inside is the start of the inner repeat block, so Scratch begins the instructions inside it and repeats them three times to draw the three sides of a triangle, pausing 0.2 seconds at the end of each sequence.

block, the script moves the sprite 100 pixels in the direction that it's facing, rotates the sprite 60 degrees counterclockwise, and changes the pen color. One repeat of the sequence of actions within the outer repeat block is then complete, so the script loops back to the start of the

## repeat 30

block until all 30 repeats are complete. When they are, the pen up block stops the pen from drawing.

So, this script draws a triangle 30 times, and each triangle will be in a different position and a different color. Why in a different position? Because at the end of each repeat, the script moves the sprite 100 pixels and rotates it 60 degrees counterclockwise before drawing a new triangle (see Figure 4-9).


Figure 4-9. Result of Script 4-9
Table 4-9 lists the blocks and describes the actions used in this example.

Table 4-9. Code Blocks in Triangle Art

| Blocks | Actions |
| :---: | :---: |
| dear | Remove all marks previously made by the pen or stamp. |
| et pen color to 10 | Set the pen color to 10 . |
| set pen color to 50 | Set the pen size to 50 . |
| oint in direction 90 \% | Make the sprite face to the right. |
| - to $\mathrm{x}:-100 \mathrm{y}:-100$ | Move the sprite to coordinates (-100, -100). |
| n down | The pen is on the stage and is ready to draw. |
|  | Repeat the actions represented by the blocks within this block 30 times. |
| $\text { repeat } 3$ | Repeat the actions represented by the blocks within this block three times. |
| move 200 steps | Move the sprite 200 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |

Table 4-9. (continued)

| Blocks | Actions |
| :--- | :--- |
| turn 120 degrees | Turn the sprite counterclockwise 120 degrees. |
| move 100 steps | The script waits 0.2 seconds. No actions are performed <br> for 0.2 seconds. <br> Move the sprite 100 pixels in the direction that it's facing. <br> Wherever the sprite moves, the pen will draw a trail. |
| turn 60 degrees Turn the sprite counterclockwise 60 degrees. |  |
| change pen color by 20 | Change the pen color by 20. |

## Example 4-10: Fill the Circle

Using a similar technique to Script 4-9, Script 4-10 draws a circle 23 times, but each time it changes the pen color and increases the pen size.


Script 4-10. Fill the circle

You should be very familiar with the first seven blocks of code from the previous scripts in this chapter. The first clears the stage by removing all marks made by the pen or stamp; the next two set the pen's color and size; the next pair move the sprite to $(0,-50)$ and face it to the right; the script pauses; and then the pen is made ready to draw. Now wherever the sprite moves, the pen will draw a trail.



Figure 4-10. Result of Script 4-10

Table 4-10 lists the blocks and describes the actions used in this example.

Table 4-10. Code Blocks in Fill the Circle

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| et pen color to 10 | Set the pen color to 10. |
| set pen size to 3 | Set the pen size to 3 . |
| go to $x: 0 \mathrm{y}$ : -50 | Move the sprite to coordinates ( $0,-50$ ). |
| point in direction $90{ }^{7}$ | Make the sprite face to the right. |
| $\text { iit } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| en down | The pen is on the stage and is ready to draw. |
|  | Repeat the actions represented by the blocks within this block 23 times. |
| $\text { speat } 36$ | Repeat the actions represented by the blocks within this block 36 times. |
| ㅇ) |  |
| e 10 steps | Move the sprite 10 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| turn ${ }^{\text {¢ }}$ ) 10 degrees | Turn the sprite counterclockwise 10 degrees. |
| change pen color by 5 | Change the pen color by 5 . |
| change pen size by 5 | Change the pen size by 5 . |
| pen up | The pen is off the stage and cannot draw. |

## Example 4-11: Color the Stage

Script 4-11 makes the sprite draw a line while moving from left to right on the stage. When the sprite reaches the edge of the stage, it bounces in the opposite direction from which it was traveling, moves up 10 pixels, changes the line color, and then repeats the actions. The result is a stage covered in different colored lines from left to right. The blocks you use should all be familiar. Before you check the script or Table 4-11, which blocks would you use and how would you arrange them?


Script 4-11. Color the stage

Script 4-11 starts with four familiar blocks of code. The first clears the stage by removing all marks made by the pen or stamp, the next two set the pen's color and size and color, and the next faces the sprite to the right. When you snap in the $\qquad$ block, be sure to choose left-right from the pull-down menu to restrict the sprite to face only left or right. The next two blocks move the sprite to the location with coordinates $(0,-100)$ and readies the pen to draw a trail wherever the sprite moves. The following repeat block repeats the sequence of instructions within it 100 times. The first action is to move the sprite 300 pixels in the direction that it's facing. The second block bounces the sprite back in the opposite direction from which it was traveling. The next block increases the pen's color number by 10 . The last block in the sequence increases the $Y$ coordinate by 10 pixels, and then the sequence loops back to the beginning of the repeat block and repeats. After 100 repeats, the action exits the repeat block and the last block of code at the bottom of the script disables the pen from drawing.

Click the script to activate it and watch the screen fill (see Figure 4-11).


Figure 4-11. esult of Script 4-11

Table 4-11 lists the blocks and describes the actions used in this example.

Table 4-11. Code Blocks in Color the Stage

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| set pen size to 20 | Set the pen size to 20. |
| set pen color to 50 | Set the pen color to 50. |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| set rotation style left-right | Set the rotation style of the sprite so that it can only turn left or right. |
| go to $\mathrm{x}: 0 \mathrm{y}$ : -100 | Move the sprite to coordinates ( $0,-100$ ). |
| pen down | The pen is on the stage and is ready to draw. |

Table 4-11. (continued)


## Example 4-12: Clone the Cat


#### Abstract

stamp In this example, you'll send the cat stamping around the stage-literally. The Pen category's block of code does the same as the $\quad$ (Duplicate) icon in the tool bar; it creates an exact copy of the sprite on the stage.

Drag and snap the indicated blocks to create Script 4-12. The first block clears the stage of all marks made by the pen or stamp. The next pair of blocks move the sprite to the location $(-150,0)$ and makes the $\qquad$ stamp sprite face to the right. The block creates a copy of the sprite. The next block pauses the script for 1 second, and then the copy moves 100 pixels in the direction that it's facing. The next three blocks stamp a copy of the sprite on the stage, pause the script for 1 second, and move the copy another 100 pixels in the stamp direction that it's facing. The next stamp block stamps another image of the sprite at that new location, the script pauses again for 1 second, and finally the last block moves the copy 100 pixels again in the direction that it's facing.


CHAPTER $4 \square$ MAKE THE CAT DRAW


Script 4-12. Clone the cat
Run the script. When it's done, you'll see four images of the sprite on the stage (see Figure 4-12).


Figure 4-12. Result of Script 4-12

You may also notice several sequences of repeated blocks in the script. How could you write this script more efficiently?
repeat 3
If you guessed using a
block to contain the stamp, wait, and then move the sequence of blocks, you were right! Remember, you can modify all the scripts shown in this book. Change the values in the blocks of code and modify them to your liking.

Table 4-12 lists the blocks and describes the actions used in this example.

Table 4-12. Code Blocks in Clone the Cat

| Blocks | Actions |
| :---: | :---: |
| clear | Remove all marks previously made by the pen or stamp. |
| go to $x$ : $-150 \mathrm{y}: 0$ | Move the sprite to coordinates (-150, 0 ). |
| point in direction 90 | Make the sprite face to the right. |
| stamp | Create an image of the sprite and stamp this image on the stage. |
| $\text { ait } 1$ | The script waits 1 second. No actions are performed for 1 second. |
| move 100 steps | Move the sprite 100 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| stamp | Create an image of the sprite and stamp this image on the stage. |
| wait 1 esecs | The script waits 1 second. No actions are performed for 1 second. |
| move 100 steps | Move the sprite 100 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |
| stamp | Create an image of the sprite and stamp this image on the stage. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| move 100 steps | Move the sprite 100 pixels in the direction that it's facing. Wherever the sprite moves, the pen will draw a trail. |

## Summary

With each chapter, you learn more about Scratch. In this chapter, you learned about the Pen blocks of code and tried creating several example scripts that make use of Pen blocks. As well as reinforcing lessons from previous chapters, the scripts taught you several new techniques, like how to draw and change the pen size and color.

The next chapter focuses on the Looks blocks of code. These blocks change the appearance of the sprite, and you'll learn several different techniques.

## Exercises

1. Create a script that draws a blue pentagon. (It will help to remember that a pentagon has five sides and its five angles add up to 360 degrees.)

Pentagon:

2. Create a script that draws three squares of equal size, but each in a different color, side by side, on the stage.

Three squares side by side:


The answers to the exercises are available in Chapter 13.

## CHAPTER 5

## The Playful Cat

By now, you and the cat sprite have been through a lot. You have learned how to move it in various ways and make it draw all kinds of shapes and patterns. In this chapter, you'll learn to give it a new look with costumes and effects, as well as a little personality with speech and thought bubbles. The blocks you need for this are in the Looks category. These purple blocks control the way the sprite looks. After investigating what each of the blocks in this category does, you can put them to work in several examples to better learn how to use them.

## Looks Blocks

The blocks in the Looks category allow you to change the size of the sprite, apply graphic effects to the sprite, change the sprite's costume, and create speech and thought bubbles for the sprite. Like all the other blocks categories, the Looks category can be found in the block palette (see Figure 5-1).

CHAPTER 5 - THE PLAYFUL CAT


Figure 5-1. Looks blocks

Four blocks in the Looks category enable your sprites to speak and think-or at least add speech and
thought bubbles for your sprite on the stage. The
say Hello! for 2 secs bubble filled with the specified text that stays on the stage for a specified number of seconds. This

## Hello!

example displays a
 speech bubble around the text that you supply, but its bubble remains on the stage until another speech or thought block is activated or until the script is manually stopped. If your sprite is more of a thinker than think Hmm... for 2 secs
a talker, you can use the
block to create a thought bubble filled with the think Hmm... block creates a similar thought specified text that stays on stage for the specified time. The

## Hmm...

bubble with the specified text,
. The bubble stays on the stage until another speech or thought block is activated or until the script is manually stopped.
 block has no effect. If a sprite is already respectively. If a sprite is already visible, then the hide
hidden, show in the Sprites info pane (see Figure 5-2).


Figure 5-2. Sprites info pane

## switch costume to costume2 * <br> switch costume to costumer *

The block changes the active sprite's costume to one you choose from the pull-down menu. You can see what your choices look like in the Costumes tab. In this example, the active sprite will change to its costume called costume2. The next costume block changes the active sprite to the next costume available for it in the Costumes tab. You can use this block to sequentially cycle through all the costumes available for a sprite. To help you keep track of which costume is visible, you can use the costume * block. When you select this reporter block by clicking in the box in front of it, a window opens on the stage to display the current costume number of change color * effect by 25 the sprite. The block applies the chosen graphical effect to the sprite by the specified amount. The graphic effects available in the pull-down menu are color, fisheye, whirl, pixelate, mosaic, brightness, and ghost. If you need to return the active sprite to its original state,

```
clear graphic effects clear graphic effects
```

use the block to reset all the graphic effects on the sprite.

You can also adjust the size of your sprite from the Looks category. The
change size by 10 block changes the size of the sprite by the percentage that you specify. Setting the block to 0 does not change the size of the sprite. Setting it to an amount less than 0 shrinks the sprite, and an amount greater than 0 increases the size of the sprite. In the preceding example, the percentage is set to 10 . This means that $10 \%$ will be added to the current size of the sprite; so if the current size of the sprite is $100 \%$, adding $10 \%$ to it will result in a size of $110 \%$. If the percentage was set to -50 , this means that $50 \%$ would be subtracted from the current size of the sprite. If you prefer, you can resize your sprite using a specific
set size to $100 \%$ percentage with the block. The default size of the sprite is $100 \%$. A setting of less than $100 \%$ shrinks the size of the sprite, whereas a setting greater than $100 \%$ increases the size of the sprite. To keep track of your active sprite's size, use the size reporter block. When you select this block, a window appears on the stage that shows the current size of the sprite.

## Examples

Next, try the Looks blocks in action by creating some scripts. These scripts will help you practice creating speech bubbles, applying graphical effects to the sprite, and more. Remember that to create scripts, you need to drag the blocks from the block palette and drop them in the scripts area. You can always modify the scripts in the examples by changing the values in the blocks.

## Example 5-1: Meet the Cat

Let's start with something easy and add some speech bubbles for the cat. You'll find the blocks that you need for Script 5-1 in the Control, Motion, and Looks categories.


Script 5-1. Meet the cat

The first block of code is a trigger; when a user clicks the green flag above the stage, the script activates. The next block moves the sprite to the middle of the stage. The third block creates a speech bubble for the sprite that lasts 2 seconds. The speech bubble displays the Hello! text. The last block of code creates a speech bubble that also lasts for 2 seconds and contains the text My name is Cat the Sprite.

After you have created this script, click the green flag to chat with the cat.
Table 5-1 lists the blocks and describes the actions used in this example.

Table 5-1. Code Blocks in Meet the Cat

| Blocks | Actions |
| :--- | :--- |
| go to $\mathbf{x}: \mathbf{0} \mathbf{y}: 0$ | Clicking the green flag activates the script. The green <br> flag is the trigger to start the script running. |
| say Hello! for 2 secs | Move the sprite to the position where $\mathrm{X}=0$ and <br> $\mathrm{Y}=0$. |
| say My name is Cat the Sprite for 2 secs | The sprite gets a speech bubble that displays Hello! <br> for 2 seconds | | The sprite gets a speech bubble that displays My |
| :--- |
| name is Cat the Sprite for 2 seconds. |

## Example 5-2: Think

Thought bubbles work just like speech bubbles, as you can see in Script 5-2.


Script 5-2. Think

The first block of code starts the script running when the green flag is clicked. The second block of code moves the sprite to the center of the stage at coordinates $(0,0)$. The last block of code creates a thought bubble for the sprite that displays Are you thinking what I'm thinking? and lasts for 2 seconds.

Click the green flag to run the script and produce the thought bubble (see Figure 5-3).


Figure 5-3. Result of Script 5-2

Table 5-2 lists the blocks and describes the actions used in this example.

Table 5-2. Code Blocks in Think

| Blocks | Actions |
| :--- | :--- |
| go to $\mathbf{x}: 0 \mathrm{y}: 0$ | Clicking the green flag activates the <br> script. The green flag is the trigger to <br> start the script running. |
| think Are you thinking what I'm thinking? for 2 secs | Move the sprite to the position <br> where $\mathrm{X}=0$ and $\mathrm{Y}=0$. | | The sprite gets a speech bubble that |
| :--- |
| displays Are you thinking what I'm |
| thinking? for 2 seconds. |

## Example 5-3: Color Change

This example introduces three new blocks: a trigger from the Events category and two effects-related blocks from the Looks category.

The trigger block in Script 5-3 requires the user to click the sprite to activate the script. The clear graphic effects block acts like an eraser for effects: it resets the sprite to its original state and removes any graphic effects that may have been applied to the sprite. If no graphic effects were applied, nothing happens. The last block of code changes the color of the sprite by the specified amount, in this case 25 . So basically, what this script does is change the color of the sprite once (see Figure 5-4). If you'd like to try a different effect, you can choose it from the block's pull-down menu, or change the value to see a different color.


Script 5-3. Color change


Figure 5-4. Result of Script 5-3

Table 5-3 lists the blocks and describes the actions used in this example.

Table 5-3. Code Blocks in Color Change
Blocks Actions

clear graphic effects

## Actions

The script starts running by clicking the sprite. Clicking the sprite is the trigger that activates the script.

Reset all graphic effects on the sprite. It will return the sprite to its original state (before any graphic effects were applied to it).

## change color ${ }^{*}$ effect by 25

## Example 5-4: Colorful Sprite

Have you already figured out what this Script 5-4 does? The addition of a repeat block enables the effect from Script 5-3 to repeat. In addition, this example demonstrates yet another way to start the script.


## Script 5-4. Colorful sprite

The first block of code is a trigger block that starts the script running when the user presses the space
bar. The second block resets all graphic effects applied to the sprite. Next is the
 is found in the Control blocks category. This repeat block repeats the sequence of actions within it forever; you must stop the script manually. The sequence of actions within the repeat block is as follows: change the color of the sprite by 25 and pause the script by 0.2 seconds. The script continues looping through these actions until the user clicks the red button icon (next to the green flag) above the stage.

Table 5-4 lists the blocks and describes the actions used in this example.

Table 5-4. Code Blocks in Colorful Sprite

| Blocks | Actions |
| :---: | :---: |
| $\text { when space }{ }^{*} \text { key pressed }$ | The script starts running by clicking the space bar. Clicking the space bar is the trigger that activates the script. |
| dear graphic effects | Reset all graphic effects on the sprite. It will return the sprite to its original state (before any graphic effects were applied to it). |
|  | The actions within the forever block will be repeated forever or until the script is stopped manually. |
| change color * effect by 25 | Change the color of the sprite by the amount of 25 . |
| wait 0.2 secs | The script waits 0.2 seconds. No actions are performed for 0.2 seconds. |

## Example 5-5: Hide and Show

You can easily make your sprite appear on and disappear from the stage. All you need is a few familiar blocks and Script 5-5.


Script 5-5. Hide and show

The first block of code resets all graphic effects that were applied to the sprite previously. The next block of code will move the sprite to the center of the stage. The C block then repeats the sequence of actions within it 10 times. The first block within that sequence is the block, which makes the sprite disappear from the stage. The next block stops the script for 1 second. The block then makes the sprite appear on the stage. The next block will make the script stop for 1 second, and then the sequence loops. So, Script 5-6 moves the sprite to the center of the stage and then makes the sprite disappear and reappear 10 times.

If you'd like to make your sprite disappear and then reappear in a new position, try adding a

show
block in your repeat loop.
Table 5-5 lists the blocks and describes the actions used in this example.

Table 5-5. Code Blocks in Hide and Show

| Blocks | Actions |
| :---: | :---: |
| dear graphic effects | Reset all graphic effects on the sprite. It will return the sprite to its original state before any graphic effects were applied to it. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage. |
|  | Repeat the actions represented by the blocks within this block 10 times. |
| hide | Make the sprite disappear from the stage. |
| wait 11 secs | The script waits 1 second. No actions are performed for 1 second. |
| show | Make the sprite appear on the stage. |
| wait 1 eecs | The script waits 1 second. No actions are performed for 1 second. |

## Example 5-6: Pixelate

Let's try a different effect and repeat it.
The first block of Script 5-7 makes the sprite appear on the stage if it was hidden. The next block resets all graphic effects that were applied to the sprite. If no graphic effects were applied to the sprite, nothing happens. The script then pauses for 1 second before entering the repeat block, which repeats the action within it five times. It contains a single block, which applies the pixelate graphic effect by the amount of 15 . Remember, you can change this number and see how it affects the sprite.


Script 5-6. Pixelate

Click the script to activate it and watch how it performs (see Figure 5-5).


Figure 5-5. Result of Script 5-6

Table 5-6 lists the blocks and describes the actions used in this example.

Table 5-6. Code Blocks in Pixelate

| Blocks | Actions |
| :--- | :--- |
| show | Make the sprite appear on the stage. <br> Rear graphic effects all graphic effects on the sprite. It will return the <br> sprite to its original state before any graphic effects were <br> applied to it. <br> The script waits 1 second. No actions are performed <br> for 1 second. <br> Repeat the actions represented by the blocks within this <br> block five times. |
| 1 | Apply the pixelate effect to the sprite by the amount of 15. |

## Example 5-7: Change Costume

In this example, the sprite will change its costume 10 times in a row. This will give the illusion of the cat moving its legs and walking in place. Give it a try.

Script 5-7 begins by resetting all graphic effects that were applied previously to the sprite, and then
 actions within it 10 times. The first action of the sequence is to change the costume of the sprite to the sprite's next available costume in the Costumes tab. The script keeps cycling through all the costumes available. So if the last costume is used, it will go back to the first one and start all over again. The last block of code in the sequence stops the script for 1 second, and then the action loops back to the start of the sequence.


Script 5-7. Change costume

Table 5-7 lists the blocks and describes the actions used in this example.
Table 5-7. Code Blocks in Change Costume

| Blocks | Actions |
| :---: | :---: |
| dear graphic effects | Reset all graphic effects on the sprite. It will return the sprite to its original state before any graphic effects were applied to it. |
| go to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage. |
|  | Repeat the actions represented by the blocks within this block 10 times. |
| next costume | Change the sprite to the next costume in the costumes tab. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |

## Example 5-8: Grow and Shrink

This example doubles the size of the sprite and decreases the size back to the default size as it loops


Script 5-8 starts by moving the sprite to the center of the stage, if it's not there already. The next block of code sets the size of the sprite to $100 \%$, which is the default size. The third block then resets all graphic effects that were applied to the sprite. The action then reaches the C block, which will repeat the sequence of actions within it 10 times. The first action in the sequence is to change the size of the sprite by 100 . Because the size of the sprite was 100 , adding another 100 to it doubles the sprite's size. The sequence pauses for 1 second, and then the next block changes the size of the sprite by -100 . Because the size of the sprite was previously 200 , subtracting 100 from it brings the size back to 100 (the default size). The last block in the sequence stops the script again for 1 second, after which the action loops back to the start of the sequence. The sprite grows and shrinks 10 times.


Script 5-8. Grow and shrink

Table 5-8 lists the blocks and describes the actions used in this example.

Table 5-8. Code Blocks in Grow and Shrink

| Blocks | Actions |
| :---: | :---: |
| go to $x: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage. |
| et size to $100 \%$ | Set the sprite to its default size. |
| clear graphic effects | Reset all graphic effects on the sprite. It will return the sprite to its original state before any graphic effects were applied to it. |
| repeat 10 | Repeat the actions represented by the blocks within this block 10 times. |
| change size by 100 | Double the default size of the sprite. |
| ait 1 secs | The script waits 1 second. No actions are performed for 1 second. |
| change size by -100 | Shrink the sprite to half its size. |
| wait 11 secs | The script waits 1 second. No actions are performed for 1 second. |

## Example 5-9: Shrink and Grow

Script 5-9 is almost the same as the previous example, except that it decreases the size of the sprite first and then increases it. This script also shows another way to change the size of the sprite. In programming, often there is more than one way to achieve the same result.


Script 5-9. Shrink and grow

The script activates when the user clicks the green flag and the sprite moves to the center of the stage. If the sprite is already at the center of the stage, nothing happens. The second block sets the size of the sprite to
$100 \%$ (the default size). Next is a times. The first block in the sequence sets the size of the sprite to $50 \%$, which is half its default size. The sequence pauses for 1 second, and then the next block sets the size of the sprite back to its original size ( $100 \%$ ). After another pause of 1 second, the sequence repeats.

When you run the script, the sprite shrinks to half its original size and then grows back to its original size 10 times before the script stops.

Table 5-9 lists the blocks and describes the actions used in this example.

Table 5-9. Code Blocks in Shrink and Grow
Blocks Actions

set size to $100 \%$

## repeat 10

\#)
set size to $50 \%$
wait 1 secs
set size to 100 \%
wait 1 secs

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage.

Set the sprite to its default size.

Repeat the actions represented by the blocks within this block 10 times.

Shrink the sprite to half its size.

The script waits 1 second. No actions are performed for 1 second.

Reset the sprite to its default size.

The script waits 1 second. No actions are performed for 1 second.

## Example 5-10: Move and Grow

Have you already figured out what Script 5-10 does? It builds on the concepts in Script 5-9, increasing the size of the sprite as it moves.


Script 5-10. Move and grow

The first block is the trigger that starts the script running when the user clicks the green flag. The next block moves the sprite to the coordinates $(-220,0)$, which is to the left on the stage area along the $X$ axis. The next pair of code blocks makes the sprite face to the right and sets the size of the sprite to $100 \%$. The

block repeats the sequence of actions within it 35 times. The first block in that sequence moves the sprite 10 pixels in the direction it's facing, which is to the right. The next block in the sequence increases the sprite's size by 5 , and then the action loops back to the start of the sequence.

Script 5-10 increases the size of the sprite as it moves from left to the right across the stage, which gives the illusion of the sprite traveling from distance and coming nearer. This technique is handy if you want a 3D effect in your Scratch project.

Table 5-10 lists the blocks and describes the actions used in this example.

Table 5-10. Code Blocks in Move and Grow

## Blocks


go to $x:-220 y: 0$
point in direction 907
set size to $100 \%$

## repeat 35

5) 

## move 10 steps

change size by 5

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=-220$ and $\mathrm{Y}=0$, which is the center of the stage.
Make the sprite face to the right.

Set the sprite to its default size.

Repeat the actions represented by the blocks within this block 35 times.

Move the sprite 10 pixels in the direction it's facing.

Increase the sprite by $5 \%$.

## Example 5-11: A Short Story

Here's where you put together all that you've learned so far. Script 5-11 is one long script that tells a short story. The cat starts going for a walk, but then changes its mind and goes for a run. At the end, the sprite stops and says that it's tired. Don't let the length of this example intimidate you-give it a try!


Script 5-11. A short story

The first block activates the script when the user clicks the green flag. The next pair of blocks moves the sprite to the center of the stage and makes the sprite face to the right. The fourth block sets the rotation style of the sprite to left-right, meaning the sprite will be able to face left or right only. The next block sets the size of the sprite to $100 \%$, which is its default size. The next block changes the sprite's costume to costumel. The say Let's go for a walk for 2 seas block creates a speech bubble for the sprite that

## repeat 100

displays Let's go for a walk. Next, the block repeats the sequence of actions within it 100 times. The sequence of actions begins by moving the sprite 10 pixels in the direction that it's facing, changing the sprite to its next costume. The action pauses for 0.2 seconds. The last block within the sequence block makes the sprite bounce and travel in the opposite direction, if it reaches the edge of the


#### Abstract

think We better run! for 2 secs stage. After 100 repeats of this sequence, the block creates a thought repeat 200  bubble for the sprite that displays We better run! The next block, - - repeats the sequence of actions within it 200 times. That sequence moves the sprite 10 pixels in the direction that it's facing, changes the sprite to its next costume, stops the script for 0.001 seconds, and finally instructs the sprite to bounce and travel in the opposite direction if it hits the edge of the stage, and then the sequence repeats. The last block in this script creates a speech bubble for the sprite that displays I'm tired!

This example shows how you can combine techniques from previous examples to tell a story. Experiment with this script, modify it to your liking, and create your own story. Table 5-11 lists the blocks and describes the actions used in this example.


Table 5-11. Code Blocks in a Short Story


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage.

Make the sprite face to the right.

Set the rotation style of the sprite, so it can only turn left or right.

Set the sprite to its default size.

Switch the sprite to the costume called costumel.

The sprite gets a speech bubble that displays Let's go for a walk for 2 seconds.

Repeat the actions represented by the blocks within this block 100 times.

Move the sprite 10 pixels in the direction that it's facing.

Change the sprite to the next costume in the costumes tab.

The script waits 0.2 seconds. No actions are performed for 0.2 seconds.

Table 5-11. (continued)

| Blocks | Actions |
| :---: | :---: |
| If on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |
| think We better run! for 2 secs | The sprite gets a thought bubble that displays We better run! for 2 seconds. |
| $\text { peat } 200$ | Repeat the actions represented by the blocks within this block 200 times. |
| t) |  |
| nove 10 steps | Move the sprite 10 pixels in the direction that it's facing. |
| next costume | Change the sprite to the next costume in the Costumes tab. |
| ait 0.001 secs | The script waits 0.001 seconds. No actions are performed for 0.001 seconds. |
| on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |
| I'm tired! for 2 secs | The sprite gets a speech bubble that displays I'm tired! for 2 seconds. |

## Summary

You've a come a long way, but there are still exciting things ahead. In this chapter, you learned how to change the look of the sprite and how to add graphic effects to it. You have also learned how to create speech and thought bubbles for the sprite and change its costume, resulting in the illusion that the sprite is moving.

The next chapter focuses on the Sound block category. These blocks add sound to your Scratch project. After that chapter, you start the second part of this book. The second part of this book puts together all the basic concepts that you have learned and creates more advanced and complex scripts.

## Exercises

1. Select the Avery Walking sprite. Create a script that makes the sprite walk across the stage, back and forth. Change its costume while moving and activate the script when the space bar is pressed.
2. Select any sprite. Apply the Brightness effect. Apply the Ghost effect to make the sprite disappear. At the end, make the sprite show up again.

The answers to the exercises are available in Chapter 13.

## CHAPTER 6

## $\square \square \square$

## The Noisy Cat

In the last chapter, you learned how to add speech bubbles for your sprite, but the cat was still silent. That's about to change. In this chapter, you'll learn about the blocks in the Sound category, which enable you to add sound to your Scratch scripts. Combining the blocks in this category, you can add sound effects to your projects. You can create a song by playing different musical instruments and playing specific music notes. You can even record custom sounds to add dialog that helps tell a story in your Scratch project.

This chapter starts with an explanation of how to add sound to a Scratch project. You can upload a sound, add a sound from the Scratch library, or record a sound. Once sound is added to your project, you'll want to play it. For that, you need the Sound blocks. After a tour of the Sound category's blocks, we'll go through some script examples that show these Sound blocks in action.

## Choosing and Recording Sounds

Scratch enables you to add sounds to your project in three ways. You can select a sound from the Scratch library, you can record your own sound, or you can upload a sound file. To do any of these, you first need to click the Sounds tab (see Figure 6-1). By default, the meow sound is selected from the library (see Figure 6-2). At the bottom of the sound thumbnail, you see how long the sound lasts. In the case of the meow sound file, it lasts 00:00:84 seconds.


Figure 6-1. Sounds tab


Figure 6-2. The meow sound is selected by default

To hear it, or any sound file in the Sounds tab, select the sound file's thumbnail to display the sound's waveform on the right side of the Sounds tab. Below it, you will find Play, Stop, and Record icons (see Figure 6-3). Click Play to hear the sound. In this same area, you can change the name of the sound file by clicking in the text field at the top, as well as edit and apply effects to the sound with the pull-down menus.


Figure 6-3. Sound controls and the selected sound's soundwave

The icons below New sound enable you to add sound files in three ways (see Figure 6-4). To select a sound from the library, simply click the icon. To record a sound, click the icon. To upload a sound file, click the icon.

## New sound:

## 1f年雪

Figure 6-4. New sound icons

When you click the
 icon, the Sound Library (see Figure 6-5) opens, displaying all the sound files that you can choose. To add a sound file to your script, all you need to do is select the file and click $\mathbf{O K}$. The sound file will appear in the Sounds tab. You can also preview each sound file before adding it to your project by clicking the icon belonging to the sound file in the Sound Library.

## Sound Library



Figure 6-5. Sound Library

You can also create your own sound file by recording a sound. To do so, first click the icon. When you do, Scratch adds a sound file called recording1 to the Sounds tab (see Figure 6-6). The waveform window to the right is empty because the recordingl file doesn't yet contain any sound (see Figure 6-7). To
add some, click the icon and record your sound using your computer's microphone. You can always rename the file to something more descriptive using the text field on the top-right side. In Figure 6-8's example, I recorded a sound and renamed it to Boo.


Figure 6-6. recording1


Figure 6-7. Empty sound file


Figure 6-8. Boo recorded sound

To upload an existing sound file to your Scratch project, click the icon. A window opens where you can select the sound file. Navigate to where you have the sound file saved and click Open. Keep in mind that Scratch can only read WAV and MP3 sound files.

## Sound Blocks

The blocks in the Sound category control sounds in a Scratch project (see Figure 6-9). Not only can you control the sound files that were added to the project, but you can also play several different musical instruments and music notes. You can adjust the tempo and the sound volume, as well.


Figure 6-9. Sound blocks

Two blocks enable you to play the sounds loaded in your Sounds tab. The
 block plays the sound that you select from the pull-down menu. In this example, it plays the meow sound. If you have multiple sounds added to your project that are displayed in the Sounds tab, you can use the pull-down menu in the block to select another sound. The $\qquad$ block also plays the sound file that you choose from the pull-down menu. Unlike with the previous block, with this one, Scratch will not execute the next block of code until it has finished playing the sound. For example, if you want a sprite representing a car to move while an engine noise plays, you might choose the play sound block, but you'd choose the play sound until done block if you don't want the car to move until the door
slam noise completes. To silence all of your sounds, use the script to stop playing all sounds.

Several of the code blocks work together to enable you to play music. All music is based on a tempo, so

block to set the you need to set one for your Scratch music too. You use the
tempo, which is the number of beats per minute that can occur. In this example, there are 60 beats in a minute, so 1 beat is 1 second long. The more beats you have per minute, the shorter the beat. The fewer the beats per minute, the longer the beat lasts. You can later adjust the tempo to be faster or slower with the

## change tempo by 20

block. Specifying a positive number speeds the tempo with more beats per minute (bpm), and a negative number slows the tempo with fewer beats. In the previous example, 20 beats
tempo block holds the value of the tempo will be added to the current value for the tempo or bpm. The block holds the value of the temp
in case you lose track. Select the box in front of this block in the blocks palette to display the current tempo in a monitor window on the stage.

In addition to your tempo, you must also choose an instrument to play your music with the

## set instrument to $1^{7}$

block. There are 21 musical instruments that you can choose from. Each number corresponds to a musical instrument. Click the pull-down menu to display the list of musical instruments and see which number corresponds to which musical instrument. In the previous example, 1 corresponds to piano. To instruct the specified instrument to play a note, use the

## play note 60 for 0.5 beats

block to specify a note and a number of beats for which to play it. Each number corresponds to a note. Clicking the pull-down menu displays a keyboard and the music note corresponding to a number. In this example, 60 corresponds to the middle $\mathbf{C}$ note. If you need
$\qquad$
play drum i $^{*}$ for 0.25 beats
drums, use the block for the drum number you chose from the pull-down menu and enter the specified number of beats. There are 18 types of percussion instruments that you can choose from. Clicking the pull-down menu displays the list and the instrument that belongs to the specific number. In this example, 1 belongs to snare drum.
 pauses the script and does not play any sound for the specified number of beats.

Finally, you can set and change the volume of your music and other sounds. decreases the volume and a positive number increases it. A value of 0 does not change the volume.
The volume block holds the value of the sound volume. Select the box in front of it in the blocks palette to display a monitor on the stage.

## Examples

So far, you have learned the theory of how to add sound to a Scratch project. Now it's time to listen to what happens when you combine the blocks into scripts. The following examples will give you some practice with the sound blocks in action.

## Example 6-1: Meow

Giving your sprite a voice is simple, as you can see in Script 6-1.


Script 6-1. Meow
 block from the from the Events category, and then drag the
Drag the
play sound meow *
block from the Sound category and snap them together. Finally, choose meow from the play sound block's drop-down menu. When the user clicks the green flag, the next block will play the specified meow sound.

Table 6-1 lists the blocks and describes the actions used in this example.

Table 6-1. Code Blocks in Meow

| Blocks | Actions |
| :--- | :--- |
| play sound meow 7 | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |

## Example 6-2: Say Meow

If you combine a speech bubble with a sound, everyone will know who is talking. You just need to add one extra block of code to Example 6-1's script.


## Script 6-2. Say Meow

When the user clicks the green flag, the script activates. The next block plays the meow sound. The last block creates a speech bubble for the cat, which displays Meow for 2 seconds.

Table 6-2 lists the blocks and describes the actions used in this example.

Table 6-2. Code Blocks in Say Meow

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| Play sound meow $\quad$ | Play meow sound. |
| Meow for 2 secs | The sprite gets a speech bubble that says Meow for 2 seconds. |

## Example 6-3: Play Sound Until Done

To better understand the difference between the play sound meow ${ }^{\sim}$ until done
block used in this example, create Script 6-3 and observe what happens when you click the green flag to run it.


## Script 6-3. Play until done

The play sound meow * until done block plays the entire meow sound before executing any blocks after it. Create the script and click the green flag to run it.

Did you notice the difference between this script and the previous one? Script 6-2 starts playing the meow sound and displays the speech bubble immediately before the sound has finished playing. Script 6-3 plays the sound all the way to the end and then displays the speech bubble only after the sound has finished playing.

Table 6-3 lists the blocks and describes the actions used in this example.

Table 6-3. Code Blocks in Play Sound until Done

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| play sound meow ~ until done | Play the meow sound until done and then move to the next block. |
| say Meow for 2 secs | The sprite gets a speech bubble that says Meow for 2 seconds. |

## Example 6-4: Change Volume

By adding a

block, you can extend a sound by repeating it. As you can see in Script 6-4, this script uses the pop sound. Before creating the script, remember to select the pop sound in the library and add play sound pop * it to the Sounds tab, so that it will be available from the $\qquad$ block's pull-down menu. If you don't select a sound from the library first, it will not be available in the block's pull-down menu.


Script 6-4. Change volume

After the user clicks the green flag, the script starts in silence, because the repeat 20
specifies $0 \%$ volume. The block is set to repeat the sequence of actions within it 20 times. The first action in the sequence increases the volume by the specified amount ( $5 \%$ ). The next block plays the selected sound (pop), the script pauses for 1 second, and then the sequence of actions within the C block repeat. Because each time through the sequence the volume increases by $5 \%, 20$ repeats increases the volume to $100 \%$ by the end of the script.

Table 6-4 lists the blocks and describes the actions used in this example.

Table 6-4. Code Blocks in Change Volume

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| set volume to $0 \%$ | Turn the volume all the way down. |
|  | Repeat the actions represented by the blocks within this block 20 times. |
| change volume by 5 | Increase the volume by $5 \%$. |
| play sound pop ${ }^{\text {F }}$ | Play the pop sound. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |

## Example 6-5: Let's Waltz

This script plays the rhythm of a waltz. By experimenting with the different instruments, tempo, and beats, you can create your own rhythms and songs.

Script 6-5 starts running when the user clicks the green flag. The next block sets the tempo to 100 beats per minute. The next block will repeat the sequence of actions within it 10 times. The first action in the sequence plays the bass drum (drum number 2) for 0.25 beats. After a silent pause of 0.25 beats, the next two blocks in the sequence play the open hi-hat (drum number 5) for 0.5 beats each.


Script 6-5. Waltz

Run the script and listen. Sounds like a waltz rhythm, doesn't it?
Table 6-5 lists the blocks and describes the actions used in this example.

Table 6-5. Code Blocks in Let's Waltz


## Example 6-6: Change Tempo

Script 6-6 shows how changing the tempo while running a script affects the sound.


Script 6-6. Change tempo

Script 6-6 starts when the user clicks the green flag. The next block sets the tempo to 20 beats per
minute. The repeat 50 block then repeats the sequence of actions within it 50 times. The first block in the sequence plays the snare drum (drum number 1) for 0.25 beats, and then the bass drum (drum number 2) plays for 0.25 beats. The third block in the sequence makes the script stop playing any sound for 0.25 beats. The last block in the sequence increases the tempo by 10 beats per minute. So, each repeat through the loop increases the tempo.

Table 6-6 lists the blocks and describes the actions used in this example.

Table 6-6. Code Blocks in Change Tempo

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| set tempo to 20 bpm | Set the tempo to 20 beats per minute. |
|  | Repeat the actions represented by the blocks within this block 50 times. |
| play drum 1v for 0.25 beats | Play snare drum for 0.25 beats. |
| play drum $2^{7}$ for 0.25 beats | Play bass drum for 0.25 beats. |
| rest for 0.25 beats | Don't play anything for 0.25 beats. |
| change tempo by 10 | Increase the tempo by 10 beats per minute. |

## Example 6-7: Nursery Rhyme

This example demonstrates how you can create songs with Sound blocks. In fact, it's a lot like playing a musical instrument. In Script 6-7, you'll play part of the "Frère Jacques" ("Brother John") nursery rhyme with Scratch's vibraphone.


## Script 6-7. Nursery rhyme

The script begins when the user clicks the green flag. The next block sets the volume to $100 \%$, which is all the way up. If it's too loud, you can lower the volume by setting a smaller number in the block. The next
block sets the musical instrument to the vibraphone (instrument number 14). The first
 block then repeats the sequence of actions within it twice. Specifically, each time through the loop, the notes $C, D, E$, and then $C$ play for 0.5 beats each in sequence. The second repeat block then also repeats the sequence of actions that it contains twice, playing the notes $\mathrm{E}, \mathrm{F}$, and G for 0.5 beats each.

After you run the script, try changing the instrument to see how it affects the sound. Or, if you're musically inclined, try scripting a different tune. Maybe the cat would enjoy "Three Blind Mice".

Table 6-7 lists the blocks and describes the actions used in this example.

Table 6-7. Code Blocks in Nursery Rhyme

## Blocks


set volume to $100 \%$
set instrument to $16^{7}$
repreat 2

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Turn the volume all the way up.

Select vibraphone as the instrument.

Repeat the actions represented by the blocks within this block 2 times.

Table 6-7. (continued)

```
Blocks
play note 60% for 0.5 beats
play note 62% for 0.5 beats
play note 64% for 0.5 beats
play note 60% for 0.5 beats
```


## Actions

Play the middle C note for 0.5 beats.

Play the D note for 0.5 beats.
Play the E note for 0.5 beats.

Play the middle C note for 0.5 beats.
Repeat the actions represented by the blocks within this block 2 times.

Play the E note for 0.5 beats.
Play the F note for 0.5 beats.

Play the G note for 0.5 beats.

Don't play anything for 0.5 beats.

## Example 6-8: The Marching Cat

It's time to combine several of the techniques you've learned-movement, costume changes, and sound into a more complete story. In this example, you'll make the cat march back and forth across the stage to the accompaniment of drums playing at varying volumes.

Script 6-8 activates when the user clicks the green flag. After a Sound block sets the volume to $100 \%$, two Motion blocks make the sprite face to the right and set the rotation style so that the sprite can face left or
right only. The two repeats the sequence of actions within it 100 times. The first block within the sequence makes the sprite move 5 steps in the direction that it's facing. The sprite changes to its next costume, and then the snare drum (drum number 1) plays for 0.25 beats. The script pauses for 0.2 seconds, and then the volume decreases by $1 \%$. The final block in the sequence checks if the sprite has reached the edge of the stage and bounces it back in the opposite direction, if necessary. The action then loops back to the first block in the sequence.


Script 6-8. Marching cat

After the final repeat of the first C block, the script moves to the second
 repeat the sequence of actions within it 100 times. The first block in its sequence moves the sprite 5 steps in the direction that it's facing. The next block changes the sprite to its next costume. Next, the bass drum (drum number 2) plays for 0.25 beats, and then the script pauses for 0.2 seconds. The next block increases the volume by $1 \%$ and the last block in the loop makes sure that if the sprite reaches the edge of the stage, it bounces back in the opposite direction.

Table 6-8 lists the blocks and describes the actions used in this example.

Table 6-8. Code Blocks in the Marching Cat

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| set volume to 100 \% | Turn the volume all the way up. |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| set rotation style left-right | Set the rotation style of the sprite so that it can only face left or right. |
|  | Repeat the actions represented by the blocks within this block 100 times. |
| 2) |  |
| move (5 steps | Move the sprite 5 pixels in the direction that it's facing. |
| next costume | Change the sprite to the next costume in the Costumes tab. |
| play drum ( ${ }^{\text {V }}$ for 0.25 beats | Play snare drum for 0.25 beats. |
| $\text { wait } 0.2 \mathrm{secs}$ | The script waits 0.2 seconds. No actions are performed for 0.2 seconds. |
| change volurne by -1 | Decrease volume by $1 \%$. |
| if on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |
| $\text { repeat } 100$ | Repeat the actions represented by the blocks within this block 100 times. |
| move (5 steps | Move the sprite 5 pixels in the direction that it's facing. |
| next costume | Change the sprite to the next costume in the Costumes tab. |
| play drum $2^{*}$ for 0.25 beats | Play bass drum for 0.25 beats. |
| $\text { wait } 0.2 \text { secs }$ | The script waits 0.2 seconds. No actions are performed for 0.2 seconds. |
| change volume by 1 | Increase volume by 1\%. |
| if on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |

## Example 6-9: Playing Drums

Script 6-9 simulates playing drums. This script is almost the same as Scripts 6-5 and 6-6, but it shows another variation of a drum sequence. Remember that you can adjust it to your liking, so you play your own drum sequence.


## Script 6-9. Playing drums

The script starts running when the user clicks the green flag. The first
 block repeats the sequence of actions within it 3 times. The block in the sequence is to play the snare drum (drum number 1 ) for 1 beat. After a rest in which nothing plays for 0.25 beats, the third block in the sequence plays the snare drum again for 1 beat. After another silent rest for 0.25 beats, the bass drum (drum number 2) plays for 0.25 beats. The last block in the sequence pauses the script for 1 second.

When all three repeats are complete, the script moves to the second
 repeats the actions within it 2 times. The first block in the sequence plays the crash cymbal (drum number 4) for 1 beat. The next block pauses the script for 0.5 seconds. The last block in this repeating loop plays the crash cymbal again for 1 beat.

Go ahead. Create the script and run it.
Table 6-9 lists the blocks and describes the actions used in this example.

Table 6-9. Code Blocks in Playing Drums

| Blocks | The bass drum |
| :--- | :--- |
| play dren | Clicking the green flag activates the <br> script. The green flag is the triger to <br> start the script running. |
| Repeat the actions represented by the |  |
| blocks within this block 3 times. |  |

## Example 6-10: Galloping Horse

Are you ready to tell another story? In this example, you'll make a horse gallop across the stage to the sound of hoof beats, and then stop, rear, and neigh in the middle of the stage. It may sound complicated, but scripting these actions in Scratch is easier than instructing a real horse to do them.

Before creating Script 6-10, make sure that you have all the elements that you need. Add the Horsel sprite from the Sprite Library (see Figure 6-11). This sprite consists of two costumes, which will be displayed in the Costumes tab (see Figure 6-12). You can delete any other sprite from the stage. Also, add the horse gallop and horse sounds from the Sound Library to the Sounds tab.


Script 6-10. Galloping horse

The script starts running when the user clicks the green flag. The next pair of blocks makes the horse face to the right, and then rotate 10 degrees clockwise. The fourth block switches the costume to horsel-a. The next block sets the rotation style to all around, so the horse is able to turn around its axis. The next block moves the horse to the position $(-160,0)$. The next block plays the sound horse gallop.

## repeat 8

The
block then repeats the sequence of actions within it 8 times. The sequence moves the horse 20 steps in the direction that it's facing, switches the sprite to the horsel-b costume, pauses the script for 0.2 seconds, switches the sprite to the horsel-a costume, and then pauses the script for 0.2 seconds again.

block sequence, the next block switches the sprite to
turn 20 degrees block then rotates the horse 20 degrees the horsel-b costume. The counterclockwise and the final block in the script plays the horse sound (see Figure 6-10).


Figure 6-10. The Horse1 sprite in the Sprite Library

CHAPTER 6 THE NOISY CAT
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Figure 6-11. The Costumes tab


Figure 6-12. Result of Script 6-10

Table 6-10 lists the blocks and describes the actions used in this example.

Table 6-10. Code Blocks in Galloping Horse

| Blocks | Actions |
| :---: | :---: |
| when cticked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| point in direction $90^{*}$ | Make the sprite face to the right. |
| turn (* 10 degrees | Turn the sprite clockwise 10 degrees. |
| switch costume to horse1-a | Switch the sprite to the horsel-a costume. |
| set rotation style all around * | Set the rotation style of the sprite so that it can rotate all around its axis. |
| go to $\mathrm{x}:-160 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=-160$ and $\mathrm{Y}=0$. |

(continued)

Table 6-10. (continued)


## Actions

Repeat the actions represented by the blocks within this block 8 times.

Move the sprite 20 pixels in the direction that it's facing.

Switch the sprite to the horsel-b costume.

The script waits 0.2 seconds. No actions are performed for 0.2 seconds.

Switch the sprite to the horse1-a costume.

The script waits 0.2 seconds. No actions are performed for 0.2 seconds.

Switch the sprite to the horsel-b costume.

Turn the sprite counterclockwise 20 degrees.

Play the horse sound.

## Summary

In this chapter, you learned how to add sound to a Scratch project and to control sound in a Scratch project. You now have all the basic knowledge to create some cool projects in Scratch. You know how to add sprites and backdrops. You know how to move the sprite and change its appearance, create speech and thought bubbles, and add sound to a project. Before you move on, try creating some stories of your own using other sounds and sprites. Have some fun!

This chapter completes the first part of this book, which taught you basic Scratch knowledge. The next chapter starts the second part of the book, which covers advanced concepts that are also used in high-level computer programming languages.

## Exercises

1. Create a script to play the sound called bird. Set the volume at $100 \%$ and each time you play the sound decrease the volume by $10 \%$ until the sound level is 0 .
2. Create a script and set the instrument to piano. Play notes $C, D$, and E. Set the instrument to cello and play the notes E, D, and C.

The answers to the exercises are available in Chapter 13.

## PART II

## Becoming a Programmer

## CHAPTER 7

## Advanced Concepts

Now that you've mastered the basics of the Scratch programming language, you're ready to tackle some more advanced concepts. In this chapter, you will investigate how to work with user input, with control blocks that enable your project to take different actions depending on circumstances, with Boolean blocks that evaluate whether conditions are true or false, and with operator blocks that manipulate values. Along the way, you'll learn some important concepts that are common to all high-level programming languages, but are still as simple to use as dragging and snapping blocks in Scratch. Your first step is to take a closer look at the blocks in the Control, Sensing, and Operators categories in the block palette.

## Control Blocks

Blocks in the Control category (see Figure 7-1) literally control the flow of the action within your scripts by looping repetitively through a sequence of instructions, or by evaluating and reacting to conditions, or by pausing or stopping the action entirely.
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Figure 7-1. Control blocks

You're already very familiar with three blocks housed here: the

block, which repeats the sequence of actions within it a specified number of times to create what is called a loop in
 forever, or until the script is stopped manually; and the 1 for the specified time. Those blocks, however, are only the beginning of the programming power and flexibility that the Control category offers.

When combined with Boolean blocks, several more Control blocks add flexibility to your scripts, enabling you to issue instructions based on specific conditions. As you remember from Chapter 3, Boolean blocks evaluate conditions and then report them as either true or false. Because you can snap Boolean blocks inside Control blocks, you can then tell your script to take an action when a certain condition is met. For example, the wait until block pauses the script until the Boolean block that you snap into it reports its condition as true. So, instead of waiting a specific number of seconds, you can use this block to wait until the mouse is clicked, a value is entered, or a timer reaches a certain value. Similarly, the

block continues repeating the sequence of actions within it until the Boolean block that you snap into it reports its condition as true. This type of loop is called a while loop in traditional programming language, because it repeats while a specific condition exists.

Sometimes you might want to perform a different action depending on the circumstances in your script. For instance, if a user answers "yes" to a question, then you would want to take a different action than if the answer is "no," or you might want the pen to draw only when the user holds down the mouse button. To react to circumstances this way, you need what is called a conditional statement or an If/Then statement in


block evaluates as true, then this C block executes the instructions (or sequence of instructions) within it. If the condition is false, the script skips to the block immediately after the

C block and executes it. The

block works in a similar way. If the Boolean block that you snap into it reports its condition as true, then the sequence of instructions in the first part of the block execute. If the condition is false, the script ignores the first sequence of blocks and executes the second sequence of instructions within the block after the word else.

The last block in the Control category, the stop $\sqrt{\text { all }}$ block, stops scripts in a project from executing any instructions. You can use the pull down menu to select all scripts in a project (as in the example) or just one particular script.

## Sensing Blocks

The Sensing category (see Figure 7-2) contains a combination of Boolean blocks and reporter blocks that help you sense and evaluate what the user of your script and your sprites are doing. Many of these blocks snap into, or embed, in the various Control or Operators blocks, enabling your script to take action depending on their value or condition.


Figure 7-2. Sensing blocks

The four Boolean blocks all evaluate a condition that you specify, and then return a value of either true or false to the block they're embedded into. For example, the touching $\sqrt{\sim}$ ? block evaluates whether the sprite touches the item that you choose from the pull-down menu: the mouse-pointer, the edge of the stage, or another sprite. The touching color ${ }^{\text {? }}$ ? block returns a value of true if the sprite is touching the specified color. You select the color by clicking in the color box in the block and then clicking the desired color anywhere in the Scratch interface. The key $\sqrt{\text { space * pressed? }}$ block checks if the specified key is pressed. You can select which key to test for, by using the pull down menu. The last Boolean block,

## mouse down? , checks if the primary mouse button is held down.

The Sensing category also contains six reporter blocks that store information about the mouse position, sprite position, user input, and more. You can then embed these blocks into to other blocks to pass on that information for evaluation and action. For instance, the mouse $x$ and mouse $y$ blocks, respectively, hold the mouse-pointer's current X and $Y$ coordinates on the stage. Using its two pull-down menus, you can set the $\overline{X \text { position } *}$ of Sprite1 ${ }^{\top}$ block to hold the value of a specified sprite's $X$ or $Y$ coordinate, direction, or custom name, among other choices. This timer block holds the timer value. The timer starts
reset timer running from 0.0 as soon as Scratch is launched and increases by 1 every second; the block sets the timer value back to 0.0. The username block holds the username of the user who is logged on to Scratch. Finally, a pair of blocks enable you to ask the user a question, and then store the answer. The ask What's your name? and wait
block asks the question that you type in its text field, opens an input
window on the stage, and waits for the user's input. Scratch then saves the user's input in the answer block.

## Operators Blocks

The blocks in the Operators category (see Figure 7-3) do just what their name implies: Perform operations on the values supplied to them. Sometimes the operations are mathematical, then the block reports the resulting value. Other blocks are Boolean blocks that report whether the indicated operation produced a true or false result. Operators blocks all embed into others blocks, which then take action based on the values they report.
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Figure 7-3. Operators blocks

Several blocks in this category perform math then report the result. For instance, the $\mathrm{O}+\mathrm{O}$ block adds the two values that you supply, the block subtracts two values, and the block divides two values. The mod block reports the remainder when the first value is divided by the second specified value. For example, when 7 is divided by 3, a remainder of 1 is reported.

The round block rounds the specified number to the nearest integer. Decimals that are 0.5 or higher are rounded up. Decimals that 0.5 or less are rounded down, so if you enter 5.3, this block reports 5 .
sart * of 9
block reports the result of the selected operation on the specified value. The default is the square root operation, but clicking the pull-down menu displays other mathematical operation choices. In the previous example, the block will report the square root of 9 , which is 3 . Finally, the
pick random (1) to 10 block picks a random value between the two specified numbers and reports the result.

A second group of blocks in the Operators category perform Boolean comparisons and return a value of true or false. For instance, $\square<\square$ determines whether the first value is smaller than the second value. If it is, the block reports true, otherwise it reports false. The $\square>\square$ block does the opposite, determining whether the first value is larger than the second value. The
block reports true if the two values are equal. Two blocks, $\square$ and $\square$ and enable you to combine and evaluate two Boolean blocks, then return true or false. Both embedded blocks on each side of the and block need to return true for the condition represented by this block to be true. If one returns false, then this block returns false. For example, on the left side, you use $3<4$, and on the right side, you use $1<3$. Both of these Boolean blocks evaluate to true because 3 is less than 4 and 1 is less than 3. Because both sides are true, the and $\square$ block evaluates to true. Only one side of the block needs to be true, however, for this block to report true. For example, on the left side you use $3<4$, and on the right side, you use $5<3$. The left Boolean block evaluates to true because 3 is less than 4, but the right Boolean block evaluates to false, because 5 is less than 3. Because only one side needs to be true, the still evaluates to true. The not $\quad$ block returns the opposite of the result returned by the block embedded within it. If the block embedded within


The final three blocks in the Operators category work with text. The ioin hello world block joins the two values that you specify in the block and reports the result. This example returns hello world. The

## letter 1 of world

block reports the character in the specified position in the supplied text. The value can consist of text, number, symbol, or even a space. In the previous example, it reports $w$, which is the first letter of the supplied word, world. The hength of world block reports how many characters the specified value contains.

## Examples

Keeping track of three new categories of blocks is a challenge, but trying some examples that put them to use will help. These example scripts are more dynamic than the ones from previous chapters. You'll practice making scripts that interact with the user, check a password, draw with the mouse-pointer, and produce different results depending on the condition that's evaluated.

## Example 7-1: What's Your Name?

This example uses Sensing blocks to gather and report on information the user enters. Specifically, the script first asks the user to enter his or her name, then the script displays that name in a speech bubble. When asked for user input (see Figure 7-4), enter a name and press the Enter key on your keyboard.


## Script 7-1. What's your name?

Script 7-1 starts running when the user clicks the green flag. The next block creates a speech bubble that displays What's your name?, opens a user input field, and waits for the user's input (see Figure 7-4). The next block creates a speech bubble that displays $H i$ for 1 second. To create the last block, snap the
 the Sensing block into the Sound block. Now, the embedded block reports the reader's answer to the
 2 seconds.


Figure 7-4. User input

Table 7-1 lists the blocks and describes the actions used in this example.
Table 7-1. Code Blocks in What's Your Name?

| Blocks | Actions |
| :--- | :--- |
| when | Clicking the green flag activates the script. The green flag is <br> the trigger to start the script running. |
| Sas Hi for 1 secs | The sprite gets a speech bubble that displays What's your <br> name?, opens a user input field, and waits for user input. <br> The sprite gets a speech bubble that displays Hi for 1 second. |
| answer wait | The sprite gets a speech bubble that displays the specified <br> text for 2 seconds. <br> Holds the current user input value. |

## Example 7-2: What's The Correct Answer?

When you combine a C block conditional statement, a sensing block, and an operator, you can produce sophisticated actions with ease. To demonstrate, this script asks the user an easy math question (see Figure 7-5), and then stores and evaluates the answer. If the user answers correctly, then script will display some text in a speech bubble. If the answer is wrong, the script stops running. Although this particular math question is simple, the underlying technique is one that you can use often in your scripts.


Script 7-2. Correct answer

Script 7-2 starts running when the user clicks the green flag. The next three blocks move the sprite to the center of the stage, set the sprite to its default size, and makes the sprite face to the right. The next block creates a speech bubble that displays What's the sum of 2 plus 2?, opens a user input field, and waits for the user's input. The C block is a conditional statement that checks if the user's input is equal to 4 . If the condition is true, the script will execute the sequence of actions within the C block. If the condition is false, the script stops running. To create this conditional statement, first drag the blocks to the scripts area and embed the user input block answer in the left field of the $\square=4$ block, and then type 4 in its right
 . Block in the scripts area. The first block within
field. Next, drag the operator block into the conditional statement creates a speech bubble that displays Very good. You have the correct answer for 2 seconds. The last block also creates a speech bubble for the sprite and displays The correct answer is 4 for 2 seconds.


Figure 7-5. Enter correct answer

Table 7-2 lists the blocks and describes the actions used in this example.

Table 7-2. Code Blocks in What's the Correct Answer?


answer

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage.

Set the sprite to its default size.

Make the sprite face to the right.

The sprite gets a speech bubble that displays What's the sum of 2 plus 2?, opens a user input field, and waits for user input.
Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block.

If the value on the left side is equal to 4 , then this condition is true; otherwise, the condition is false.

Hold and report the current user input value.

The sprite gets a speech bubble that displays Very good. You have the correct answer for 2 seconds.

The sprite gets a speech bubble that displays The correct answer is 4 for 2 seconds.

## Example 7-3: Please Try Again

In Example 7-2, you created an If/Then conditional statement. This time, try the
 If/Then/Else conditional statement to control the action in your script based on user input. The script asks the user an easy math question, and then displays a different set of speech bubbles, depending on whether the user answers correctly or incorrectly.


Script 7-3. Please try again

Script 7-3 starts running when the user clicks the green flag. The next three blocks move the sprite to the center of the stage, set the sprite to its default size, and makes the sprite face to the right. The next block creates a speech bubble that displays What's the sum of 2 plus 2?, opens a user input field, and waits for the user's input. The next block is a conditional statement that checks if the user's input is equal to 4 . If the
condition is true, the script will execute the first sequence of actions within the
 block (the Then sequence). The first block in the Then sequence creates a speech bubble that displays Very good. You have the correct answer for 2 seconds. The second block also creates a speech bubble for the sprite and displays The correct answer is 4 for 2 seconds. If the condition is false, the script executes the second sequence of blocks contained after the word else. The first block in the Else sequence creates a speech bubble that displays Sorry, wrong answer for 2 seconds. The second block in the sequence creates a speech bubble that displays Please try again for 2 seconds.

Table 7-3 lists the blocks and describes the actions used in this example.

Table 7-3. Code Blocks in Please Try Again

ask What's the sum of 2 plus 2 ? and wait


## answer

## say Very good. You have the correct answer for 2 secs

say The correct answer is 4 for 2 secs
say Sorry, wrong answer for 2 secs
say Please try again for 2 secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage.

Set the sprite to its default size.

Make the sprite face to the right.

The sprite gets a speech bubble that displays What's the sum of 2 plus 2 ?, opens a user input field and waits for user input.
Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block.

If the value on the left side is equal to 4 , then this condition is true; otherwise, the condition is false.
Hold and report the current user input value.

The sprite gets a speech bubble that displays Very good. You have the correct answer for 2 seconds.

The sprite gets a speech bubble that displays The correct answer is 4 for 2 seconds.

The sprite gets a speech bubble that displays Sorry, wrong answer for 2 seconds.

The sprite gets a speech bubble that displays Please try again for 2 seconds.

## Example 7-4: Enter Correct Password

Script 7-4 uses the same technique as you used in the previous example, but this time it evaluates a text answer from the user instead of a number. The script asks the user to enter the correct password. If the user enters abracadabra, the script will display some text in a speech bubble, announcing that the answer is right and You may enter. If the answers is wrong, the script will also display some text announcing that the answer is wrong and to please try again.


Script 7-4. Correct Password

The first four blocks of Script 7-4 are similar to the previous script. The script starts running when the user clicks the green flag. The next three blocks move the sprite to the center of the stage, set the sprite to its default size, and make the sprite face to the right. The next block creates a speech bubble that displays Please enter the correct password. It also opens a user input field and waits for the user's input. The next block is an If/Then/Else conditional statement that checks if the user's input is equal to the word abracadabra. If the condition is true, the script will execute the Then sequence (the next block within the C block). In this case, it is one block that creates a speech bubble that displays You may enter for 2 seconds. If the condition is false, the script executes the two blocks after the word else. The first block of the pair creates a speech bubble that displays Wrong password for 2 seconds. The second creates a speech bubble that displays Please try again for 2 seconds.

Table 7-4 lists the blocks and describes the actions used in this example.

Table 7-4. Code Blocks in Enter the Correct Password

| Blocks | Actions |
| :---: | :---: |
| when $P$ dicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=$ 0 , which is the center of the stage. |
| set size to $100 \%$ | Set the sprite to its default size. |
| point in direction 907 | Make the sprite face to the right. |
| ask Please enter the correct password and wait | The sprite gets a speech bubble that displays Please enter the correct password, opens a user input field, and waits for user input. |
| $\square$ | Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block. |
| = abracadabra | If the value on the left side is equal to abracadabra, then this condition is true; otherwise, the condition is false. |
| answer | Hold and report the current user input value. |
| y You may enter for 2 secs | The sprite gets a speech bubble that says You may enter for 2 seconds. |
| say Wrong password for 2 secs | The sprite gets a speech bubble that says Wrong password for 2 seconds. |
| say Please try again for 2 secs | The sprite gets a speech bubble that says Please try again for 2 seconds. |

## Example 7-5: Triangle or Square

Remember, trying to figure out what the script does before you create and run it is a good way to learn and understand the blocks and techniques the script uses. Study Script 7-5 for a moment. What do you think it does? Do any of the techniques look familiar from past chapters? They should!

Script 7-5 asks the user whether to draw a triangle or a square. Based on the user's answer, either a triangle or a square is drawn using the repeating $C$ block technique that you learned in Chapter 4.


Script 7-5. Triangle or square

Script 7-5 starts running when the user clicks the green flag. The second block of code clears the stage of any marks made by the pen or stamp. The third block sets the pen color, and the next block changes the pen size. The next block moves the sprite to the coordinates, $(-100,-100)$. The next block makes the sprite face to the right. The next block sets the sprite to half of its default size, and the block after that creates a speech bubble for the sprite and displays the text Please enter triangle or square for 2 seconds. The next block creates
a speech bubble with the text Do you want me to draw a triangle or a square?, opens a user input field, and
 next block is an If/Then/Else conditional statement. If the user input stored in the answer block is equal to triangle, then the condition is true the script executes the Then sequence of actions (in the top half
of the
 block. The sequence draws a triangle using a C block that repeats the sequence of actions within it 3 times: Move the sprite 200 pixels in the direction that it's facing to draw with the pen for 200 pixels, rotates the sprite 120 degrees counterclockwise, and then pauses for 1 second.

If the answer block is not equal to triangle, the condition is false and the Else sequence of actions repeat 4
are executed. The first one is a

block that repeats the sequence of actions within it 4 times: Move the sprite 100 pixels in the direction that it's facing, rotate the sprite 90 degrees counterclockwise, and then pause for 1 second.

The last block of this script is

## pen up

 pen will not draw.Table 7-5 lists the blocks and describes the actions used in this example.

Table 7-5. Code Blocks in Triangle or Square

| Blocks | Actions |
| :--- | :--- |
| when dicked | Clicking the green flag activates the script. The green <br> flag is the trigger to start the script running. |
| set pen color to | Remove all marks previously made by the pen or <br> stamp. <br> Set the pen color to lime color. |
| change pen size by 2 | Change the pen size to 2. |
| go to $\mathrm{x}:-100 \mathrm{y}:-100$ | Move the sprite to coordinates $(\mathrm{X}=-100, \mathrm{Y}=-100)$. |
| point in direction $90 \geqslant$ | Sake the sprite face to the right. |
| set size to $50 \%$ |  |

Table 7-5. (continued)

| Blocks | Actions |
| :---: | :---: |
| say Please enter: triangle or square for 2 secs | The sprite gets a speech bubble that displays Please enter: triangle or square for 2 seconds. |
| pen down | The pen is on the stage and is ready to draw. |
|  | Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block. |
| $=\text { triangle }$ | If the value on the left side is equal to triangle, then this condition is true; otherwise, the condition is false. |
| answer | Hold and report the current user input value. |
| $\text { repeat } 3$ | Repeat the actions represented by the blocks within this block three times. |
| move 200 steps | Move the sprite 200 pixels in the direction that it's facing. |
| turn 9120 degrees | Turn the sprite counterclockwise 120 degrees. |
| wait 1 | The script waits 1 second. No actions are performed for 1 second. |
| $\text { repeat } 4$ | Repeat the actions represented by the blocks within this block four times. |
| -5) |  |
| ove 100 steps | Move the sprite 100 pixels in the direction that it's facing. |
| turn 90 degrees | Turn the sprite counterclockwise 90 degrees. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| en up | The pen is off the stage and cannot draw. |

## Example 7-6: Secret Mission

This example puts the

blocks to work in a script that prompts the user to enter a password, tests it, then gives the user as many tries as needed to enter the correct password.


Script 7-6. Secret mission

Script 7-6 also starts running when the user clicks the green flag. The next two blocks both create two-second speech bubbles. First Please enter the secret code is displayed and then to receive the secret mission. Next, the C block repeats the sequence of actions within it until its condition is true, meaning the user input stored in answer is equal to monkey. The first block in the sequence creates a speech bubble containing What's the secret code?, opens a user input field, and waits for the user's input. The next block is
an If/Then conditional statement that also checks whether $\square$ is equal to monkey. If the condition is true, then the first block within the If/Then conditional statement C block will display a speech bubble with You entered: for 1 second. The next block also creates a speech bubble that displays the user input for 2 seconds. The next block creates a third speech bubble with You're allowed to receive the secret mission now for 2 seconds. The last block within this sequence stops all scripts in this project from running.

 execute, displaying three consecutive speech bubble that contain Wrong code, You entered, the current user input, and Please try again, and then the loop repeats. The technique shown in this script can be used any time that you need to test user input for a specific answer.

Table 7-6 lists the blocks and describes the actions used in this example.
Table 7-6. Code Blocks in Secret Mission

| Actions |
| :--- | | Clicking the green flag |
| :--- |
| activates the script. The green |
| flag is the trigger to start the |
| script running. |
| The sprite gets a speech |
| bubble that displays Please |
| enter the secret code for 2 |
| seconds. |
| The sprite gets a speech |
| bubble that displays to receive |
| the secret mission for |
| 2 seconds. |

Table 7-6. (continued)

say You're allowed to receive the secret mission now for 2 secs

## Actions

Hold and report the current user input value.
The sprite gets a speech bubble that displays You entered: for 1 second.

The sprite gets a speech bubble that displays the specified text for 2 seconds.

Hold and report the current user input value.
The sprite gets a speech bubble that displays You're allowed to receive the secret mission now for 2 seconds.

Stop all scripts in this project.
The sprite gets a speech bubble that displays Wrong code. You entered: for 2 seconds.

The sprite gets a speech bubble that displays the specified text for 1 second.
Hold and report the current user input value.

The sprite gets a speech bubble that displays Please try again for 1 second.

## Example 7-7: Touching the Edge?

## if on edge, bounce

You've used the block before, but in this example, you're going to script a version of it yourself using your new conditional statement skills.

Script 7-7 starts running when the user clicks the green flag. The next four blocks set the rotation style of the sprite to left-right, move the sprite to the center of the stage, make the sprite face to the right, and set the sprite to its default size. Next is a C block that executes the sequence of actions within it forever. The first three blocks in the sequence move the sprite 5 pixels in the direction that it's facing, change the sprite's costume, and pause the script for 0.2 seconds. Next, there is an If/Then conditional statement that evaluates whether the sprite is touching the edge of the stage. If it is (a true result), then the sprite rotates 180 degrees counterclockwise. If the sprite isn't touching an edge (a false result), the action loops back to the


Script 7-7. Touching the edge

The movement and costume changes give the illusion as if the sprite is walking. If the sprite hits the edge of the stage, the If/Then conditional statement turns the sprite and moves it in the opposite direction, just like the
if on edge, bounce
Table 7-7 lists the blocks and describes the actions used in this example.

Table 7-7. Code Blocks in Touching the Edge?

| Blocks | Actions |
| :---: | :---: |
| when ${ }^{\text {drs }}$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| set rotation style left-right * | Set the rotation style of the sprite so that it can only face left or right. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage. |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| set size to $100 \%$ | Set the sprite to its default size. |
| forever | Repeat all the instructions/blocks within this block forever. |
| move (5) steps | Move the sprite 5 pixels in the direction that it's facing. |
| next costume | Change the sprite to the next costume in the Costumes tab. |
| wait 0.2 sers | The script waits 0.2 seconds. No actions are performed for 0.2 seconds. |
|  | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| touching edge ? ? | Checks if the sprite is touching the edge of the stage. If it is, then this condition is set to true. |
| turn $ワ 180$ degrees | Turn the sprite counterclockwise 180 degrees. |

## Example 7-8: Key Pressed?

Have you already figured out what Script 7-8 does? This example checks whether the space bar is pressed. Every time the space bar is pressed, the script plays a sound and creates a speech bubble with text. Try it out.


Script 7-8. Key pressed
The script starts running when the user clicks the green flag. The next two blocks make the sprite face to the right and move the sprite to the center of the stage. The next block is a C block that loops through the sequence of actions within it forever. That sequence is an If/Then conditional statement that first evaluates whether the space bar is pressed. If it is (a true result), then the laugh-male1 sound plays and a Hihihi, again! speech bubble displays for 2 seconds. If the space bar is not pressed, the action loops back to check for another key press.

Table 7-8 lists the blocks and describes the actions used in this example.
Table 7-8. Code Blocks in Key Pressed?

| Blocks | Actions |
| :---: | :---: |
| when prs clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| print in direction $90^{\circ}$ | Make the sprite face to the right. |
| go to $x: 0 \mathrm{y}: 0$ | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage. |
| forever | Repeat all the instructions/blocks within this block forever. |
| then | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| key space * pressed? | Check if the space bar is clicked. If it is, then this condition is set to true. |
| play sound laugh-male1 * | Play the sound laugh-malel. |
| say Hihihi, again! for 2 secs | The sprite gets a speech bubble that displays Hihihi, again! for 2 seconds. |

## Example 7-9: Current Time

This example creates some speech bubbles that display the user's name, the current hour, and the current minute, along with other text, to demonstrate two of the reporter blocks in the Sensing category.


## Script 7-9. Current time

Script 7-9 starts running when the user clicks the green flag. The next block creates a speech bubble that displays Hello! for 1 second. The next block creates a speech bubble and displays the username of the user who is logged into Scratch for 2 seconds. The next pair of blocks create a speech bubble that displays The current time is followed by a speech bubble that displays the current hour. The next pair of blocks create speech bubbles that display hours and then and. The last two blocks create speech bubbles that display the current minute and minutes for 2 seconds.

Table 7-9 lists the blocks and describes the actions used in this example.

Table 7-9. Code Blocks in Current Time

| Blocks | Actions |
| :--- | :--- |
| when dicked | Clicking the green flag activates the script. The green flag is <br> the trigger to start the script running. |
| Hello! for 1 secs | The sprite gets a speech bubble that displays Hello! for <br> 1 seconds. |
| username The sprite gets a speech bubble that displays the specified <br> text or value for 2 seconds.  <br> Hold and report the username of the user who has logged  <br> in Scratch.  |  |

Table 7-9. (continued)


## Actions

The sprite gets a speech bubble that displays The current time is for 2 seconds.

The sprite gets a speech bubble that displays the specified text or value for 1 second.

Hold and report the current hour.

The sprite gets a speech bubble that displays hours for 2 seconds.

The sprite gets a speech bubble that displays and for 1 seconds.

The sprite gets a speech bubble that displays the specified text or value for 1 second.

Hold and report the current minute.

The sprite gets a speech bubble that displays minutes for 2 seconds.

## Example 7-10: Mouse Coordinates

This example demonstrates how to provide the current X and Y coordinates of the mouse to the code blocks, and then display them on the screen in the stage area.


## Script 7-10. Mouse coordinates

Script 7-10 also starts running when the user clicks the green flag. The second block creates a speech bubble that displays The current X-coordinate of the mouse in the stage is for 2 seconds. The third block also creates a speech bubble and displays the current $X$ coordinate of the mouse on the stage. The last two blocks do the same for the $Y$ coordinate of the mouse on the stage.

You can use this technique whenever you need to report or evaluate the X and Y coordinates. For example, you can use monse $x$, monse $y$, or both blocks in a Boolean block to create a condition and make a decision whether the condition is true or false. For example, if you need to test whether the mouse is in a certain area of the stage, you could evaluate if the $X$ coordinate is greater than 50 ; for example, by using the mouse $x$ block in a Boolean block.

Table 7-10 lists the blocks and describes the actions used in this example.

Table 7-10. Code Blocks in Mouse Coordinates
Blocks Actions

say The current X -coordinate of the mouse in the stage is for 2 secs

## say $\square$ for 2 secs

## mouse $x$

## say The current Y -coordinate of the mouse in stage is for 2 secs

## say $\quad$ for 2 secs

## mouse $y$

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays The current $X$-coordinate of the mouse in the stage is for 2 seconds.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Hold and report the mouse-pointer current X coordinate on the stage.
The sprite gets a speech bubble that displays The current $Y$-coordinate of the mouse in stage is for 2 seconds.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Hold and report the mouse-pointer current $Y$ coordinate on the stage.

## Example 7-11: Let's Do Some Math

This example demonstrates several mathematical blocks from the Operators category, providing the answers to their equations as input for say |  | for 2 | secs |
| :--- | :--- | :--- |



Script 7-11. Some math

Script 7-11 starts running when the user clicks the green flag. The second block of code clears the stage, removing any marks made by the pen or stamp. This block is not necessary, but it makes sure you start with a clean stage. The next pair of block create a speech bubble that displays 2 plus 2 is equal to: for 2 seconds, then create a speech bubble that displays the result of the operator block. Remember, you need to drag and embed the
 into the text field of the say for 2 secs block to provide the result of one as the input to the other. The next three pairs of blocks create a speech bubble that introduce and display the answers for simple multiplication, subtraction, and division questions using the respective operator blocks:


Table 7-11 lists the blocks and describes the actions used in this example.

Table 7-1 1. Code Blocks in Let's Do Some Math

| Blocks | Actions |
| :---: | :---: |
| when $f$ dicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| dear | Remove all marks previously made by the pen or stamp. |
| say 2 plus 2 is equal to: for 2 secs | The sprite gets a speech bubble that displays 2 plus 2 is equal to: for 2 seconds. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| (2) 2 | Add two values ( $2+2$ ) and report the result. |
| $\text { say } 2 \text { times } 2 \text { is equal to: for } 2 \text { secs }$ | The sprite gets a speech bubble that displays 2 times 2 is equal to: for 2 seconds. |
| $\text { say } \square \text { for } 2 \text { secs }$ | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| (2) 2 | Multiply two values (2 * 2 ) and report the result. |
| say 6 minus 2 is equal to: for 2 secs | The sprite gets a speech bubble that displays 6 minus 2 is equal to: for 2 seconds. |
| say $\square$ for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| (6)-2) | Subtract one value from another (6-2) and report the result. |
| say 6 divided by 2 is equal to: for 2 secs | The sprite gets a speech bubble that displays 6 divided by 2 is equal to: for 2 seconds. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| (6/2 | Divide one value by another (6/2) and report the result. |

## Example 7-12: Math with the Join Block

A more efficient way to produce the same results as Script 7-11 is to use the join 2 plus 2 is equal to: block. With this block, you can join two values, and then embed them together into another block. Script 7-12, for example, joins the descriptive text about an equation with its result and embeds both pieces of information into a single say for 2 secs block. The script is now half the size of the previous version!


## Script 7-12. Math with join block

Script 7-12 starts running when the user clicks the green flag. The second block of code clears the stage area of any marks made by the pen or stamp. Next is the first three-block combination: the
 operator block is embedded in the join 2 plus 2 is equal to: $\square$ block. This newly joined pair is then embedded in the say $\square 2$ sers block in the scripts area. Together they create a speech bubble that displays the text 2 plus 2 is equal to: and 4 (the sum of $2+2$ ) for 2 seconds. The next block is also a three-in-one block that creates a speech bubble that displays the text 2 times 2 is equal to: and the result of the operator block for 2 seconds. The technique is repeated for the next two blocks, joining the appropriate text with the $6-2$ and $6 / 2$ operators.

Table 7-12 lists the blocks and describes the actions used in this example.
Table 7-12. Code Blocks in Math with the Join Block

| Blocks | Actions |
| :---: | :---: |
| when Absicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| dear | Remove all marks previously made by the pen or stamp. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| ioin 2 plus 2 is equal to: | Join the two values that have been specified in the block and report the result. |
| (2) +2 | Add two values (2+2) and report the result. |
| $\text { say } \quad \text { for } 2 \text { secs }$ | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join 2 times 2 is equal to: $\square$ | Join the two values that have been specified in the block and report the result. |

Table 7-12. (continued)

| Blocks | Actions |
| :---: | :---: |
| (2) 2 | Multiply two values (2*2) and report the result. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| in 6 minus 2 is equal to: | Join the two values that have been specified in the block and report the result. |
| (6-2) | Subtract one value from another (6-2) and report the result. |
| y $\square$ for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| 6 divided by 2 is equal to: | Join the two values that have been specified in the block and report the result. |
| 6/2 | Divide one value by another (6/2) and report the result. |

## Example 7-13: Guess the Correct Number

This script demonstrates more ways of joining blocks to produce shorter, more efficient scripts. This example script creates a guessing game. The script asks the user to enter a number between 1 and 10 . The correct number to be guessed is 5 . The script displays different text, depending on the number that the user guessed-whether it's the correct number, larger than 5 , or smaller than 5 .


Script 7-13. Guess the correct number

Script 7-13 starts running when the user clicks the green flag. The next block creates a speech bubble, displays Enter a number between 1 and 10, opens a user input field, and waits for the user's input. The next
 block checks if the user input equals 5. If it does (a true result), the actions within the C block executed: a speech bubble displays the text The number you have chosen, is and the user input for 2 seconds, then the stop $\sqrt{\text { all }}$ block stops all scripts in this project from running. If the user input is not equal to 5 (a result of false), the script skips to the If/Then/Else conditional statement block to check if answer is greater than 5 . If it is, the script executes the actions in the Then portion of the block. Here a four-in-one combination of blocks creates a speech bubble that
displays The number you have chosen, the user input, and is larger than 5 for 4 seconds. If answer is not greater than 5, the actions in the Else portion of the block are executed instead: A speech bubble displays The number you have chosen, the user input, and is smaller than 5 for 4 seconds.

Table 7-13 lists the blocks and describes the actions used in this example.

Table 7-13. Code Blocks in Guess the Correct Number

| Blocks | Actions |
| :---: | :---: |
| when Pbicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| ask Enter a number between 1 and 10 and wait | The sprite gets a speech bubble that displays Enter a number between 1 and 10 , opens user input field and waits for user input. |
| $\text { wait } 1 \text { secs }$ | The script waits 1 second. No actions are performed for 1 second. |
| if <br> then | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| $1=5$ | If the value on the left side is equal to 5 , then this condition is true; otherwise, the condition is false. |
| answer | Hold and report the current user input value. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join The number you have chosen, is | Join the two values that have been specified in the block and report the result. |
| answer | Hold and report the current user input value. |
| $\text { stop } \longdiv { a l l }$ | Stop all scripts in this project. |

Table 7-13. (continued)

| Actions |  |
| :--- | :--- |
| Blocks | Check if the condition is true. If the condition is true, <br> execute the actions within it, before the word else. If <br> the condition is false, execute the actions after the <br> word else within the block. |
| If the value on the left side is greater than 5, then this |  |
| condition is true; otherwise, the condition is false. |  |
| Hold and report the current user input value. |  |

## Example 7-14: How Many Letters in the Word?

Sometimes you may need to determine the number of characters in a word entered by the user, such as for a password that must be at least a specific length. This example uses the length of $\square$ and answer blocks to do just that.


Script 7-14. How many letters?

Script 7-14 starts running when the user clicks the green flag. The next block creates a speech bubble, displays the text Enter a word, opens a user input field, and waits for the user's input. The next block pauses the script for 1 second. The fourth block embeds several ioin $\square$ blocks within each other to create a speech bubble that displays The length of the word, the user input, is, the length of the word, and letters long for 4 seconds. Embedding the answer block in the length of $\square$ block calculates the length value.

Table 7-14 lists the blocks and describes the actions used in this example.

Table 7-14. Code Blocks in How Many Letters in the Word?
Blocks Actions


## ask Enter a word and wait

## wait 1 secs


join is
join The length of the word

## answer

join letters long
length of
answer

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays Enter a word, opens a user input field, and waits for user input.
The script waits 1 second. No actions are performed for 1 second.

The sprite gets a speech bubble that displays the specified text or value for 4 seconds.
Join the two values that have been specified in the block and report the result.
Join the two values that have been specified in the block and report the result.
Join the two values that have been specified in the block and report the result.
Hold and report the current user input value.

Join the two values that have been specified in the block and report the result.

Report how many characters the specified value contains.

Hold and report the current user input value.

## Example 7-15: Pick a Random Number

This example picks a random number between 1 and 100 and displays which number was randomly picked.


Script 7-15. Pick random number

Script 7-15 starts running when the user clicks the green flag. The next block does the rest. It creates a speech bubble, picks a random number between 1 and 100 using the pick random 1 to 100 block, and displays the phrase My favorite number is, joined with the number for 2 seconds.

Table 7-15 lists the blocks and describes the actions used in this example.

Table 7-15. Code Blocks in Pick a Random Number

| Blocks | Actions |
| :---: | :---: |
| when $P^{\text {d }}$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text for 2 seconds. |
| in My favorite number is | Join the two values that have been specified in the block and report the result. |
| pick random 1 to 100 | Pick a random value between the two specified numbers and report the result. |

## Example 7-16: Timer Trigger

This example starts the timer from 0.0 seconds. When the timer reaches 25 seconds, the script displays a text.


Script 7-16. Time trigger

Script 7-16 starts running when the user clicks the green flag. The next block reset the timer to 0.0 seconds. The next block moves the sprite to the center of the stage $(0,0)$. The next block makes the sprite
 embedded blocks. When that condition is true, and the next actions are executed: a speech bubble displays the text Let's party!!!! for 2 seconds, then the last block stops all scripts in this project from running.

Table 7-16 lists the blocks and describes the actions used in this example.

Table 7-16. Code Blocks in Time Trigger


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Reset the timer value back to 0.0 .

Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage.

Make the sprite face to the right.

Pause the script until the specified condition is true.

If the value on the left side is equal to 25, then this condition is true; otherwise, the condition is false.
Hold and report the timer value.

The sprite gets a speech bubble that displays Let's party!!!! for 2 seconds.

Stop all scripts in this project.

## Example 7-17: Move to the Center of the Stage

Being able to check whether your sprite has reached a specific location can be very useful to your scripts, and this script shows you how to do just that. Specifically, Script 7-17 checks whether Spritel is at the center of the stage $(0,0)$, then responds accordingly.


Script 7-17. Move to center

Script 7-17 starts running when the user clicks the green flag. The

block then checks whether the $X$ and $Y$ coordinates of Spritel are both equal to 0 . Remember the conditions tested on both sides of the and block need to be true for the whole condition to be true. A result of true means the actions in the Then portion activate: the say I'm at the center of the stage for 2 secs block creates a speech bubble and displays I'm at the center of the stage for 2 seconds. If the condition is false, action passes straight to the Else portion and a speech bubble with the text Please move me to the center of the stage displays for 2 seconds.

Run the script, and move the sprite along the stage, to see the text change depending on the sprite's position. Remember, you can always see the position of the sprite the top right corner of the scripts area (see Figure 7-6).


Figure 7-6. Sprite's position

Table 7-17 lists the blocks and describes the actions used in this example.

Table 7-17. Code Blocks in Move to the Center of the Stage

| Blocks | Actions <br> Clicking the green flag activates the <br> script. The green flag is the trigger to start <br> the script running. |
| :--- | :--- |
| Check if the condition is true. If the <br> condition is true, execute the actions <br> within it, before the word else. If the <br> condition is false, execute the actions <br> after the word else within the block. |  |
| Check both conditions on each side of this |  |
| block. If both conditions are true, then this |  |
| condition is true. Any other combination |  |
| results in this condition being false. |  |

(continued)

Table 7-17. (continued)

## Blocks

$\square=0$

## $\times$ position * of Sprite1 *

## $\square=0$

y position * of Sprite1 *
say I'm at the center of the stage for 2 secs
say Please move me to the center of the stage for 2 secs

## Actions

If the value on the left side is equal to 0 , then this condition is true; otherwise, the condition is false.

Hold and report the value of the X coordinate of the sprite.
If the value on the left side is equal to 0 , then this condition is true; otherwise, the condition is false.

Hold and report the value of the Y coordinate of the sprite.
The sprite gets a speech bubble that displays I'm at the center of the stage for 2 seconds.

The sprite gets a speech bubble that displays Please move me to the center of the stage for 2 seconds.

## Example 7-18: Question

In this example, the script asks the user to answer a question with one of two specific phrases, and then takes different actions depending on the answers. Most of the time, you'll know whether the user of your project is human or alien, but the basic technique is useful for many other types of questions.


Script 7-18. Question

The trigger to start Script 7-18 is the green flag. The next block creates a speech bubble and displays the question Human or alien?. This block also opens a user input field and waits for the user's input. Next, an If/ Then/Else conditional statement block evaluates whether it is true that the user's answer is not Human. The
 executes, creating a speech bubble that displays the text Take me to your spaceship! for 2 seconds. If the condition is false (meaning the user input does equal human), the Else portion creates a speech bubble that displays the text Hello human for 2 seconds.

Table 7-18 lists the blocks and describes the actions used in this example.

Table 7-18. Code Blocks in Question
\(\left.$$
\begin{array}{l}\text { Actions } \\
\begin{array}{l}\text { Clicking the green flag activates the script. The green } \\
\text { flag is the trigger to start the script running. }\end{array}
$$ <br>
The sprite gets a speech bubble that displays Human <br>
or alien?, opens a user input field, and waits for user <br>
input. <br>
Check if the condition is true. If the condition is true, <br>
execute the actions within it, before the word else. If <br>
the condition is false, execute the actions after the <br>

word else within the block.\end{array}\right\}\)| Check the condition within this block. If the |
| :--- |
| condition within the block is true, return false, |
| otherwise return true. |

## Example 7-19: Can You Solve It?

This script displays a problem for the user to solve. The user needs to solve for X in the equation $\mathrm{X}+4 / 2=10$. The text response that the script displays depends on if the answer is right or wrong.


Script 7-19. Can you solve it?

Script 7-19 also starts running when the user clicks the green flag. The next block creates a speech bubble and displays the text Equation: $X+4 / 2=10$ for 2 seconds. The next block creates a thought bubble and displays the text $H m m$... what is $X$ ? for 2 seconds. The ask What's your answer? and wait block creates a speech bubble that displays What's your answer?, opens a user input field, and waits for the user's input. Next is an If/Then/Else conditional statement that evaluates whether the user input equals the result of $10-4 / 2$. If the condition is true, the block in the Then portion creates a speech bubble and displays the text You're a genius! for 2 seconds. If the condition is false, the block in the Else portion block creates a speech bubble that displays the text Wrong answer. Please try again. for 2 seconds.

Table 7-19 lists the blocks and describes the actions used in this example.

Table 7-19. Code Blocks in Can You Solve It?

| Blocks | Actions |
| :---: | :---: |
| when $P$ clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| say Equation: $\mathrm{X}+4 / 2=10$ for 2 secs | The sprite gets a speech bubble that displays Equation: $X+4 / 2=10$ for 2 seconds. |
| think Hmm....what is $X$ ? for 2 secs | The sprite gets a speech bubble that displays Hmm... what is $X$ ? for 2 seconds. |
| What's your answer? and wait | The sprite gets a speech bubble that displays What's your answer?, opens a user input field, and waits for user input. |
|  | Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block. |
| $1=\square$ | Check if both sides of the equal sign are equal. If both values are equal, then this condition is true; otherwise, this condition is false. |
| answer | Hold and report the current user input value. |
| 10-0 | Subtract one value from another and report the result. |
| 4/2) | Divide one value by another (4/2) and report the result. |
| $\text { say You're a genius! for } 2 \text { secs }$ | The sprite gets a speech bubble that displays You're a genius! for 2 seconds. |
| Wrong answer. Please try again, for 2 secs | The sprite gets a speech bubble that displays Wrong answer. Please try again. for 2 seconds. |

## Example 7-20: Drawing with the Mouse-Pointer

This script lets you draw in the stage area. To draw, you need to click the left mouse button, hold it down, and move it around the stage. If the primary mouse button or left mouse button is not pressed then the pen will not draw because the pen up block is in effect.


Script 7-20. Drawing

Script 7-20 starts running when the user clicks the green flag. The next block makes the sprite disappear from the stage area. The next block clears the stage area of any marks made by the pen or stamp. The next pair of blocks set the pen color and change the pen size. Next is a C block that repeats the sequence of actions within it forever block.

First within this sequence is the
 block, which checks whether the left mouse button is pressed using the embedded mouse down? block. If this is true, the sequence within the conditional statement block is executed. The first block places the pen on the stage, ready to draw. The next block moves the pen toward the mouse-pointer. You can use your mouse-pointer to draw in the stage area, because as long as the left mouse button is held down, everywhere the mouse-pointer moves, the pen draws a trail.

When the mouse button is no longer pressed, the script moves out of the
 block and the next block lifts the pen from the stage. The last block also moves the pen toward the mouse-pointer, but no drawing is visible because the pen is lifted.

Table 7-20 lists the blocks and describes the actions used in this example.

Table 7-20. Code Blocks in Drawing with the Mouse-Pointer

| Blocks | Actions |
| :--- | :--- |
| Clicking the green flag activates the script. The green flag is the trigger |  |
| to start the script running. |  |
| Make the sprite disappear from the stage. |  |
| Remove all marks previously made by the pen or stamp. |  |
| Set the pen color to purple color. |  |$\quad$| Change the pen size to 2. |
| :--- |

## Summary

In this chapter, you learned about some advanced computer programming concepts, including the following:

- Conditional statements
- Conditions
- Loops
- User input

All programming languages rely on these concepts. The blocks that you need to execute these concepts in Scratch are available in the Control, Operators, and Sensing categories. With them, you can create dynamic scripts that can produce a different result every time they're run, depending on the condition and/or user input.

In the next chapter, you'll investigate another advanced concept: variables, which are items that hold a value that can change. They work similar to the way that the answer block saves user input.

## Exercises

1. Create a script that asks the user for the answer to the equation $10+3-4 * 2$. Use an If/Then/Else conditional statement block to display text depending on if the answer is right or wrong.
2. Create a script that displays the result of each of the following equations:
$2+3,10-7,13$ * 4, and $13 / 4$. Use join blocks.

## CHAPTER 8

## Variables

To temporarily hold information and pass it to other blocks in your script, you can create variables. Each variable you create in Scratch has a unique name and can hold either a numeric value or a string of characters. A string can be an actual word or any combination of letters, numbers, and symbols, like in a password. For example, you could create a variable called City and give it the value Boston. Later in your script, you can set City to another value, such as New York. Variables come in handy whenever you need to use data values that change in a script. For example, suppose that you wanted the cat to count from 1 to 10.

## say for 2 secs

You could create a script with a separate
block for each of the 10 values (entering 1, 2,3 , and so on by hand), or you could create one variable that will hold the different values, one at a time,
and then use a loop and a single
say for 2 secs power of a variable.

## Data Blocks and Creating Variables

To create a new variable in Scratch, you need to go to the block palette and select the Data blocks category (see Figure 8-1).

| Scripts | Costumes | Sounds |
| :--- | :--- | :--- |
| Motion | Events |  |
| Looks | Control |  |
| Sound | Sensing |  |
| Pen | Operators |  |
| Data | More Blocks |  |
| Make a Variable |  |  |
| Make a List |  |  |

Figure 8-1. Go to the Data category to create a variable

Once here, you click the Make a Variable button (see Figure 8-2) to open the New Variable window (see Figure 8-3).

## Make a Variable

Figure 8-2. Click Make a Variable


Figure 8-3. The New Variable dialog

Here (see Figure 8-3) you enter a name for the variable and select if you want the variable to be available for this sprite only or for all sprites. If you select For this sprite only, the variable is considered a local variable, meaning that it is only available to the sprite that was selected. If you chose For all sprites, the variable is considered a global variable. This means that the variable is available to all sprites in the specific project that it was created in. Click the OK button when ready. In Figure 8-4, I created a variable named number, which we'll use in the examples. A variable, whether local or global, is available per project only. So, you cannot create and use a variable in one project, and then reuse it in another project. You will need to re-create that variable in the second project.


Figure 8-4. Give the variable a name

After you create a variable, Scratch adds several other blocks of code to the Data category (see Figure 8-5). These new blocks enable you to work with your variables.


Figure 8-5. Variable blocks
The first block you see when you create a variable is a variable reporter block with the same name as your variable, such as number. It holds and reports the current value of the variable. To show a reporter
show variable number ${ }^{*}$ window in the stage area that displays the current value of a variable, use the block and choose the desired variable's name from the pull-down menu. Likewise, you can hide the reporter
$\qquad$ block. To assign a specific value to your variable, use the set number * to 0 block, choosing the desired variable name from the pull-down menu and enter a value in the field. Here, the variable called number is assigned the value 0 . You can also embed a reporter block such as answer or an operator block such as pick random 1 to 10 in the block to assign the associated value to the variable. The change $\sqrt{\text { number }{ }^{*}}$ by 1 block changes the value of the variable by the specified value. This block of code accepts numbers only. It will not work with strings. In this example, the number variable is changed by 1 , which means that 1 is added to the current value of the variable, and thus the new value for the variable is 2 .

## Examples

Next, you will create some scripts that show how variables are used. By creating and running these scripts, you will get a better understanding of variables. Remember, after learning how they work, you can always change these scripts to your liking or adapt the techniques for other uses.

## Example 8-1: Count to Ten

This script makes the sprite count from 1 to 10 . Before you create Script $8-1$, be sure to create a new variable in the Data category of the block palette and name it number. The script assigns 0 to number, and each time through the repeat loop, it adds 1 to the current value of the variable and displays the current value of number.

Script 8-1 starts running when the user clicks the green flag. The second block creates a speech bubble for the sprite that displays I can count to 10 for 2 seconds. The third block assigns the value 0 to the number variable. Next is a repeat block that repeats the sequence of actions within it 10 times. The first block in the sequence changes the current value of the number variable by 1 . The next block creates a speech bubble that displays the current value of the variable for 2 seconds. The last block creates a speech bubble that displays the text Can you count to 10 ? for 2 seconds.


Script 8-1. Count to ten

Table 8-1 lists the blocks and describes the actions used in this example.

Table 8-1. Code Blocks in Count to Ten

| Blocks | Actions |
| :--- | :--- |
| say 1 can count to 10 for 2 secs | Clicking the green flag activates the script. The green <br> flag is the trigger to start the script running. |
| The sprite gets a speech bubble that displays I can |  |
| count to 10 for 2 seconds. |  |
| Set the current value of the variable called number to 0. |  |

## Example 8-2: Countdown

Remember to try to figure out what the script does before you create and run it. By now you should have enough knowledge to be able to read the script, block by block, and know what it does. (This is the same way that programmers read programs line by line, for example, when troubleshooting a program.) As you probably noticed, you need a number variable for this script. If necessary, create one now. Let's walk through the script to see if you figured it out.

Script 8-2 starts running when the user clicks the green flag. The next block creates a speech bubble that displays The countdown starts now for 2 seconds. The next block assigns the value 10 to the number variable. The fourth block creates a speech bubble that displays the current value of number for 1 second. Next, the repeat block repeats the sequence of actions within it 10 times. First, it changes the current value of the number variable by -1 . Next, it creates a speech bubble that displays the current value of the number variable for 1 second. And then the loop repeats. The last block in this script creates a speech bubble that displays Liftoff. We have liftoff.... for 2 seconds.


## Script 8-2. Countdown

Did you guess that the script makes the sprite count down from 10 ? Well done. Table 8-2 lists the blocks and describes the actions used in this example.

Table 8-2. Code Blocks in Count Down
Blocks
when clicked
say The countdown starts now for 2 secs
set number v to 10


## number



```
change 年mber * by -1
```



## number

## say Lift off. We have lift off.... for (2) secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays The countdown starts now for 2 seconds.

Set the current value of the number variable to 10 .

The sprite gets a speech bubble that displays the specified text or value for 1 second.

Hold and report the current value of the number variable.
Repeat the actions represented by the blocks within this block 10 times.

Subtract 1 from the current value of the number variable.

The sprite gets a speech bubble that displays the specified text or value for 1 second.

Hold and report the current value of the number variable.

The sprite gets a speech bubble that displays Liftoff. We have liftoff.... for 2 seconds.

## Example 8-3: Odd Numbers

The script assigns the value 1 to the number variable and displays this value. Each time through the repeat loop it adds 2 to the current value of the variable and displays the new value. The script displays the values 1 , $3,5,7$, and 9 . Again, before you create this script, make sure that the number variable is created.

Script 8-3 also starts running when the user clicks the green flag. The next block creates a speech bubble that displays All the odd numbers from 0 to 10 are? for 2 seconds. The next block assigns the value 1 to the number variable. The next block creates a speech bubble and displays the current value of the number

block that repeats the sequence of actions within it 4 times: change the current value of the variable by 2 and create a speech bubble that displays the current value of the number variable for 2 seconds. When the loop is finished, the last block in the script creates a speech bubble that displays Did you also get them right? for 2 seconds.


Script 8-3. Odd numbers

Table 8-3 lists the blocks and describes the actions used in this example.

Table 8-3. Code Blocks in Odd Number

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the <br> script. The green flag is the trigger to start <br> the script running. |
| say All the odd numbers from 0 to 10 are? for $2 . \operatorname{secs}$ | The sprite gets a speech bubble that <br> displays All the odd numbers from 0 to 10 <br> are? for 2 seconds. |

Table 8-3. (continued)

| Blocks | Actions |
| :--- | :--- |
| set number $\sim$ to 1 | Set the current value of the number <br> variable to 1. |
| The sprite gets a speech bubble that <br> displays the specified text or value for 2 <br> seconds. |  |
| Hold and report the current value of the |  |
| number variable. |  |

## Example 8-4: String Variable

This simple example demonstrates that variables may contain a string of characters, such as a name. Also, notice how the same variable changes to hold different values as this script progresses.

Before you create this script, you need to create the variable called name. Script $8-4$ starts running when the user clicks the green flag. The next pair of blocks move the sprite to the center of the stage $(0,0)$ set name ~ to John
and make it face to the right. The
$\square$ variable. The next block creates a speech bubble that displays $H i$ for 1 second. The next block creates a speech bubble that displays the current value of name, which is John, for 2 seconds. The next block assigns the value Lisa to the name variable. The next block creates a speech bubble that displays the text Hi there for 1 second. The next block creates a speech bubble that displays the current value of the name variable for 2
seconds; this time the value is Lisa. The

set name 7 to Jim name variable. The next block creates a speech bubble that displays Glad to see you for 1 second block creates a speech bubble that displays Jim, the current value of the name variable, for 2 seconds.


Script 8-4. String variables

Table 8-4 lists the blocks and describes the actions used in this example.

Table 8-4. Code Blocks in String Variable

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$, which is the center of the stage. |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| st $\sqrt{\text { name }}$ to John | Set the current value of the variable called name to John. |
| say Hi for 11 secs | The sprite gets a speech bubble that displays $H i$ for 1 second. |
| ay for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |

Table 8-4. (continued)

| Blocks | Actions |
| :---: | :---: |
| name | Hold and report the current value of the name variable. |
| set name ${ }^{\text {r }}$ to Lisa | Set the current value of the name variable to Lisa. |
| say Hithere for 11 secs | The sprite gets a speech bubble that displays Hi there for 1 second |
| say $\square$ for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| name | Hold and report the current value of the name variable. |
|  | Set the current value of the name variable to Jim. |
| Glad to see you for 11 secs | The sprite gets a speech bubble that displays Glad to see you for 1 second. |
| y for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| name) | Hold and report the current value of the name variable. |

## Example 8-5: Draw an Octagon

Remember Example 4-6 that drew an octagon in Chapter 4? This example does the same thing using a number variable to determine the number of sides that the pen should draw and the angles between them. Because Script 8 - 5 sets the variable to 8 , the script draws an octagon, but you could easily draw a square, a pentagon, or a circle with the same script. Just set the variable to 4,5 , or 36 instead. Before you give it a try, make sure that you have the number variable created.


Script 8-5. Draw an octagon

Script 8-5 script starts when the user clicks the green flag. The second block clears the stage of any marks made by the pen or stamp. The third block sets the pen color, the fourth increase changes the pen size by 2 , and the fifth puts the pen on the stage, ready to draw. The next block moves the sprite to the position $(0,-100)$. Because the goal this time is to draw an octagon, which has 8 sides, the next block assigns the value

8 to the number variable. The number variable block is embedded in the block, meaning the number of times the block repeats the sequenced of actions within it is equal to the value of number. In this case that's 8 . The first block in the sequence moves the sprite 100 pixels in the direction that it's facing. The next block rotates the sprite a certain amount of degrees counterclockwise. Remember, the angles inside all polygons of four or more sides add up to 360 degrees, so an angle where two sides meet equals 360 divided by the number of sides. To calculate this information and pass it to the

block. The next block pauses the script for 1 second, and then the action loops back to draw the next side. When the final pass through the loop completes, the script executes the last block, which lifts the pen off the stage so that if the sprite moves, the pen will not draw.

Run the script to draw the octagon, and then try setting the number variable to 4 or 5 to draw a square or pentagon. For a real challenge, think about how you might adapt the script to automatically draw several shapes with different numbers of sides or draw a shape with the number of sides specified by user input.

Table 8-5 lists the blocks and describes the actions used in this example.

Table 8-5. Code Blocks in Draw an Octagon

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| clear | Remove all marks previously made by the pen or stamp. |
| at pen color to | Set the pen color to lime color. |
| change pen size by 2 | Change the pen size to 2 . |
| pen down | The pen is on the stage and is ready to draw. |
| go to $x: 0 y=-100$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=-100$ ). |
| set ${ }^{\text {number }}{ }^{*}$ to 8 | Set the current value of the number variable to 8 . |
|  | Repeat the actions represented by the blocks within this block a certain number of times. |
| number | Hold and report the current value of the number variable. |
| move 100 steps | Move the sprite 100 pixels in the direction that it's facing. |
| turn 》 degrees | Turn the sprite counterclockwise a certain number of degrees. |
| $360 / 0$ | Divide one value by another (360 / right field value) and report the result. |
| number | Hold and report the current value of the number variable. |
| wait 1 secs | The script waits 1 second. No actions are performed for 1 second. |
| pen up | The pen is off the stage and cannot draw. |

The pen is off the stage and cannot draw.

## Example 8-6: Multiplication

One variable and four ioin $\square \square$ blocks make reciting a multiplication table easy. Before you create Script 8-6, however, make sure that the number variable is created.


Script 8-6. Multiplication

This script starts running when the user clicks the green flag. The second block clears the stage of any marks made by the pen or stamp. The next block hides the variable reporter window so it will not show up in the stage area. The next block creates a speech bubble that displays Multiplication. Table of 2 for 2 seconds. The next block assigns the value 1 to the number variable. Next there is a repeat block that repeats the sequence of actions within it 10 times. The first block in the sequence creates a speech bubble that for 2 seconds displays the current value of the variable, the text times 2 is equal to, and the value of 2 times the current value of the variable. To create this block, start by embedding number into $2 *$, and then embed the combination into
 the text is equal to. Keep embedding the blocks and adding text until you have the block shown
in Script 8-6. The last block adds 1 to the current value of the number variable, and then the sequence loops back to the beginning and repeats. So, the first time through the loop, the script displays 1 times 2 is equal to 2 , and then the value of the variable increases by one and the script displays 2 times 1 is equal to 4 , and so on.

Table 8-6 lists the blocks and describes the actions used in this example.

Table 8-6. Code Blocks in Multiplication

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| dear | Remove all marks previously made by the pen or stamp. |
| de variable number * | Hide the variable's (number) monitor on the stage. |
| say Multiplication. Table of 2 . for 2 secs | The sprite gets a speech bubble that displays Multiplication. Table of 2 . for 2 seconds. |
| St ${ }^{\text {number }}{ }^{\text {r }}$ to 1 | Set the current value of the number variable to 1 . |
| $\text { repeat } 10$ | Repeat the actions represented by the blocks within this block 10 times. |
| t) |  |
| y for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| ioin $\square$ | Join the two values that have been specified in the block and report the result. |
| number | Hold and report the current value of the number variable. |
| join times | Join the two values that have been specified in the block and report the result. |
| join 21 | Join the two values that have been specified in the block and report the result. |
| join is equal to | Join the two values that have been specified in the block and report the result. |
| * | Multiply two values and report the result. |
| umber | Hold and report the current value of the number variable. |
| change number * by 1 | Add 1 to the current value of the number variable. |

## Example 8-7: Guess the Correct Number

The script in this example creates a guessing game. The user needs to guess a number between 1 and 10 that answer , a different speech bubble is randomly chosen by the script. Depending on the user input ( displays. Before you build this script, make sure that a number variable is created.

Script 8-7 starts running when the user clicks the green flag. The next block creates a speech bubble and displays the text Guess the number between 1 and 10, opens a user input field, and waits for the user's input. The next block assigns a random number between 1 and 10 to the number variable. You create this block by embedding pick random 1 to 10 in the right field of set number ${ }^{*}$ to $\square$. Next, there is an If/ Then/Else conditional statement block that evaluates whether the user input in $\qquad$ is equal to the current value in $\square$ that displays Great. You guessed the right number! for 2 seconds. If the condition is false, the two blocks in the Else section are executed. The first one creates a speech bubble that displays Please try again. for 2 seconds. The second block displays The correct number was and the current value of the variable for 2 seconds.


Script 8-7. Guess correct number

Table 8-7 lists the blocks and describes the actions used in this example.

Table 8-7. Code Blocks in Guess the Correct Number

pick random 1 to 10


## answer

number
say Great. You guessed the right number! for 2 secs

## say Please try again. for 2 secs

say for 2 secs
join The correct number was

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.
The sprite gets a speech bubble that displays Guess the number between 1 and 10 , opens user input field, and waits for user input.
Set the current value of the number variable to the value that has been specified in the right field of the block.

Pick a random value between the two specified numbers and report the result.
Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block.

If the value on the left side is equal to the value on the right side, then this condition is true; otherwise, the condition is false.

Hold and report the current user input value.

Hold and report the current value of the number variable.

The sprite gets a speech bubble that displays Great. You guessed the right number! for 2 seconds.

The sprite gets a speech bubble that displays Please try again. for 2 seconds.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Join the two values that have been specified in the block and report the result.

Hold and report the current value of the number variable.

## Example 8-8: Questions and Answers

This script asks the user four questions, assigns the answers to four separate variables, and then combines the variable of the values with text in say for 2 secs blocks to respond to the user. With this technique you can embed user input into dialog for your sprite. In addition to the number and name variables that you used in previous examples, create variables named color and animal.

Script 8-8 starts running when the user clicks the green flag. The next block creates a speech bubble that displays the text Please enter your name, opens a user input field, and waits for the user's input. The next block assigns the user input as a value to the name variable. The next block creates a speech bubble that displays How old are you?, opens a user input field, and waits for the user's answer. The next block assigns the user input as a value to the number variable. The next block creates a speech bubble that displays Please enter your favorite color, opens a user input field, and waits for the user's input. The next block assigns the user input as a value to the variable called color. The next block creates a speech bubble that displays Please enter the name of your favorite animal, opens a user input field, and waits for the user's answer. The next block assigns the user input as a value to the variable called animal. The next three instructions in the script
each use $\square$ blocks to combine variable values and text into blocks to create 2 -second speech bubbles. The first displays the value for the name variable, the text $i s$, the value of the number variable, and the text years young. The second displays the value for the name variable together with the text 's favorite color is and the value of the color variable. The third block's speech bubble displays the value for the name variable, the text 's favorite animal is, and the value of the animal variable.


Script 8-8. Questions and answers

Table 8-8 lists the blocks and describes the actions used in this example.
Table 8-8. Code Blocks in Questions and Answers

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| ask Please enter your name. and wait | The sprite gets a speech bubble that displays Please enter your name., opens user input field, and waits for user input. |
| $\text { set } \sqrt{\text { name }}{ }^{*} \text { to } \square$ | Set the current value of the name variable to the value that has been specified in the right field of the block. |
| answer | Hold and report the current user input value. |
| ask How old are you? and wait | The sprite gets a speech bubble that displays How old are you?, opens user input field, and waits for user input. |
| Setnumber * | Set the current value of the number variable to the value that has been specified in the right field of the block. |
| answer | Hold and report the current user input value. |
| ask Please enter your favorite color. and wait | The sprite gets a speech bubble that displays Please enter your favorite color., opens user input field, and waits for user input. |
| $\operatorname{set} \sqrt{\text { color } *} \text { to }$ | Set the current value of the variable called color to the value that has been specified in the right field of the block. |
| answer | Hold and report the current user input value. |
| ask Please enter the name of your favorite animal, and wait | The sprite gets a speech bubble that displays Please enter the name of your favorite animal., opens user input field, and waits for user input. |
| $\text { set animal } * \text { to }$ | Set the current value of the variable called animal to the value that has been specified in the right field of the block. |
| answer | Hold and report the current user input value. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |

(continued)

Table 8-8. (continued)

| Blocks | Actions |
| :---: | :---: |
| join [ | Join the two values that have been specified in the block and report the result. |
| name | Hold and report the current value of the name variable. |
| fion is | Join the two values that have been specified in the block and report the result. |
| ioin ${ }^{\text {a }}$ years young | Join the two values that have been specified in the block and report the result. |
| number | Hold and report the current value of the number variable. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join $\square$ | Join the two values that have been specified in the block and report the result. |
| ame | Hold and report the current value of the name variable. |
| ioin 's favorite color is | Join the two values that have been specified in the block and report the result. |
| color | Hold and report the current value of the color variable. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| ioin $\square$ | Join the two values that have been specified in the block and report the result. |
| name | Hold and report the current value of the name variable. |
| join 's favorite animal is | Join the two values that have been specified in the block and report the result. |
| animal | Hold and report the current value of the animal variable. |

## Example 8-9: How Many Mouse Clicks?

This script keeps track of the number of times that you click the mouse button in 10 seconds. After 10 seconds, the script displays the total number of times that you clicked the mouse button. For Script 8-9, you need the number variable.


## Script 8-9. How many

The script starts running when the user clicks the green flag. The next block assigns the value 0 to the number variable. The next block resets the timer to 0.0 . The next block loops the sequence of actions within it forever, or until the script is manually stopped. The first block within the forever block is an If/Then conditional statement block that checks whether the primary mouse button is clicked. If it is, then the condition is true and the

block adds 1 to the current value of the number variable. Next, the script goes to the
 block, which creates a speech bubble that displays You have clicked the mouse, the current value of the number variable, and times. The following block is a second If/Then conditional statement. This one checks whether the timer value is greater than 10. If it is, then the condition is true and the sequence of actions within the repeat block executes: the first block displays Total:, the value of the number variable, and the text times for 4 seconds. The second block stops all scripts in this project. If the timer is not greater than 10 , the loop repeats again.

Table 8-9 lists the blocks and describes the actions used in this example.
Table 8-9. Code Blocks in How Many Mouse Clicks?
Actions

| Clicking the green flag activates the script. The green flag is the |
| :--- |
| trigger to start the script running. |

Set the current value of the number variable to 0.

Table 8-9. (continued)

| Blocks | Actions |
| :--- | :--- |
| ioin | times |
| number | Join the two values that have been specified in the block and <br> report the result. |
| StopHil $~$ | Hold and report the current value of the number variable. |

## Example 8-10: Password and Pin Code

Ever wonder what goes on behind the scenes when you log into a website? This example will give you a glimpse! Script 8-10 asks the user to enter a password and pin code, and then assigns the user responses to variables called password and pin. The user is asked to log in with his or her new password and pin, and then the script saves those responses in variables named pass_login and pin_login. Finally, the script compares the values held in the two pairs of variables to ensure that they match. Before you create the script, be sure to create the variables password, pin, passw_login, and pin_login.


Script 8-10. Password and pin

The script starts running when the user clicks the green flag. The next block creates a speech bubble that displays Please create a new password. Enter max. 6 characters, opens a user input field, and waits for the user's input. The next block assigns the user input to the password variable. The next block creates a speech bubble that displays Your new password is and the value of the password variable for 2 seconds. The next block creates a speech bubble that displays Please create a new 4 digit pin number, opens a user input field, and waits for the user's input. The next block assigns the user input to the pin variable. The next block creates a speech bubble that displays Your new pin number is and the value of the pin variable for 2 seconds. The next block creates a speech bubble that displays Please enter your new password to log in, opens a user input field, and waits for the user's input. The next block assigns the user input to the passw_login variable. The next block creates a speech bubble that displays Please enter your new pin to $\log$ in, opens a user input field, and waits for the user's input. The next block assigns the user input to the pin_login. The next block is an If/Then/Else conditional statement that evaluates whether the variable passw_login variable is equal to the password variable and that the pin_ login variable is equal to the pin variable. If both are true, then the Then section is executed: the script creates a speech bubble that displays Go ahead. You may enter! for 2 seconds. If the condition is false, meaning one or both pairs of variables don't match, then the Else section is executed: the script creates a speech bubble that displays Wrong password or pin number. You're not authorized to log in. for 2 seconds.

Table 8-10 lists the blocks and describes the actions used in this example.

Table 8-10. Code Blocks in Password and Pin Code


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.
The sprite gets a speech bubble that displays Please create a new password. Enter max. 6 characters., opens user input field, and waits for user input.

Set the current value of the variable called password to the value that has been specified in the right field of the block.

Hold and report the current user input value.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Table 8-10. (continued)


```
answer
say for 2 secs
```

ioin Your new pin number is


> ask Please enter your new password to login. and wait

answer

## Actions

Join the two values that have been specified in the block and report the result.
Hold and report the current value of the password variable.
The sprite gets a speech bubble that displays Please create a new 4 digit pin number, opens user input field, and waits for user input.
Set the current value of the variable called pin to the value that has been specified in the right field of the block.

Hold and report the current user input value.
The sprite gets a speech bubble that displays the specified text or value for 2 seconds.
Join the two values that have been specified in the block and report the result.
Hold and report the current value of the pin variable.
The sprite gets a speech bubble that displays Please create a new password to $\log$ in., opens user input field, and waits for user input.

Set the current value of the variable called passw_login to the value that has been specified in the right field of the block.
Hold and report the current user input value.

Table 8-10. (continued)

| Blocks | Actions |
| :---: | :---: |
| ask Please enter your new pin to login. and wait | The sprite gets a speech bubble that displays Please create a new pin to $\log$ in., opens user input field, and waits for user input. |
| $\text { set pin_login } \sim \text { to } \square$ | Set the current value of the variable called pin_login to the value that has been specified in the right field of the block. |
| answer | Hold and report the current user input value. |
|  | Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block. |
| and | Check both conditions on each side of this block. If both conditions are true, then this condition is true. Any other combination results in this condition being false. |
| $1=\square$ | If the value on the left side is equal to the value on the right side, then this condition is true; otherwise, the condition is false. |
| passw_login | Hold and report the current value of the passw_login variable. |
| password | Hold and report the current value of the password variable. |

Table 8-10. (continued)

| Blocks | Actions |
| :---: | :---: |
| $1=\square$ | If the value on the left side is equal to the value on the right side, then this condition is true; otherwise, the condition is false. |
| pin_login | Hold and report the current value of the pin_login variable. |
| pin) | Hold and report the current value of the pin variable. |
| say Go ahead. You may enter! for 2 secs | The sprite gets a speech bubble that displays Go ahead. You may enter! for 2 seconds. |
| Wrong password or pin number. You're not authorized to login. for 2 secs | The sprite gets a speech bubble that displays Wrong password or pin number. You're not authorized to log in. for 2 seconds. |

## Example 8-11: Only One Correct Answer Required

Script 8-11 follows a pattern that should be familiar by now. Can you figure out what this script does before you create and run it? (Before creating Script 8-11, make sure that the number variable is created.)


Script 8-11. Only one

The script starts running when the user clicks the green flag. The next block creates a speech bubble that displays Please enter a number to enter. Only 1 or 2 can enter, opens a user input field, and waits for the user's input. The next block assigns the user input to the number variable. Next, the If/Then/Else conditional statement evaluates whether the number variable is equal to 1 or 2 . If the variable holds either value, then result is true and the script executes the Then section. It creates a speech bubble that displays You typed either 1 or 2 . You may enter! for 2 seconds. If the condition is false, the Else section is executed, meaning a speech bubble gets created with the following text for 2 seconds: You didn't type 1 or 2 . You cannot enter!.

Note that for this condition, just one side of the word or needs to be true for the condition to be true. If both sides are false, then the condition is false.

Table 8-11 lists the blocks and describes the actions used in this example.

Table 8-11. Code Blocks in Only One Correct Answer Required


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays Please enter a number to enter. Only 1 or 2 can enter., opens user input field, and waits for user input.
Set the current value of the number variable to the value that has been specified in the right field of the block.


Hold and report the current user input value.
Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block.

Check both conditions on each side of the block. If both conditions are true, then this condition is true. Any other combination results in this condition being false.

Table 8-11. (continued)

| Blocks | Actions |
| :--- | :--- |
| namber | If the value on the left side <br> is equal to 1 , then this <br> condition is true; otherwise, <br> the condition is false. |
| Hold and report the current |  |
| value of the number |  |
| variable. |  |

## Example 8-12: Pong Game

In this example, you'll create a version of the Pong game (see Figure 8-6). The game's object is to hit the ball sprite with the paddle sprite (the black bar) as many times as possible during the 20 -second time limit and to prevent the ball from hitting the red line at the bottom of the stage area (see Figure 8-7). The user controls the black bar but can move it from left to right only. The ball can bounce against any of the stage area edges. Each time the ball is hit with the black bar you score 1 point. The game stops after the time limit is reached or if the ball hits the red line at the bottom of the stage area. The goal of the game is to score as many points as possible within the time limit of 20 seconds.


Figure 8-6. Pong game


Figure 8-7. Pong stage

For this script, you need to select a sprite from the Sprite Library to act as the ball. The sprite called Basketball works well (see Figure 8-8).


Figure 8-8. Pong sprites

You also need to draw a new sprite to be the paddle that hits the ball. Use Figure 8-9 as an example and call it Bar. You also need to create a backdrop with a red rectangle at the bottom of the stage area, as shown in Figure 8-10. (Refer to Chapter 2 if you need a reminder of how to draw a new sprite or backdrop.) Finally, before creating this script, you also need to create a variable called Score.


Figure 8-9. Bar


Figure 8-10. Red rectangle


Script 8-12. Pong game ball script

Once all your elements are ready, you can start creating the script.
Select the ball in the Sprites pane, because Script 8-11 is assigned to the ball sprite. The script starts running when the user clicks the green flag. The next block moves the sprite to the position ( 0,100 ). The next block makes the sprite face down. The next block resets the timer to 0.0 . The next block assigns the value 0 to the Score variable. The rest of the script resides in a forever block loop that repeats the sequence of actions
within it forever, or until the script is stopped manually. The first block inside is an
 that checks whether the timer value is less than 20 . If this condition is true, then it will execute the sequence of actions within it. The first block within it moves the sprite 10 pixels in the direction that it's facing. The
next block bounces the sprite when if it hits any stage edge and makes it travel in the opposite direction. Next

block checks whether the Basketball sprite is touching the sprite called Bar. If this condition is true, then the value 1 is added to the current value of the Score variable. The next block makes the Basketball sprite face in a direction that is calculated by subtracting the direction that the sprite is facing from 180. The next block rotates the Basketball sprite 15 degrees counterclockwise. Next is a third If/ Then C block that checks whether the Basketball sprite is touching the color red in the stage area. The only red object in the stage area is the red rectangle at the bottom of the backdrop. If this condition is true, then a speech bubble gets created and displayed for 4 seconds. The text Your final score is, the value of the Score variable, the text in, the value of the timer, and the text seconds are displayed in the speech bubble.

The last block in the third
 stops all the scripts in this project. The fourth If/Then block checks whether the timer value is greater than 20 . If this condition is true then a speech bubble gets created and displayed for 4 seconds. The text Your final score is, the value of the Score variable, the text in, the value of the timer, and the text seconds are displayed. The last block stops all the scripts in this project.

Table 8-12 lists the blocks and describes the actions used in this example.

Table 8-12. Code Blocks in Pong Game Ball

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $\mathrm{x}: 0 \mathrm{y}: 100$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=100$ ). |
| point in direction $180^{*}$ | Make the sprite face down. |
| reset timer | Reset the timer value back to 0.0. |
| et $\overline{\text { Score }}$ * to 0 | Set the current value of the variable called Score to 0 . |
| forever | Repeat all the instructions/blocks within this block forever. |
|  | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| < 20 | If the value on the left side is less than 20 , then this condition is true; otherwise, the condition is false. |
| timer | Hold and report the timer value. |

Table 8-12. (continued)
Actions
Move the sprite 10 pixels in the direction that it's facing.
If the sprite reaches the edge of the stage, bounce in the opposite direction.
Check if the condition is true. If the condition is true, execute the
actions within it. If the condition is false, skip to the next block.

Table 8-12. (continued)
Actions
Check if the condition is true. If the condition is true, execute the
actions within it. If the condition is false, skip to the next block.

With the ball under control, you're ready to create the three scripts needed to make the Bar sprite move (see Figure 8-11). Select the Bar sprite to make it the current sprite, and then drag and snap together the following scripts.


Figure 8-11. Bar Control

Script 8-13 moves the bar to a starting position at the beginning of the game. The script starts running when the green flag is clicked. The next block of code moves the Bar sprite to the position with coordinates ( $0,-60$ ).


Script 8-13. Bar starting position

Table 8-13 lists the blocks and describes the actions used in this example.

Table 8-13. Code Blocks in Bar Starting Position

| Blocks | Actions |
| :--- | :--- |
| when | Clicking the green flag activates the script. The green flag is the trigger to <br> start the script running. |
| go to $\mathbf{x}: \mathbf{0} \mathbf{y}:-60$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=-60$ ). |

Script 8-14 moves the bar to the left whenever the left arrow key is pressed.


Script 8-14. Move bar left

Create Script 8-14 in the same script area as the Script 8-13 but beneath the previous script. This script starts when the left arrow key is pressed. The next block of code moves the Bar sprite 50 pixels to the left.

Table 8-14 lists the blocks and describes the actions used in this example.

Table 8-14. Code Blocks in Move the Bar Sprite Left

| Blocks | Actions |
| :--- | :--- |
| when left arrow $*$ key presesed | Pressing the left arrow key activates the script. The left <br> arrow key is the trigger to start the script running. |
| move -50 steps | Move the sprite 50 pixels in the opposite direction that it's <br> facing. |

Script 8-15 moves the bar to the right whenever the right arrow key is pressed.


Script 8-15. Move bar to the right

Once again, create this script in the same script area but beneath the previous two. Script 8-15 starts when the right arrow key is pressed. The next block of code moves the Bar sprite 50 pixels to the right.

Table 8-15 lists the blocks and describes the actions used in this example.

Table 8-15. Code Blocks in Move the Bar Sprite to the Right
Blocks Actions

move 50 steps

## Actions

Pressing the right arrow key activates the script. The right arrow key is the trigger to start the script running.

Move the sprite 50 pixels in the direction that it's facing.

Don't be concerned by the multiple scripts in this project. The whole project or game starts running when the green flag is clicked. That is the trigger to start the game. You control the bar with the left and right arrow keys.

## Summary

Variables are a very important topic when it comes to computer programming. All computer programming languages use variables, including Scratch. Variables make your programs and Scratch projects more flexible and dynamic. The key to remember is that a variable holds a value, but this value can change while the program runs.

In the next chapter, you'll investigate another important topic called a list. A list is similar to a variable. The difference is that a list holds multiple values at one time and a variable holds only one value at a time.

Remember to do the exercises at the end of each chapter. This way you'll put what you learned into practice, and as you probably know, "practice makes perfect."

## Exercises

1. Create a script that asks the user to enter a magic word. If the user enters the correct magic word, the script displays a speech bubble with the text You may enter. If the user enters the wrong word, the script displays Please try again. You need to create a variable for this script.
2. Create a script that makes the sprite count from 1 to 3 . At the end the script, create a speech bubble with the text Ready, steady, go!.

## CHAPTER 9

## Lists

Variables give you more flexibility in your scripts, as you learned in Chapter 8, but are limited to storing a single value at any one time. What if you need to store multiple, related values, such as a wish list or a grocery list? You could use several separate variables, but you'd have to create them all ahead of time, which takes time and guess work. Scratch offers another, easier solution: you can create a list.

Just like the kind you write on paper, a list in Scratch can store multiple values in one place. Like variables, a list can contain either strings of characters (letters, numbers, or symbols) or numeric values. Each value in a list also has a position, referred to as its index number. For example, a list called grocery could include the following:

- Bread
- Water
- Peanuts

The Bread value is at the first position in the list with index number 1 , the Water value is at the second position (index number 2), and the Peanuts value is at the third and last position (index number 3) in the list. In Scratch, you can modify a list by applying several different actions to it, such as adding, removing, or replacing values. In this chapter, you'll learn all about putting lists to work. I'll start first by showing you how to create lists and discussing the various blocks that control lists. Finally, you can practice with some example scripts where lists are put into action.

## Creating and Working with Lists

This section will teach you how to create and control lists. To create a new list in Scratch, the first step is to go to the block palette and select the Data category (see Figure 9-1).


Figure 9-1. Go to the Data category to create a list

Once there, click the Make a List button (see Figure 9-2) to open the New List window (see Figure 9-3) .

Make a List

Figure 9-2. Make list


Figure 9-3. The New List window
In the New List window, you enter a name for the list and choose if you want the list to be available for the currently selected sprite only or for all sprites. Just like for variables, you create a list per project; so if you select For all sprites, this means that the list is available for all the sprites in one specific project. If you want to use a list in another project, you'll need to recreate it. Click the OK button to create the list. After you do, Scratch automatically creates a number of other blocks of code, which appear in the Data category (see
Figure 9-4), such as the List list reporter block that holds and reports the current values of the list. In this example, the name of the list is List. There is no limit to the length of an item in a list. There's also no limit to the number of items that a list can hold.


Figure 9-4. List blocks

Four blocks in the Data category enable you to control and change the contents of your lists. In each block, you can choose which list to work with using a pull-down menu. The add thing to List ${ }^{\text {a }}$ block adds the value you specific to the end of the list. In this example, the text, thing, is added to the end of the list
$\square$ called List. The dehete ${ }^{*}$ of List ${ }^{*}$ block removes the values from specified index numbers in a list. Using the left pull-down menu, you can select the first value in the list, last value in the list, or all the values in the list, or you can type the index number you want to remove. In this example, the value at index number 1 is removed from List. Removing items from a list rearranges the list; for example, if a list has four items and you remove the second item, the third item will move up to take the second position (index number 2), and insert thing at $1^{7}$ of List ${ }^{7}$
the fourth will move into the third position (index number 3). The
block inserts a value in a list at the specified position in the list. You can use the left pull-down menu to select the last index number or a random position. You can also type the index number for the position in the list you want to insert the value. In this example, thing is inserted at the first position in List. If a value
was already stored in position 1, it gets moved to position 2, the value originally at position 2 moves to position 3, and so on. The replace item $1^{\boldsymbol{\nabla})}$ of $\overline{\text { List } ₹}$ with thing block replaces the value at a specified position in a list with another value you provide. Not only can you use the pull-down menu to select the last or random position, but you can also type the desired position. In this example, the value at position 1 in List is replaced by the thing value. If position 1 is currently empty, the new value is simply inserted.

The remainder of the Data category's blocks provide information about your lists. Again, you can
choose which list to monitor using a pull-down menu. The item $1^{\top}$ of List ${ }^{*}$ block holds and reports the value at a specified position in a list. In this example, the block reports the value at position 1 in List. The
length of List ${ }^{-}$
block holds and reports the length of the specified list. The length of a list is the number of values it contains, meaning the length is equal to the highest index number. In this example, the length of
the list called List is reported. The List ${ }^{*}$ contains thing ? block searches the specified list for a value you supply. If the value is in the list, the block returns a result of true, otherwise it will return false. In this
example, it searches List for the thing value. Finally, the
 show and hide the specified list's monitor in the stage area, respectively. The list's monitor shows all the values in the list, their positions in the list, and the length of the list.

## Examples

Now that you know how to create and control lists, you are ready to put what you learned into practice. In this section, you'll be creating and running some scripts that use lists.

## Example 9-1: Grocery Shopping List

This script lets the user create a grocery shopping list. The user enters five items, which are added to the list. At the end, the complete list is displayed. Before you create Script 9-1, click the Make a List button in the block palette's Data category to create a list called List. It doesn't matter if you select For this sprite only or For all sprites.


Script 9-1. Grocery shopping list

Script 9-1 starts running when the user presses the space bar. The second block of code deletes all values in List-that is if there were any values in the list. When running a script, if you want to start with an empty list, it's always a good practice to use this block. The next block of code shows the list's monitor in the stage area. The next block of code creates a speech bubble for the sprite that displays the text I need to create
a list to go grocery shopping for 2 seconds. Next, a

## repeat 5


within it 5 times. The first block within the sequence creates a speech bubble that displays Please add an item to the grocery list, opens a user input field, and waits for the user's input (see Figure 9-5). Because the answer block is embedded in the add $\square$ to List * block, the script next adds the user input to the end of the list. After five passes through the loop, the script then creates a speech bubble for 2 seconds and displays Thank you. The list is ready. With the help of a join $\square$ block, the last block creates a speech that displays the text The list includes the following: followed by the values held in List for 4 seconds.


Figure 9-5. Grocery list creation

Table 9-1 lists the blocks and describes the actions used in this example.

Table 9-1. Code Blocks in Grocery Shopping List


ask Please add an item to the grocery list and wait

answer
say Thank you. The list is ready, for 2 secs

## say for 4 secs

join The list includes the following:

## List

## Actions

Clicking the space bar activates the script. The space bar is the trigger to start the script running.

Delete all values from the list called List.

Show the monitor in the stage area for List.

The sprite gets a speech bubble that displays I need to create a list to go grocery shopping for 2 seconds.

Repeat the actions represented by the blocks within this block five times.

The sprite gets a speech bubble that displays Please add an item to the grocery list, opens a user input field, and waits for user input.

Add the specified value to the end of List.
Hold and report the current user input value.

The sprite gets a speech bubble that displays Thank you. The list is ready. for 2 seconds.

The sprite gets a speech bubble that displays the specified text or value for 4 seconds.

Join the two values that have been specified in the block and report the result.

Hold and report the current values in List.

## Example 9-2: Add One More Item

This example builds on the last script by first displaying the length of the grocery list called List, and then requesting the user to enter another item. The script adds the new item to the end of the list, and then displays the new length of the list. Before creating this script, make sure that List is created.


## Script 9-2. Add one more

Script 9-2 starts running when the user clicks the green flag. The second block is composed of two join $\square$ blocks and the length of List * block embedded within a say for 2 secs block. The result is it creates a speech bubble for the sprite that lasts 2 seconds and displays The list consists of, the length of List, and the text items. The next block creates a speech bubble that displays the text Please add one more item, opens a user input field, and waits for the user's input. The next block adds the user input to the end of List. The last block creates a speech bubble that lasts 2 seconds and displays The list consists now of, the length of the list, and the text items.

Table 9-2 lists the blocks and describes the actions used in this example.

Table 9-2. Code Blocks in Add One More Item

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join The list consists of $\square$ | Join the two values that have been specified in the block and report the result. |
| ioin items. | Join the two values that have been specified in the block and report the result. |
| Length of List ${ }^{\text {- }}$ | Hold and report the length of the specified list. |
| sk Please add one more item and wait | The sprite gets a speech bubble that displays Please add one more item, opens a user input field, and waits for user input. |
| add to List ${ }^{\text {F }}$ | Add the specified value to the end of List. |
| answer | Hold and report the current user input value. |

Table 9-2. (continued)

| Blocks | Actions |
| :---: | :---: |
| say $\square$ for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| ioin The list consists now of | Join the two values that have been specified in the block and report the result. |
| foin ${ }^{\text {a }}$ items. | Join the two values that have been specified in the block and report the result. |
| length of List * | Hold and report the length of the specified list. |

## Example 9-3: Search List

Sometimes you'll need to determine whether your list contains a specific value, and then take different actions depending on the result. This example, for instance, searches the grocery list for the value ice cream. If the value is not on the list, it is then added to the list. Before creating Script 9-3, make sure that the list called List is created.


## Script 9-3. Search list

The script starts running when the user clicks the green flag. The second block creates a speech bubble that displays Please check if ice cream is on the list. for 2 seconds. The next block also creates a speech bubble that displays If ice cream is not on the list, please add it to the list. for 2 seconds. An If/Then conditional statement then checks whether List does not contain a value called ice cream, as instructed by the embedded not and List ${ }^{\text {r }}$ contains ice cream? blocks. If the list does not contain a value called ice cream then the condition is true, and the script executes the sequence of actions within the C block. The first block in the sequence creates a speech bubble that displays the text Ice cream is not on the list. Adding ice cream to the list. for 2 seconds. The next add ice cream to List ${ }^{7}$ adds the item ice cream to the end of the list. The last block creates a speech bubble that displays the text The list includes the following: followed by the contents of List for 4 seconds.

Table 9-3 lists the blocks and describes the actions used in this example.

Table 9-3. Code Blocks in Search List

say If ice cream is not on the list, please add it to the list. for 2 secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays Please check if ice cream is on the list. for 2 seconds.

The sprite gets a speech bubble that displays If ice cream is not on the list, please add it to the list. for 2 seconds.

Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block.
Check the condition within this block. If the condition within the block is true, return false; otherwise, return true.

Search in the specified list, List, for the specified value, ice cream. If the specified value is in the list, the condition is true; otherwise, it's false.

The sprite gets a speech bubble that displays Ice cream is not on the list. Adding ice cream to the list. for 2 seconds.

Add the ice cream value to the end of List.

The sprite gets a speech bubble that displays the specified text or value for 4 seconds.
Join the two values that have been specified in the block and report the result.

Hold and report the current values in List.

## Example 9-4: Replace an Item

This example demonstrates replacing the last value of a list. Specifically, Script 9-4 replaces the last item of List with the value Broccoli. (Make sure that the list is created.)


## Script 9-4. Replace an item

Script 9-4 starts running when the user presses the A key on the keyboard. The next two blocks create each speech bubbles that display the text for 4 seconds, saying I don't need ice cream anymore. It's too fattening. I have to stay in shape. I will replace it with broccoli in the list. The next block replaces the last value in List with the Broccoli value. Next an If/Then conditional statement block that evaluates whether the list contains the value Broccoli. If it does, then the condition is true and the script creates a speech bubble that displays Broccoli has now been added to the list for 2 seconds.

Table 9-4 lists the blocks and describes the actions used in this example.

Table 9-4. Code Blocks in Replace an Item

| Blocks | Actions |
| :---: | :---: |
| when $\sqrt{a}$ key pressed | Pressing the A key activates the script. The A key is the trigger to start the script running. |
| say I don't need ice cream anymore. It's too fattening. for 4 secs | The sprite gets a speech bubble that displays I don't need ice cream anymore. It's too fattening. for 4 seconds. |
| ay I have to stay in shape. I will replace it with broccoli in the list., for (4) secs | The sprite gets a speech bubble that displays I have to stay in shape. I will replace it with broccoli in the list. for 4 seconds. |

(continued)

Table 9-4. (continued)
Blocks Actions
replace item last? of List with Broccoli


## List ${ }^{7}$ contains Broccoli?

Replace the last value of List with the specified value, Broccoli.

Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block.

Search in the specified list, List, for the specified value, Broccoli. If the specified value is in the list, the condition is true; otherwise, it's false.

The sprite gets a speech bubble that displays Broccoli has now been added to the list for 2 seconds.

## Example 9-5: Remove Items

Deleting individual items from a list is simple, as you'll see in Script 9-5. You'll continue to use the grocery list called List and remove values at some specific positions in the list.


Script 9-5. Remove items

Script 9-5 starts running when the user clicks the green flag. The next block creates a speech bubble that displays Please remove items 1 and 4 from the list for 2 seconds. The delete $1^{7}$ of List ${ }^{\sim}$ block removes the value at the first position of List, so now the list gets rearranged and all the remaining items get moved

## delete $4^{*}$ of List ${ }^{*}$ removes the value at

 one position up the list. The list now consists of 4 items andindex number 4 . The last block creates a speech bubble that displays The list includes the following: followed by the contents of List for 4 seconds.

Table 9-5 lists the blocks and describes the actions used in this example.

Table 9-5. Code Blocks in Remove Items

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| ay Please remove items 1 and 4 from the list for 2 secs | The sprite gets a speech bubble that displays Please remove items 1 and 4 from the list for 2 seconds. |
| delete (17 of List ${ }^{\text {F }}$ | Delete the value at the first position from List. |
| delete 47 of List ${ }^{\text {\% }}$ | Delete the value at the fourth position from List. |
| say for 4 secs | The sprite gets a speech bubble that displays the specified text or value for 4 seconds. |
| join The list includes the following: | Join the two values that have been specified in the block and report the result. |
| Hist | Hold and report the current values in List. |

## Example 9-6: Add Items at Specific Positions

Just as you can remove items from specific positions, you can add them too. This script asks for the user's input, and then inserts it at the first and third positions (index numbers 1 and 3) of the list called List.


Script 9-6. Add items

Script 9-6 starts running when the user clicks the green flag. The next block creates a speech bubble that displays the text Please add one more item at the first position of the list, opens a user input field, and waits for the user's input. The next block embeds answer in the insert at $1^{\text {T }}$ of List ${ }^{*}$ block to insert the user input at the first position of the list. The next block creates a speech bubble that displays the text Please add one more item at the third position of the list, opens a user input field, and waits for the user's input. The next block inserts the user input at the third position of the list. The next block creates a speech bubble for the sprite that displays the text The list consists now of, the length of the list, and the text items. for 4 seconds. The last block creates a speech bubble that displays The list includes the following: followed by the contents of the list for 4 seconds.

Table 9-6 lists the blocks and describes the actions used in this example.

Table 9-6. Code Blocks in Add Items at Specific Positions

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| ask Please add one more item at the first position of the list. and wait | The sprite gets a speech bubble that displays Please add one more item at the first position of the list., opens a user input field, and waits for user input. |
| insert ${ }^{\text {a }}$ at $\mathrm{I}^{\mathbf{7}}$ of List ${ }^{\text {- }}$ | Insert the specified value at the first position in the list. |
| answer | Hold and report the current user input value. |

(continued)

Table 9-6. (continued)

| Blocks | Actions |
| :---: | :---: |
| ask Please add one more item at the third position of the list. and wait | The sprite gets a speech bubble that displays Please add one more item at the third position of the list., opens a user input field, and waits for user input. |
| insert ${ }^{\text {at }} 3^{7}$ of List ${ }^{*}$ | Insert the specified value at the third position in the list. |
| answer) | Hold and report the current user input value. |
| say for 4 secs | The sprite gets a speech bubble that displays the specified text or value for 4 seconds. |
| join The list consists now of $\square$ | Join the two values that have been specified in the block and report the result. |
| join items. | Join the two values that have been specified in the block and report the result. |
| length of List ${ }^{\text {v }}$ | Hold and report the length of the specified list. |
| say $\square$ for 4 secs | The sprite gets a speech bubble that displays the specified text or value for 4 seconds. |
| join The list includes the following: | Join the two values that have been specified in the block and report the result. |
| List | Hold and report the current values in List. |

## Example 9-7: Read the List Back to Me

This example shows you how to sequentially display each item in a list along with its index number (position) Once again, it uses the List grocery list. In addition, you'll need to create a variable called number.


Script 9-7. Read the list

Script 9-7 starts running when the user clicks the green flag. The next block hides the list's monitor from the stage area. The next block of code hides the monitor for the number variable from the stage area. The next block creates a speech bubble that displays The list consists now of, the length of the list, and the text items. for 4 seconds. The next block assigns the value 1 to the variable called number. Next, by embedding

## length of List


block, you can instruct the C block to repeat the sequence of actions within for all the index numbers in the list. First, it creates a speech bubble that displays the text Item, the value of the number variable, the text $i s$, and the item in the list at the same position as the value of the number variable. So, for example, if the current value of the number variable is 2 , then the block returns the item in the list at position 2 . The next block in the sequence adds 1 to the current value of the number variable. After the loop completes all its passes, the next block creates a speech bubble that displays Ready to go grocery shopping. for 2 seconds. The last block shows the list's monitor in the stage area.

Table 9-7 lists the blocks and describes the actions used in this example.

Table 9-7. Code Blocks in Read the List Back to Me

| Blocks | Actions |
| :---: | :---: |
| when cticked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| hide list List ${ }^{\text {F }}$ | Hide the specified list's (List) monitor from the stage area. |
| hide variable number * | Hide the specified variable's (number) monitor from the stage area. |
| for 4 secs | The sprite gets a speech bubble that displays the specified text or value for 4 seconds. |
| join The list consists now of $\square$ | Join the two values that have been specified in the block and report the result. |
| join ${ }^{\text {a }}$ items. | Join the two values that have been specified in the block and report the result. |
| length of List ${ }^{\text {a }}$ | Hold and report the length of the specified list. |
| set $\begin{aligned} & \text { number }{ }^{\text {* }} \text { to } 1\end{aligned}$ | Set the current value of the variable called number to 1 . |
| repeat | Repeat the actions represented by the blocks within this block a certain number of times. |

Hold and report the length of the specified list.
The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Join the two values that have been specified in the block and report the result.

Join the two values that have been specified in the block and report the result.
Hold and report the current value of the number variable.

Join the two values that have been specified in the block and report the result.
Hold and report the value at a certain position in List.

Hold and report the current value of the number variable.
Add 1 to the current value of the number variable.

The sprite gets a speech bubble that displays Ready to go grocery shopping. for 2 seconds.
Show the monitor in the stage area for List.

## Example 9-8: List of Names

The script asks the user to enter 5 names, which are then added to the list called Names. At the end, the contents of the list are displayed. Before creating Script 9-8, make sure that the Names list is created.


Script 9-8. List of names

The script start running when the user clicks the green flag. The next block deletes all the values in Names to ensure that the list is empty. The next block hides the grocery list's monitor (List) from the stage
area. The next block shows the monitor for the Names list in the stage area. Next, a
 block repeats the sequence of actions within it 5 times. The first block in the sequence creates a speech bubble that displays the text $A d d$ the names of 5 people, opens a user input field, and waits for the user's input. The next block adds the user input to the end of the Names list. When the loop is finished, action moves to the next block which creates a speech bubble that displays Thank you. The list is ready. for 2 seconds. The last block also creates a speech bubble that lasts 4 seconds. The final speech bubble displays the text The list includes the following: and the contents of the Names list for 4 seconds.

Table 9-8 lists the blocks and describes the actions used in this example.

Table 9-8. Code Blocks in List of Names

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| delete all ${ }^{*}$ of Names * | Delete all values from the list called Names. |
| hide list List * | Hide the specified list's (List) monitor from the stage area. |
| show list Names ${ }^{\text {F }}$ | Show the monitor in the stage area for Names. |
| repeat 5 | Repeat the actions represented by the blocks within this block five times. |
| ask Add the names of 5 people and wait | The sprite gets a speech bubble that displays $A d d$ the names of 5 people, opens a user input field, and waits for user input. |
| add to Names * | Add the specified value to the end of Names. |
| answer | Hold and report the current user input value. |
| say Thank you. The list is ready. for 2 secs | The sprite gets a speech bubble that displays Thank you. The list is ready. for 2 seconds. |
| say $\square$ for 4 secs | The sprite gets a speech bubble that displays the specified text or value for 4 seconds. |
| ioin The list includes the following: $\square$ | Join the two values that have been specified in the block and report the result. |
| Names) | Hold and report the current values in Names. |

## Example 9-9: Relationship Between Lists

This example demonstrates working with multiple lists. Starting with index number 1 , the script sequentially asks the user for the age of each name in the list called Names and stores each age at the same index number (position) in a list called Age. The script also displays each name from Names with its corresponding age from Age. Before you begin building Script 9-9, makes sure the lists called Names and Age are created, as well as the variable called number.


## Script 9-9. Relationship

Script 9-9 starts running when the user clicks the green flag. The next block deletes all the values in Age to ensure that it is empty to start. The next two blocks hide the monitors for the number variable and the list called List from the stage area. The next block shows the monitor for the Age list in the stage area. The next
block assigns the value 1 to the number variable. Next, the first

block loops through the sequence of actions within it for the length of the Names list. The first block in the sequence creates a speech bubble that displays the text How old is and the value in the Names list at the position equal to the current value of number and the? symbol (see Figure 9-6). It also opens a user input field and waits for the user's input. The next block adds the user input to end of the Age list. The next block adds the value 1 to the set number * to 1 number variable. After the final loop of the sequence completes, the
$\square$ the value 1 to number variable. This means that the previous value of the number variable is value 1 . Next, the second repeat block repeats the sequence of actions within it for the length of the Names list. The first block in the sequence creates a speech bubble that displays the value in the Names list at the position equal to the current value of the number variable, the text $i s$, the value in the Age list at the position equal to the current value of number, and the text years old. for 2 seconds (see Figure 9-7). The next block adds the value 1 to the number variable.
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Figure 9-6. Question


Figure 9-7. Display

Table 9-9 lists the blocks and describes the actions used in this example.
Table 9-9. Code Blocks in Relationship Between Lists

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| delete all ${ }^{*}$ of Age ${ }^{\text {* }}$ | Delete all values from the list called Age. |
| hide variable number * | Hide the specified variable's (number) monitor from the stage area. |
| hide list List | Hide the specified list's (List) monitor from the stage area. |
| show list Age * | Show the monitor in the stage area for Age. |
| Set ${ }^{\text {number }}$ * to 1 | Set the current value of the variable called number to 1. |
| repeat | Repeat the actions represented by the blocks within this block a certain number of times. |
| $3$ |  |
| Length of Names * | Hold and report the length of the specified list. |
| sk $\square$ and wait | The sprite gets a speech bubble that displays a certain text, opens a user input field, and waits for user input. |
| join How old is | Join the two values that have been specified in the block and report the result. |
| join ? | Join the two values that have been specified in the block and report the result. |
| item ${ }^{*}$ of Names * | Hold and report the value at a certain position in Names. |
| number | Hold and report the current value of the number variable. |
| add to Age * | Add the specified value to the end of Age. |
| answer | Hold and report the current user input value. |
| change number * by 1 | Add 1 to the current value of number. |
| set | Set the current value of number to 1. |
|  | Repeat the actions represented by the blocks within this block a certain number of times. |

Table 9-9. (continued)

| Blocks | Actions |
| :--- | :--- |
| length of Names $\geqslant$ | Hold and report the length of the specified list. <br> The sprite gets a speech bubble that displays the specified text <br> or value for 2 seconds. |
| Join the two values that have been specified in the block and |  |
| report the result. |  |
| Join the two values that have been specified in the block and |  |
| report the result. |  |
| Hold and report the value at a certain position in Names. |  |

## Example 9-10: Replace an Item by User Input

You can also replace specific items in a list with user input. The script asks the user to enter a name and uses this name to replace the value (the previous name) at the first position of the list called Names. (Before creating this script, make sure that the Names list is created.)


Script 9-10. Replace an item

Script 9-10 starts running when the user clicks the green flag. The next block deletes all the values in the Names list. The next block hides the monitor for the Age list from the stage area. The next block creates a speech bubble that displays the text Enter one name, opens a user input field, and waits for the user's input. The next block adds the user input to the end of the Names list. The next block creates a speech bubble that displays Enter another name, opens a user input field, and waits for the user's input. The next block replaces the value at the first position in the Names list with the user input. The next block creates a speech bubble and displays Enter another name, opens a user input field, and waits for the user's input. The next block replaces the value at the first position in the Names list with the user input.

Table 9-10 lists the blocks and describes the actions used in this example.

Table 9-10. Code Blocks in Replace an Item by User Input

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| delete all ${ }^{\text {P }}$ of Names ${ }^{\text {r }}$ | Delete all values from the list called Names. |
| hide list $\overline{\text { Age }}$ | Hide the specified list's (Age) monitor from the stage area. |
| ask Enter one name and wait | The sprite gets a speech bubble that displays Enter one name, opens a user input field, and waits for user input. |
| dd to Names | Add the specified value to the end of Names. |
| answer | Hold and report the current user input value. |
| ask Enter another name and wait | The sprite gets a speech bubble that displays Enter another name, opens a user input field, and waits for user input. |
| replace item 17 $^{7}$ of $\sqrt{\text { Names }}$ F with $\square$ | Replace the value at the first position in Names with another value. |
| answer | Hold and report the current user input value. |
| ask Enter another name and wait | The sprite gets a speech bubble that displays Enter another name, opens a user input field, and waits for user input. |
| replace item 17 ofNames * with | Replace the value at the first position in Names with another value. |
| answer | Hold and report the current user input value. |

## Example 9-11: Replace an Item with a Variable

This example demonstrates that the value in a list can also be the value of a variable. The script replaces the value at the first position in the list called Names with the current value of a variable. Before creating Script 9-11, make sure that the list called Names and the variable called name are created.


Script 9-11. Replace with variable

The script starts running when the user clicks the green flag. The next block deletes all the values in the Names list. The next block shows the monitor for the name variable on the stage area, and then hides the monitor for the Age list from the stage area. The next block creates a speech bubble that displays the text Enter one name, opens a user input field, and waits for the user's input. The next block assigns the previous user input to the name variable. The next block adds the value of the name variable to the end of the list. The next block of code stops the script for 4 seconds. The next block assigns the value John to the name variable. The next block replaces the value at the first position of the list with the current value (John) of the name variable. The next block of code stops the script for 4 seconds. The next block of code assigns the value Lea to the name variable. The next block replaces the value at the first position of the Names list with the current value (Lea) of the name variable.

Table 9-11 lists the blocks and describes the actions used in this example.

Table 9-11. Code Blocks in Replace an Item with a Variable

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| delete allv of Names ${ }^{\text {\% }}$ | Delete all values from the Names list. |
| show variable name * | Show the specified variable's (name) monitor in the stage area. |
| hide list Age + | Hide the specified list's (Age) monitor from the stage area. |
| ask Enter one name and wait | The sprite gets a speech bubble that displays Enter one name, opens a user input field, and waits for user input. |
| $\text { set } \overline{\text { name } T} \text { to } \square$ | Set the current value of the variable called name to a certain value. |
| answer) | Hold and report the current user input value. |
| add to Names * | Add the specified value to the end of Names. |
| name | Hold and report the current value of the name variable. |
| $\underbrace{\text { wait } 4 \text { secs }}$ | The script waits 4 seconds. No actions are performed for 4 seconds. |
| set name * to John | Set the current value of the name variable to the value John. |
| replace item 17 of Names ${ }^{*}$ with | Replace the value at the first position in Names with another value. |
| name | Hold and report the current value of the name variable. |
| $\text { wait } 4 \text { secs }$ | The script waits 4 seconds. No actions are performed for 4 seconds. |
| set name T to Lea | Set the current value of name to the value Lea. |
| replace item (1) of Names ${ }^{\text {r with }}$ | Replace the value at the first position in Names with another value. |
| name | Hold and report the current value of the name variable. |

## Summary

In this chapter, you learned about lists. Most computer programming languages use lists, although they're sometimes called arrays. The difference between a list and a variable is that a list can hold multiple values (items) at a time. You learned where to create lists in Scratch. You also learned how to use the blocks of code that control lists.

In the next chapter, you will learn how to use a webcam to interact with Scratch; for example, you'll be using a webcam to control a sprite.

## Exercises

1. Create a list of three items. The user is granted three wishes. The user needs to enter his or her three wishes and these wishes will make up the list. Show the list in the stage area.
2. Replace the third wish in the previous list (Exercise 1) with a new user input.

## CHAPTER 10

## Webcam Interaction

In Scratch, you can control a webcam with a script and make it interact with the objects in a project. Using the blocks of code in the Sensing category, for example, you can use a webcam to control a sprite. In this chapter, you will learn how to use these blocks of code. You'll first learn about each block, and then you will apply what you have learned in some examples. To create the examples, you need to have a webcam connected to your computer.

## Webcam Blocks

The blocks of code that interact with the webcam are found in the Sensing blocks category (see Figure 10-1) in the block palette. One additional block that interacts with the webcam is found in the Events block category.
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Figure 10-1. Sensing blocks

The turn video on block activates the webcam. This block instructs Scratch to turn on the webcam. Before the webcam is turned on, the user receives an Adobe Flash Player message (see Figure 10-2) requesting camera and mic access. The user should click Allow. When the webcam is turned on, it shows its display on the stage behind the sprite. Clicking the pull-down menu of this block displays two other options: Off and On-flipped. If Off is selected and the block activated, it will turn off the webcam. On-flipped turns
on the webcam but flips the video to display horizontally. The sets the transparency for the video image displayed on the stage, behind the sprite. The higher the value, the
more transparent the video image is. A value of $100 \%$ produces a totally white video image. In this set video transparency to 50 \% example, the transparency is set at $50 \%$.


Figure 10-2. Access request

The webcam detects video motion and the direction of video motion. The value of video motion ranges from 1 to 100 . The faster the video motion, the higher the value. The values are calculated based on a theory
called optical flow. The
video motion * on this sprite * motion on the sprite. For example, if you have the webcam pointing at you, the webcam shows this on the stage behind the sprite on the stage behind the sprite. If you move your hand over the sprite, the webcam detects the motion and the block reports its value to the script. Selecting Stage from the block's second pull-down menu reports the value of video motion on the stage instead. You can also select direction from the block's first pull-down menu. For example, video direction ${ }^{\sim}$ on this sprite $\geqslant$ detects and reports the direction that the video motion is going when it passes over the sprite.

You can also use a webcam to trigger your script. Found in the Events blocks category, the

## when $\overline{\text { video motion } \nabla}>50$

block is a trigger that activates a script when the webcam detects motion greater than the specified value. In this example, the script starts running if the value of the video motion detected is greater than 50. (The pull-down menu of this block offers other choices like loudness and timer, as well.) As mentioned, the value of video motion ranges from 1 to 100 . This value is the speed of the video motion detected by the webcam, so a slow speed correlates to a lower number and a high speed to a higher number. If you want to see the current value of the video motion, you can always select the box in front of video motion ${ }^{\sim}$ on this sprite ${ }^{*}$. It displays a reporter window on the stage with the current value of video motion.

## Examples

The following examples will teach you how to create scripts that interact with the webcam. In order to run these scripts successfully, you need to have a working webcam connected to your computer. Also make sure that the webcam is pointing at you and that you are displayed on the screen.

After practicing the basics, you'll create a game that interacts with your webcam. Remember, that after you have created the following scripts and run them successfully, you can always modify them to your own liking.

## Example 10-1: Video Direction

This example teaches you how to use the direction of video motion to control the sprite. The webcam detects which direction the video motion on the sprite is going and points the sprite in that direction.


## Script 10-1. Video direction

Script 10-1 starts running when the user clicks the green flag. The next block of code, turns on the webcam. The webcam display shows up on the stage, behind the sprite. The third block makes the sprite face to the right. The next block sets the rotation style of the sprite to left-right. This means that the sprite can only face left or right. The fifth block of code moves the sprite to the middle of the stage. Next, the

```
forever
```


block repeats the sequence of actions within it forever, or until the script is manually stopped. You create the action within the forever block by embedding the

block. This combined block makes the sprite face in the direction that the video motion is going. For example, if you move your hand over the sprite from left to right on the stage, the sprite will face right. If you move your hand over the sprite from right to left on the stage, the sprite will face left.

Table 10-1 lists the blocks and describes the actions used in this example.

Table 10-1. Code Blocks in Video Direction

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| turn video on | Turn the webcam on. |
| point in direction 907 | Make the sprite face to the right. |
| rotation style left-right | Set the rotation style of the sprite so that it can only face left or right. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| forever | The actions within the forever block are repeated forever, or until the script is stopped manually. |
| point in direction $\bigcirc$ | Make the sprite face in the specified direction. |
| video direction ${ }^{*}$ on this sprite ${ }^{\text {- }}$ | Hold and report the value of the video motion on the sprite. |

## Example 10-2: Video Transparency

This example shows you how to control video transparency. Script 10-2 changes the video transparency, first increasing it from $0 \%$ (fully opaque) to $100 \%$ (fully transparent) and then decreasing it to the setting of $50 \%$. Notice how the webcam display on the stage changes. Before creating the script, make sure that you create a variable called percentage. (If you forgot how to create a variable, please consult Chapter 8.)


## Script 10-2. Video transparency

Script 10-2 starts running when the user clicks the green flag. The next blocks turns on the webcam and shows its display on the stage behind the sprite. The next three blocks make the sprite face to the right, set its rotation style to only face left or right, and move it to the center of the stage. The next block of code assigns

block repeats the sequence of actions
the value 0 to the percentage variable. Next, the within it 10 times. The block in that sequence adds $10 \%$ to the current value of the percentage variable. The next combined block sets the video transparency to the current value of the percentage variable. The last block within the sequence pauses the script for 1 second. After the tenth repeat of the sequence, the value of the percentage variable is $100 \%$ and so is the video transparency. Notice how the video display on the stage
is completely blank. The next
 block repeats the sequence of actions within it 5 times. The first block within the sequence block subtracts 10 from the current value of the percentage variable. The next combined block sets video transparency to the current value of the percentage variable. The last block within the sequence pauses the script for 1 second. At the end of the script, video transparency is at $50 \%$.

Table 10-2 lists the blocks and describes the actions used in this example.

Table 10-2. Code Blocks in Video Transparency

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| turn video on ${ }^{\text {F }}$ | Turn the webcam on. |
| point in direction 907 | Make the sprite face to the right. |
| set rotation style left-right | Set the rotation style of the sprite so that it can only face left or right. |
| o to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| st percentage ${ }^{\text {r }}$ to 0 | Set the current value of the percentage variable to 0 . |
| $\text { repeat } 10$ | Repeat the actions represented by the blocks within this block ten times. |
| t) |  |
| ange $\overline{\text { percentage }}$ * by 10 | Add 10 to the current value of the percentage variable. |
| $t$ video transparency to 0 \% | Set video transparency to the specified value. |
| percentage | Hold and report the current value of the percentage variable. |
| ait 1 secs | The script waits 1 second. No actions are performed for 1 second. |
| $\text { repeat } 5$ | Repeat the actions represented by the blocks within this block five times. |
|  |  |
| change $\sqrt{\text { percentage }} \times$ by -10 | Subtract 10 from the current value of the percentage variable. |
| video transparency to 0 \% | Set video transparency to the specified value. |
| percentage | Hold and report the current value of the percentage variable. |
| wait 11 secs | The script waits 1 second. No actions are performed for 1 second. |

## Example 10-3: Move Sprite

In this example, you'll use the webcam and video motion to move the sprite. For example, if you move your hand over the sprite, the sprite will move in the same direction that your hand moves. The sprite follows your hand.


## Script 10-3. Move sprite

Script 10-3 starts running when the user clicks the green flag. The next block activates the webcam. When the webcam display shows up on the stage, make sure that the webcam is pointing at you. The next three blocks make the sprite face to the right, set its rotation style to left-right, and move the sprite to the
center of the stage. Next, a
 block repeats the sequence of actions within it forever, or until the script is manually stopped. The first block in the loop makes the sprite face in the direction that the video
 block that evaluates whether the speed of the video motion is greater than 5 . If the condition is true (the speed is greater than 5 ), then the sprite moves 10 pixels in the direction that it's facing. If the condition is false, then the action loops back to the first block in the sequence.

After running the script successfully, modify it to your liking and see how it performs.
Table 10-3 lists the blocks and describes the actions used in this example.

Table 10-3. Code Blocks in Move Sprite
Actions
Clicking the green flag activates the script. The green flag is
the trigger to start the script running.

## Example 10-4: Motion Detector

Ever wonder how motion detector alarms work? Not only does this example provide the answer, it shows you how to make one. The script plays a sound every time the speed of video motion is detected as being greater than 30 . For example, every time that you move your hand over the sprite fast enough that the speed detected is greater than 30 , the meow sound is played. Go ahead and create Script $10-4$ to give it a try.


## Script 10-4. Motion detector

The script starts running when the user clicks the green flag. The next four blocks are the same as in the previous examples. They activate the webcam, make the sprite face to the right, set the rotation style of the sprite so that it can only face left or right, and move the sprite to the center of the stage. The next block
creates a speech bubble that displays Hello!. Next, there is a

block with an If/Then conditional statement inside. If the speed of video motion over the sprite is greater than 30 , then the condition is true and the meow sound is played. If it is false, the loop begins again.

You can create your own motion detector alarm by changing the sound played, and you can even add a say You're too close
block to create a speech bubble that contains a warning like "Back off" or "You're too close." If someone gets too close to your computer and you have this script running, for example, then motion is detected and a specific action is executed-kind of like a burglar alarm.

Table 10-4 lists the blocks and describes the actions used in this example.

Table 10-4. Code Blocks in Motion Detector

| Blocks | Actions |
| :---: | :---: |
| when cisked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| turn video $\overline{\text { on }}$ | Turn the webcam on. |
| point in direction 907 | Make the sprite face to the right. |
| set rotation style left-right ${ }^{\text {r }}$ | Set the rotation style of the sprite so that it can only face left or right. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| $\checkmark$ Hello! | The sprite gets a speech bubble that displays Hello!. |
| forever | The actions within the forever block are repeated forever, or until the script is stopped manually. |
| \# |  |
| then | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| > 30 | If the value on the left side is greater than 30 , then this condition is true; otherwise, the condition is false. |
| deo $\sqrt{\text { motion }}$ - on this sprite ${ }^{\text {v }}$ | Hold and report the value of the video motion on the sprite. |
| play sound meow ${ }^{\text {r }}$ | Play the sound meow. |

## Example 10-5: Motion Detector Game

You can also use the motion detecting feature to create a game. Almost the same as Script 10-4, this script moves the sprite around the stage, and then plays the meow sound every time that you move your hand; for example, when you move your hand over the sprite at a speed greater than 50 .


## Script 10-5. Motion detector game

Script 10-5 activates when the user clicks the green flag. The next block turns on the webcam. Next, a forever
block creates a continuous loop of the sequence of actions within it. The first block within the loop moves the sprite 10 pixels in the direction that it's facing. The next block makes sure that if the sprite hits any of the stage edges, it will bounce and travel in the opposite direction. The next block rotates the sprite 2 degrees counterclockwise. The next compound block creates a speech bubble that displays the current value of the video motion. Next, the If/Then conditional statement evaluates whether the value of the video motion on the sprite is greater than 50 . If it is, then the condition is true; the meow sound is played and the script pauses for 2 seconds. After the pause, the loop repeats. If the condition is false, the action loops back to the start of the sequence immediately.

Experiment with this script and notice that when you move your hand slowly so that the value of video motion is less than 50 , no sound is played and the script is not paused.

Table 10-5 lists the blocks and describes the actions used in this example.

Table 10-5. Code Blocks in Motion Detector Game


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Turn the webcam on.

The actions within the forever block are repeated forever, or until the script is stopped manually.

Move the sprite 10 pixels in the direction that it's facing.

If the sprite reaches the edge of the stage, bounce in the opposite direction.

Turn the sprite counterclockwise 2 degrees.

The sprite gets a speech bubble that displays the specified text or value.

Hold and report the value of the video motion on the sprite.

Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block.

If the value on the left side is greater than 50 , then this condition is true; otherwise, the condition is false.

Hold and report the value of the video motion on the sprite.
Play the sound meow.

The script waits 2 seconds. No actions are performed for 2 seconds.

## Example 10-6: Motion Detector Game 2

In programming, there's always more than one way to produce the same result. This example demonstrates an alternate method to detect video motion in Scratch. It also uses two scripts: the first script handles the sprite's movements and the second script performs the same role as the If/Then conditional statement in Script 10-6, playing a sound when video motion exceeds a specific level. Instead of embedding the



Script 10-6. Motion Detector Game 2: Sprite Motion

First, create Script 10-6 to move the sprite around the stage. This script activates when the user clicks
the green flag. The next block turns on the webcam. Next, the
 block loops the sequence of actions inside it indefinitely. The first block in the sequence moves the sprite 10 pixels in the direction that it's moving. The next block makes sure that if the sprite hits any of the stage edges, it will bounce and travel in the opposite direction. The last block in the sequence rotates the sprite 2 degrees counterclockwise.

Table 10-6 lists the blocks and describes the actions used in this example.

Table 10-6. Code Blocks in Motion Detector Game 2: Sprite Motion

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| turn video on ${ }^{\text {F }}$ | Turn the webcam on. |
| forever | The actions within the forever block are repeated forever, or until the script is stopped manually. |
| ove 10 steps | Move the sprite 10 pixels in the direction that it's facing. |
| if on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |
| turn 2 degrees | Turn the sprite counterclockwise 2 degrees. |

Next, create Script 10-12 beneath Script 10-6 in the scripts area. Script 10-7 is the last script in this project.


Script 10-7. Motion Detector Game 2: Video motion

The first block activates the script if the value of the video motion detected is greater than 50 . The last block plays the meow sound, only if the script is activated.

Table 10-7 lists the blocks and describes the actions used in this example.

Table 10-7. Code Blocks in Motion Detector Game 2: Video Motion

| Blocks | Actions |
| :--- | :--- |
| when video motion $\gg 50$ | The script gets activated when the webcam detects video <br> motion greater than 50. |
| play sound meow ${ }^{*}$ |  |

## Example 10-7: Video Game

This last example in this chapter teaches you how to create a game using the webcam (see Figure 10-3). The sprite will move around the stage, and every time that you move your hand over the sprite with a speed greater than 50 , you score 1 point and the meow sound plays. The goal of the game is to move your hand over the sprite as many times as possible within 10 seconds.

## Beachball: Score 22

## Beachball: Time 10

Figure 10-3. Video game

You need to create three scripts in the same scripts area (see Figure 10-4). Be sure to select the same sprite when creating all three scripts. The example uses the Beachball sprite (see Figure 10-5), but you can select whichever you like. Before you start creating the scripts, you also need to create two variables: Time and Score. (See Chapter 8 if you need help creating variables.)


Figure 10-4. Video game scripts


Figure 10-5. Beachball sprite

The main goal of the first script (Script 10-8) is to control the movement of the sprite.


## Script 10-8. Video Game: Motion

Script 10-8 starts running when the user clicks the green flag. The second block assigns the value 0 to the Time variable. The next three blocks shrink the size of the sprite to $50 \%$, turn on the webcam, and assign

the value 0 to the Score variable. Then, the sequence of blocks inside the
block controls the sprite's motion. The blocks inside this block move the sprite 20 pixels in the direction that it's facing, make it bounce and travel in the opposite direction if it reaches any of the stage edges, and finally, rotate the sprite 2 degrees counterclockwise. After rotating the sprite, the loop repeats.

Table 10-8 lists the blocks and describes the actions used in this example.

Table 10-8. Code Blocks in Video Game: Motion

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| $t \longdiv { \text { Time } }$ * to 0 | Set the current value of the variable called Time to 0 . |
| t size to $50 \%$ | Shrink the sprite to half its size. |
| rn video on * | Turn the webcam on. |
| set Score ${ }^{\text {V }}$ to 0 | Set the current value of the variable called Score to 0 . |
| forever | The actions within the forever block are repeated forever, or until the script is stopped manually. |
| move 20 steps | Move the sprite 20 pixels in the direction that it's facing. |
| on edge, bounce | If the sprite reaches the edge of the stage, bounce in the opposite direction. |
| turn ${ }^{\text {P }}$ ( 2 degrees | Turn the sprite counterclockwise 2 degrees. |

Script 10-9 keeps track of the time for the game. When 10 seconds is reached, all the scripts in this project stop.


Script 10-9. Video Game: Time

Script 10-9 starts running when the user clicks the green flag. The rest of the script's actions loop
inside a
forever
adds 1 to the current value of Time. The next block is an If/Then conditional statement block that evaluates whether the current value of the Time value is equal to 10 . If this is true, then all the scripts in this project are stopped. If it is false, the actions repeat.

Table 10-9 lists the blocks and describes the actions used in this example.

Table 10-9. Code Blocks in Video Game: Time

| Blocks | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| :--- | :--- |
| The actions within the forever block are repeated forever, or |  |
| until the script is stopped manually. |  |

The main goal of the last script for this project (Script 10-10) is to keep track of the score for this game.


Script 10-10. Video Game: Score

Script 10-10 activates when the user clicks the green flag. Next, there is a
 is greater than 50 . If the condition is true, then the sequence of blocks within the If/Then conditional statement are executed. The first block in the sequence adds 1 to the value of Score. The next one plays the pop sound. The next block hides the sprite from the stage area and the next block moves the sprite to a position with randomly picked X and Y values. The last block in the sequence displays the sprite in the stage area.

Table 10-10 lists the blocks and describes the actions used in this example.
Table 10-10. Code Blocks in Video Game: Score


Table 10-10. (continued)

| Blocks | Actions |
| :---: | :---: |
|  | Hold and report the value of the video motion on the sprite. |
| change $\overline{\text { Score }}{ }^{\text {\% }}$ by 1 | Add 1 to the current value of the Score variable. |
| play sound pop ${ }^{\text {r }}$ | Play the sound pop. |
| hide | Make the sprite disappear from the stage. |
| to $x: \bigcirc y=$ | Move the sprite to the specified X and Y coordinates. |
| pick random -240 to 240 | Pick a random value between the two specified numbers and report the result. |
| pick random -180 to 180 | Pick a random value between the two specified numbers and report the result. |
| shom | Make the sprite appear on the stage. |

## Summary

By now, you should realize the power of Scratch. You've progressed from the very simple scripts of Chapter 3 to interacting with the outside world, first through input from the keyboard and now, in this chapter, via a webcam. With Scratch, you can use the webcam as a sensor, or as a motion detector, or to create a game.

Slowly but surely, we are reaching the end of this book. The next chapter teaches you how to make scripts interact with other; for example, one script can trigger another script to start.

Finally, use the knowledge that you gained in this chapter to do these next two exercises.

## Exercises

1. Create a script that detects video motion. Each time the video motion on the sprite is greater than 30 , make the sprite jump up and down.
2. Create a script that detects video motion. Each time the video motion on the sprite is greater than 30, play a sound.

## CHAPTER 11

## $\square \square \square$

## Broadcast Interaction

By now, you've learned several ways to activate a script besides simply clicking it in the scripts area. For example, you can use hat blocks in the Events block category to instruct a script to start when the user clicks the green flag or presses the space bar. But what if you could activate one script automatically from inside another script with no user clicking or key presses required? That's what this chapter teaches you how to do: use a block in one script to broadcast an instruction to another script, telling it to activate.

If you have two sprites in a project, for example, you can create one script for each and make the script you created for one sprite instruct the other sprite's script to start. On the stage, it looks as if the sprites are interacting with each other, which comes in handy when you want to create a project that tells a story. In a game, for example, you could have a sprite's script instruct a backdrop's script to start after the sprite performs a specific action. In this chapter, you will learn about the blocks that allow this interaction by broadcasting instructions between scripts, and then you'll create some scripts that use these blocks.

## Broadcast Blocks

The activation of one script by another script consists of two parts: one script broadcasts the start instruction, which Scratch calls a message, and the other script receives the message and then activates. Each activation message sent between scripts has a unique name that is specified in both scripts, enabling you to send multiple messages to multiple scripts in a single project, with certainty that the various receiving scripts will start at the appropriate times. The blocks of code you need for both broadcasting and receiving messages are found in the Events blocks category (see Figure 11-1).


Figure 11-1. Events

To broadcast a message, you have the choice of two blocks. The
block broadcasts the specified message, and then the action progresses to the next block in the script. As you can see in the block's pull-down menu, the default message name is messagel. You can create your message name, as well. Simply select new message... from the menu (see Figure 11-2), and when the New Message window (see Figure 11-3) opens, give your message a descriptive name and click the OK button. Remember, the message you create doesn't contain any value; it's a signal to trigger another script. The name simply helps you differentiate between messages that are being broadcast and received in larger projects. The broadcast message1 ${ }^{\sim}$ and wait
block also broadcasts the message you specify, but Scratch waits until the receiving script finishes running before performing the action of the next block in the broadcasting script.


Figure 11-2. Choose to broadcast the default message or to create a new one


Figure 11-3. Name your message in the New Message window
Remember, for each broadcast block that sends an instruction to activate, you need to add a receiving
 block "listens for" the
block at the top of the script to be activated. The specified message. When it receives that message, the block triggers the script snapped below it and Scratch starts going through the next blocks of code in the script.

Let's go next through a couple of examples showing these blocks in action.

## Examples

By creating and running the scripts in the next examples, you will get a better understanding of how broadcasting works and how it can give sprites the illusion of reacting to each other's actions. For instance, you'll set up one sprite's script to broadcast a trigger to another sprite's script to mimic a conversation, as well as create a script for a sprite that sends a message to activate a backdrop-changing script at a key time.

Remember, try to figure out what the script does before you create and run it. This is a good way to learn a programming language.

## Example 11-1: Basic Dialog

Without broadcasting messages, setting up interactions between sprites requires building in pauses and guesswork to ensure that the timing of the two sprites' scripts is in sync. To provide a contrast for the broadcast-based examples that follow, this first example sets up a short conversation between two sprites by


Before you create the scripts, add one more sprite to the project. I'll use the Crab sprite, but you can choose whichever one you prefer.

Select the first sprite in the Sprites pane (see Figure 11-4), and snap together Script 11-1 in the scripts area.


Figure 11-4. Sprites pane


Script 11-1. Dialog: Sprite 1 speech

The script activates when the user clicks the green flag. The second block moves the sprite to the position on the stage where the coordinates are ( $-100,0$ ). The last block of code creates a speech bubble that displays Hi. How are you? for 2 seconds (see Figure 11-5).


Figure 11-5. The first sprite's line of dialog

Table 11-1 lists the blocks and describes the actions used in this example.
Table 11-1. Dialog: Sprite 1 Speech Code Blocks

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| go to $\mathbf{x : - 1 0 0} \mathbf{y}: \mathbf{0}$ | Move the sprite to the position where $\mathrm{X}=-100$ and $\mathrm{Y}=0$. |
| say Hi. How are you? for 2 secs | The sprite gets a speech bubble that displays Hi. How are you? for <br> 2 seconds. |

Now, set up your second sprite's answer. Select the second sprite and create Script 11-2 in the scripts area. The script starts running when the user clicks the green flag. The next block moves the selected sprite to $(100,-30)$. The third block pauses the script for 2 seconds to stay in sync with the first sprite's script, and the last block creates a speech bubble that displays Fine, thank you! for 2 seconds.


Script 11-2. Dialog Sprite 2 speech

Remember, the first sprite's speech bubble displayed for 2 seconds. Because both scripts start at the same time (when the user clicks the green flag), the second sprite's script must pause for 2 seconds before its

## say Fine, thank you! for 2 secs

block so that the second speech bubble displays only after the first one disappears from the stage. Although coordinating speech bubbles and pauses is manageable in this simple example, imagine trying to coordinate the script timing for a longer, more complex conversation-or one among three sprites. Broadcasting messages makes the task much easier, as you'll learn in the next example.

Table 11-2 lists the blocks and describes the actions used in this example.

Table 11-2. Dialog: Sprite 2 Speech Code Blocks
Blocks Actions

go to $x: 100 \mathrm{y}$ : $\mathbf{- 3 0}$
wait 2 secs
say Fine, thank you! for 2 secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to the position where $\mathrm{X}=100$ and $\mathrm{Y}=-30$.
The script waits 2 seconds. No actions are performed for 2 seconds.

The sprite gets a speech bubble that displays Fine, thank you! for 2 seconds.

## Example 11-2: Advanced Conversation

This more efficient example produces the same result as Example 11-1 by using the

## broadcast messager ~

## when I reccive message1

blocks. Once again, make sure that you have two sprites added to the project. Select the first sprite in the Sprites pane, and create Script 11-3.

The script starts running when the user clicks the green flag. The next block moves the sprite to the position (100, 0). The third block creates a speech bubble that displays Hi. How are you? for 2 seconds. The last block of code broadcasts message 1 to trigger Script 11-5, which controls the second sprite's speech.


Script 11-3. Conversation: Sprite 1 speech

Table 11-3 lists the blocks and describes the actions used in this example.
Table 11-3. Conversation: Sprite 1 Speech Code Blocks

| Blocks | Actions |
| :--- | :--- |
| go to $\mathrm{x}:-100 \mathrm{y}: 0$ | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| say Hi. How are you? for 2 secs | The sprite gets a speech bubble that displays Hi. How are you? <br> for 2 seconds. |
| broadcast message1 $\sim$ | Broadcast messagel. |

Select the second sprite. Create Script 11-4 to control its position and Script 11-5 to control its speech.


Script 11-4. Conversation: Sprite 2 position

Script 11-4 starts running when the user clicks the green flag and moves the sprite to the position (100, -30 ). Table 11-4 lists the blocks and describes the actions used in this example.

Table 11-4. Conversation: Sprite 2 Position Code Blocks

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to <br> start the script running. |
| go to $\mathbf{x}: 100 \mathrm{y}:-30$ | Move the sprite to the position where $\mathrm{X}=100$ and $\mathrm{Y}=-30$. |

Script 11-5 activates when it receives the message broadcast by the first sprite.


Script 11-5. Conversation: Sprite 2 speech

Specifically, the first block activates the script when it receives message 1, which Script 11-3 broadcasts after it displays the first sprite's speech bubble. The next block creates a speech bubble for the second sprite that displays Fine, thank you! for 2 seconds. The timing of the speech bubbles is coordinated automatically by the scripts-no more figuring out and manually adding pauses. Broadcasting and receiving a message makes coordinating the interaction between scripts easier and more efficient.

Table 11-5 lists the blocks and describes the actions used in this example.

Table 11-5. Conversation: Sprite 2 Speech Code Blocks
Blocks Actions

say Fine, thank you! for 2 secs

## Actions

Receiving message 1 activates the script.

The sprite gets a speech bubble that displays Fine, thank you! for 2 seconds.

## Example 11-3: Dance

This example builds on the concepts in Example 11-2. You will create a conversation between the two sprites in Figure 11-6, and then instruct one of them to dance.


Figure 11-6. Dance sprites

Before you create the scripts for this example, make sure that you add the $\mathbf{1 0 8 0} \mathbf{H i p}-H o p$ to the Sprites pane (see Figure 11-7). You also need to add the dance celebrate sound file from the Sound Library.


Figure 11-7. The Sprites pane

To begin, select Spritel and create Script 11-6.


Script 11-6. Dance: Sprite 1 speech

Script 11-6 starts running when the user clicks the green flag. The next two blocks make the sprite face to the right and move it to the position $(-150,0)$. The next two blocks each create a speech bubble that lasts for 2 seconds. The first one displays I hear you are a very good dancer., and then the second one displays Show us what you got!. The next block broadcasts messagel to trigger Script 11-7 (the script that you will create to receive the broadcast) and waits until that script completes. Scratch then executes the next code
block in the broadcasting script, which is a

## repeat 10

 times. That block rotates the sprite 36 degrees counterclockwise. After the loop completes, the last block creates a speech bubble that displays Woaaaw. That was awesome! for 2 seconds. Why rotate the sprite by repeating a 36-degree rotation 10 times instead of rotating 360 degrees at once? Because rotating 360 degrees at once wouldn't show the sprite rotating, since the starting and ending position of the sprite would be the same.

Script 11-7. Dance: Sprite 2 actions

Table 11-6 lists the blocks and describes the actions used in this example.

Table 11-6. Dance: Sprite 1 Speech Code Blocks

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| point in direction 907 | Make the sprite face to the right. |
| go to $x:-150 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=-150$ and $\mathrm{Y}=0$. |
| say I hear you are a very good dancer., for 2 secs | The sprite gets a speech bubble that displays $I$ hear you are a very good dancer. for 2 seconds. |
| say Show us what you got! for 2 secs | The sprite gets a speech bubble that displays Show us what you got! for 2 seconds. |
| broadcast $\$ message1 ${ }^{\text {- }}$ and wait | Broadcast message 1 and wait until all the scripts that received the message have finished. |
|  | Repeat the actions represented by the blocks within this block ten times. |
| turn ${ }^{\text {¢ }} 36$ degrees | Turn the sprite counterclockwise 36 degrees. |
| say Woaaaw. That was awesome! for 2 secs | The sprite gets a speech bubble that displays Woaaaw. That was awesome! for 2 seconds. |

The broadcasting script is finished, so now you need to set up the receiving script for the second sprite. Select the $\mathbf{1 0 8 0}$ Hip-Hop sprite and create Script 11-7.

The hat block indicates that Script 11-7 activates when messagel is received. The next block plays the

block repeats the two actions within it 35 times. First, the sprite changes to its next costume, and then the script pauses for 0.2 seconds. The sprite dances while the music plays.

Notice how broadcast message $\sqrt{\sim}$ and wait affects the interaction between the scripts. Because the first sprite's script waits for the second script to complete before it continues, on the stage it appears that the cat prompts and then reacts to the dancer sprite's actions. If you had used

## broadcast message1 *

 the dancer began to change costumes.Table 11-7 lists the blocks and describes the actions used in this example.

Table 11-7. Dance: Sprite 2 Actions Code Blocks
Blocks Actions

play sound dance celebrate *
Actions
Receiving message $\mathbf{l}$ activates the script.

Play the sound dance celebrate.


Repeat the actions represented by the blocks within this block 35 times.

Change the sprite to the next costume in the costumes tab.
wait 0.2 secs
The script waits 0.2 seconds. No actions are performed for 0.2 seconds.

## Example 11-4: Math Test

Now that you've mastered broadcasting one message, try broadcasting three. This next example shows interaction amongst five scripts that control a back-and-forth conversation about math between two sprites. One script asks a math question and triggers the script that answers, which in turn triggers a second question that then triggers a second answer. That's a lot of broadcasting and receiving, so you'd better get started.

The first step is to assemble all the elements you need. Make sure that you have two sprites in the Sprites pane. Next, create two additional messages and name them message 2 and message3. You can create the new message name, either while the block is still in the block palette or after you have dragged and dropped it in the scripts area. Last but not least, create a variable called number.

Next, let's create the scripts that control the sprite that asks the math questions. Select the questioner sprite (I chose the cat), and create Script 11-8, which asks the first math question and broadcasts messagel to activate the second sprite's first answer script (see Script 11-11).


Script 11-8. Math Test: Question1

The script starts running when the user clicks the green flag. The next block moves the sprite to the position ( $-150,0$ ). The next block displays the sprite on the stage if it was hidden. If the sprite was not hidden, nothing will happen. The next block creates a speech bubble that displays Can you count from 1 to 10 ? for 2 seconds (see Figure 11-8). The last block of code broadcasts message1.


Figure 11-8. The Math test's first question

Table 11-8 lists the blocks and describes the actions used in this example.

Table 11-8. Math Test: Question1 Code Blocks

| Blocks | Actions |
| :---: | :---: |
| when cisked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $\mathrm{x}:-150 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=-150$ and $\mathrm{Y}=0$. |
| show | Make the sprite appear on the stage. |
| Can you count from 1 to 10? for 2 secs | The sprite gets a speech bubble that displays Can you count from 1 to 10 ? for 2 seconds. |
| broadcast ${ }_{\text {message }{ }^{\text {F }} \text { * }}$ | Broadcast message 1. |

With the questioner sprite still selected, create the Script 11-9, which receives message 2 from the second sprite's first answer script (see Script 11-11), asks a second question, and then broadcasts message3 to the second sprite's second answer script (see Script 11-12).


## Script 11-9. Math Test: Question2

Script 11-9 starts running when it receives message2. The next two blocks create speech bubbles. The first bubble displays Impressive. I have one more test for you. for 2 seconds, and the second displays What is the result of 2 times 3 ? I for 2 seconds. The last block of code broadcasts message 3 to activate the second sprite's second answer in Script 11-12.

Table 11-9 lists the blocks and describes the actions used in this example.

Table 11-9. Math Test: Question2 Code Blocks

| Blocks | Actions |
| :---: | :---: |
| when 1 receive message2 | Receiving message2 activates the script. |
| say Impressive. I have one more test for you. for 2 secs | The sprite gets a speech bubble that displays Impressive. I have one more test for you. for 2 seconds. |
| say What is the result of 2 times 3 ? for 2 secs | The sprite gets a speech bubble that displays What is the result of 2 times 3 ? for 2 seconds. |
| broadcast message3 ${ }^{\text {F }}$ | Broadcast message3. |

The questioner sprite's scripts are finished, so you're ready to move on to the answering sprite's scripts. Go ahead and select the second sprite. All the scripts you create now in the scripts area will send instructions to this sprite. Start with Script 11-10, which positions the second sprite on the stage.


## Script 11-10. Math Test: Position

Script 11-10 starts running when the user clicks the green flag. The next block moves the sprite to the position (100, 0). The next block sets the rotation style of the sprite to left-right. The last block makes the sprite face to the left.

Table 11-10 lists the blocks and describes the actions used in this example.
Table 11-10. Math Test: Position Code Blocks

| Blocks | Actions |
| :---: | :---: |
| hen clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| - to $\mathrm{x}: 100 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=100$ and $\mathrm{Y}=0$. |
| set rotation style left-right * | Set the rotation style of the sprite, so that it can only turn left or right. |
| point in direction -907 | Make the sprite face to the left. |

Keeping the second sprite selected, create Script 11-11 with its first math answer, which starts running upon receiving messagel from Script 11-8 and activates Script 11-9 by broadcasting message2.


Script 11-11. Math Test: Answer1

Script 11-11 starts running when it receives messagel broadcast from Script 11-8. The next block creates a speech bubble that displays Of course! for 2 seconds. The next block assigns the value 0 to the

## reperat 10


number variable. Next, there's a
block that repeats the sequence of actions within it 10 times. The first block in the sequence adds 1 to the current value of number, and the second creates a speech bubble that displays the value of number for 1 second. After the second sprite counts from 1 to 10 in the loop, the next block creates a speech bubble that displays There you go. I'm a genius. for 2 seconds. Finally, the last block of code broadcasts message2 to trigger Script 11-9.

Table 11-11 lists the blocks and describes the actions used in this example.

Table 11-11. Math Test: Answerl Code Blocks

| Blocks | Actions |
| :---: | :---: |
|  | Receiving message 1 activates the script. |
| hen I receive messagel ${ }^{\text {v }}$ |  |
| say Of course! for 2 secs | The sprite gets a speech bubble that displays Of course! for 2 seconds. |
| Set $\overline{\text { number }} \times$ to 0 | Set the current value of the variable called number to 0 . |
| $\text { repeat } 10$ | Repeat the actions represented by the blocks within this block ten times. |
| \#) |  |
| change number 7 by 1 | Add 1 to the current value of the number variable. |
| say for 11 secs | The sprite gets a speech bubble that displays the specified text or value. |
| number | Hold and report the current value of the number variable. |
| V There you go. I'm a genius. for 2 secs | The sprite gets a speech bubble that displays There you go. I'm a genius. for 2 seconds. |
| broadcast $\begin{aligned} & \text { message2 }\end{aligned}$ | Broadcast message2. |

You're almost done. You just need to create Script 11-12, which receives message3 from Script 11-9 and gives the second sprite's final math answer. Make sure that the second sprite is still active and snap together the final two blocks in the scripts area.


## Script 11-12. Math Test: Answer2

The script starts running after it has received message3, which is broadcast from Script 11-9. The next block creates a speech bubble that displays the text 2 times 3 is equal to: and the result of the embedded multiplication operator block for 2 seconds.

Table 11-12 lists the blocks and describes the actions used in this example.
Table 11-12. Math Test: Answer2 Code Blocks

## Blocks <br> when I receive $\longdiv { \text { message3 } }$

## say for 2 secs

ioin 2 times 3 is equal to:
2) * 3

Actions
Receiving message 3 activates the script.

The sprite gets a speech bubble that displays the specified text or value.
Join the two values that have been specified in the block and report the result.

Multiply two values (2*3) and report the result.

So now that you have learned how to make the scripts and sprites interact with each other automatically, you can create your own stories using the same methods.

## Example 11-5: Race

This project illustrates how you can use the broadcasting technique to create a story in which the sprites race each other to a finish line (see Figure 11-9).


Figure 11-9. Race

Before creating the scripts, you need to make a few preparations. You'll need three sprites for this project. I added Sprite1, Beetle, and Butterfly3 to the Sprites pane from the Scratch library (see Figure 11-10). You will also need to have message 1, message2, and message3 available for broadcast. Finally, add a vertical red line to the white backdrop (see Figure 11-11) to act as the finish line for the race. (Consult Chapter 2 if you don't remember how to do this.)


Figure 11-10. Race sprites

Figure 11-11. Race backdrop

The cat, Sprite1, directs the race between the beetle and the butterfly, so let's begin with the cat's three scripts. First, select Spritel and create Script 11-13, which starts the racers by broadcasting messagel.


Script 11-13. Race: Ready

Script 11-13 starts running when the user clicks the green flag. The next two blocks show the sprite on the stage and move it to the center of the stage. The next pair of blocks create speech bubbles for 2 seconds each, first displaying Ready to start the race!, and then Ready, steady, gooooo..... The next block hides the sprite from the stage. The last block broadcasts message 1, which triggers Scripts 11-17 and 11-19.

Table 11-13 lists the blocks and describes the actions used in this example.

Table 11-13. Race: Ready Code Blocks

| Blocks | Actions |
| :---: | :---: |
| when cicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| show | Make the sprite appear on the stage. |
| go to $\mathrm{x}: 0 \mathrm{y}$ : 0 | Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage. |
| $\text { ay Ready to start the race! for } 2 \text { secs }$ | The sprite gets a speech bubble that displays Ready to start the race! for 2 seconds. |
| Say Ready, steady, g00000.... for 2 secs | The sprite gets a speech bubble that displays Ready, steady, gooooo.... for 2 seconds. |
| hide | Make the sprite disappear from the stage. |
| broadcast message ${ }^{*}$ | Broadcast messagel. |

Beneath the first script and with the cat still selected, create Script 11-14, which announces the beetle as the winner upon receiving message2. It then stops all the scripts in the project.


Script 11-14. Race: Announcement1

The script starts running after it receives message 2 from Script 11-17. The next block shows the sprite on the stage. The third block creates a speech bubble that displays The beetle is the winner!!! for 2 seconds. The last block of code stops all scripts in this project.

Table 11-14 lists the blocks and describes the actions used in this example.

Table 11-14. Race: Announcementl Code Blocks

| Blocks | Actions |
| :---: | :---: |
| hen I receive message2 ${ }^{7}$ | Receiving message 2 activates the script. |
| show | Make the sprite appear on the stage. |
| say The beetle is the winner!!! for 2 secs | The sprite gets a speech bubble that displays The beetle is the winner!!! for 2 seconds. |
| stop $\sqrt{\text { all }}$ | Stop all scripts in this project from running. |

The last script for Spritel announces the butterfly as the winner if it reaches the finish line first.
Script 11-15 starts running if message 3 is received from Script 11-19. The next block shows the sprite on the stage, and the third creates a speech bubble that displays The butterfly is the winner!!! for 2 seconds. The last block of code stops all scripts in this project.


Script 11-15. Race: Announcement 2

Table 11-15 lists the blocks and describes the actions used in this example.

Table 11-15. Race: Announcement2 Code Blocks

| Blocks | Actions |
| :---: | :---: |
|  | Receiving message3 activates the script. |
| n |  |
| shom | Make the sprite appear on the stage. |
| ay The butterfly is the winner!!! for 2 secs | The sprite gets a speech bubble that displays The butterfly is the winner!!! for 2 seconds. |
| stop $\begin{aligned} & \text { all }\end{aligned}$ | Stop all scripts in this project from running. |

Next, select the beetle and create Scripts 11-16 and 11-17, one beneath the other. This first script just positions the beetle for the start of the race.


Script 11-16. Race start Beetle


Script 11-17. Race: Race finish Beetle

Script 11-16 starts running when the user clicks the green flag. The next two blocks move the beetle to its starting position for the race, which is $(-190,-100)$, and make the beetle face to the right.

Table 11-16 lists the blocks and describes the actions used in this example.
Table 11-16. Race: Race Start Beetle Code Blocks

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger <br> to start the script running. |
| go to $\mathrm{x}:-190$ y: -100 | Move the sprite to coordinates ( $\mathrm{X}=-190, \mathrm{Y}=-100$ ). |
| point in direction $90 \geqslant$ | Point the direction of the sprite to the right. |

Upon receipt of message 1, Script 11-17 starts the Beetle racing toward the finish line and broadcasts message 2 when it reaches the finish line.

Script 11-17 starts running when it receives message 1, which is broadcast in Script 11-13 as the cat's start
sign. The next block is a
 block that repeats the sequence of actions within it forever. The first block in the sequence moves the sprite a random number of pixels ( 1 to 10 ) in the direction that it's facing. The next block pauses the script a random number of seconds between 0 and 1 . Next there is the If/Then conditional statement checks whether the sprite touches the red color, which is the color of the finish line. If it
does, then the condition is true and the sequence of actions within the
 block are executed. The first block within it broadcasts message2 to Script 11-14, and the last block within it stops this script.

Table 11-17 lists the blocks and describes the actions used in this example.

Table 11-17. Race: Race Finish Beetle Code Blocks

| Blocks | Actions |
| :--- | :--- |
| forcver I reseive message1 $*$ | Receiving messagel activates the script. |
| Repeat the actions represented by the blocks within this block <br> forever, until the script is stopped manually. |  |

Table 11-17. (continued)

| Blocks | Actions |
| :---: | :---: |
| pick random 1 to 10 | Pick a random value between the two specified numbers and report the result. |
| $\text { wait } O \text { secs }$ | The script waits a specified number of seconds. No actions are performed in that timespan. |
| pick random 0 to (1) | Pick a random value between the two specified numbers and report the result. |
| then | Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block. |
| touching color $\square$ $1 ?$ | Check if the sprite is touching the red color. If it is, then this condition is true; otherwise, it's false. |
| - | Broadcast message2. |
| stop Ehis scripe | Stop this script from running. |

Next, select the butterfly, and create Scripts 11-18 and 11-19, one beneath the other. As you did for the beetle, you will first create a script that positions the butterfly for the start of the race.


Script 11-18. Race: Race start Butterfly


Script 11-19. Race finish Butterfly

Script 11-18 starts running when the user clicks the green flag. The next two blocks move the butterfly to its starting position in the race, which is $(-190,100)$, and make the butterfly face to the right.

Table 11-18 lists the blocks and describes the actions used in this example.

Table 11-18. Race: Race Start Butterfly Code Blocks
Blocks Actions


Clicking the green flag activates the script. The green flag is the trigger to start the script running.

```
go to x: -190 y: 100
```

Move the sprite to the position where $\mathrm{X}=-190$ and $\mathrm{Y}=100$.
point in direction $90^{\circ}$ Make the sprite face to the right.

The next script starts the Butterfly racing toward the finish line when it receives messagel and broadcasts message3 to when it reaches the finish line.

Script 11-19 starts running when it receives message 1, which is the start sign broadcast from Spritel's
 forever. The first block in the sequence moves the sprite a random number of pixels ( 1 to 10 ) in the direction that it's facing. The next block pauses the script a random number of seconds between 0 and 1 . The

block then uses the embedded sensing block to check whether the sprite is touching the red color (the finish line). If it is, then the condition is true and the sequence of actions within the block is executed. The first block in the sequence broadcasts message 3 to trigger Script 11-16. The second block stops the butterfly's script and forever loop.

Table 11-19 lists the blocks and describes the actions used in this example.

Table 11-19. Race: Race Finish Butterfly Code Blocks

| Blocks | Actions |
| :--- | :--- |
| Receiving messagel activates the script. |  |

Notice that multiple messages are used in this example. Each message that is broadcast and received executes different actions and produces different results. This example shows that it would be very difficult to create this project without the broadcasting and receiving blocks. Using the broadcasting block, one script sends a message to activate two scripts; whichever sprite wins the race has a script that broadcasts a message to announce the winner.

## Example 11-6: Scenery Change

So far, the example scripts have set up interactions between sprites. This project shows you how you can trigger a backdrop change by broadcasting a message from a sprite's script.

Before creating this project, add two backdrops-desert and slopes-to the Backdrops pane from the Scratch library (see Figure 11-12). You can keep the default backdrop1 or you can delete it. You'll also need two messages called message 1 and message 2.


Figure 11-12. Backdrops

Select the sprite, and create Script 11-20. The sprite tells a story, and then the script broadcasts messagel to Script 11-21, which changes the backdrop.


Script 11-20. Scenery Change: story

Script 11-20 starts when the user clicks the green flag. The next block creates a speech bubble that displays It's very hot here. I better change to a colder climate. for 2 seconds (see Figure 11-13). The next block broadcasts messagel to trigger Script 11-22 and the backdrop change. The next block moves the sprite to $(0,-180)$ on the stage. The last block of code creates a speech bubble that displays Much better. I like this climate much better. for 2 seconds.


Figure 11-13. Scenery change

Table 11-20 lists the blocks and describes the actions used in this example.

Table 11-20. Scenery Change: Story Code Blocks

broadcast $\longdiv { \text { message } }$ *

## go to $x: 0 y:-80$

say Much better. I like this climate much better. for 2 secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.
The sprite gets a speech bubble that displays $I t$ 's very hot here. I better change to a colder climate. for 2 seconds. Broadcast messagel.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=-80$.

The sprite gets a speech bubble that displays Much better. I like this climate much better. for 2 seconds.

Now for the backdrops' scripts. Select a backdrop in the Backdrops pane; it doesn't matter which one is showing as a thumbnail, just select one (see Figure 11-14).


Figure 11-14. Backdrop thumbnail

Next, create Script 11-21, which sets the starting backdrop for the project.


Script 11-21. Scenery Change: Desert

Script 11-21 starts running when the user clicks the green flag. The next block switches the backdrop to desert. If the backdrop of the stage is already set to desert, then nothing happens.

Table 11-21 lists the blocks and describes the actions used in this example.
Table 11-21. Scenery Change: Desert Code Blocks

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| switch backdrop to desert ${ }^{*}$ Switch the backdrop of the stage area to desert. |  |

With the backdrop thumbnail still selected in the Backdrops pane, create Script 11-22 beneath the previous script.


Script 11-22. Scenery Change: Slopes

Script 11-22 starts running as soon as it receives messagel from Script 11-20. The next block switches the backdrop to slopes.

Table 11-22 lists the blocks and describes the actions used in this example.

Table 11-22. Scenery Change: Slopes Code Blocks
Blocks
when I receive message1
switch backdrop to slopes *

## Actions

Receiving message $\mathbf{1}$ activates the script.

Switch the backdrop of the stage area to slopes.

Although this project doesn't illustrate it, a sprite can also receive a message from a backdrop. As an extra challenge, modify this example so that instead of the sprite's script broadcasting a message to the backdrop, the backdrop's script broadcasts a message to the sprite's script to trigger a specific action.

## Summary

Now you know how to broadcast messages to trigger scripts. You can make your sprites interact with each other and with backdrops to tell your own stories-with or without user interaction. This is very useful if you want to create a Scratch project that tells a story for a game, movie, or simulation.

You have gathered so much knowledge about Scratch that you can create some great projects. In the next chapter, I will show you how to create your own blocks of code.

## Exercises

1. Using the broadcast and receive blocks, create a project that shows two sprites having a conversation with each other.
2. Using the broadcast and receive blocks, create a project that switches backdrops.

## CHAPTER 12

## Create Your Own Blocks

Congratulations. You have reached the last chapter of this book. You've created a lot of scripts, and we've discussed several ways to make them more efficient. In this chapter, you'll learn another: creating custom blocks. The best way to illustrate the power of custom blocks is with an example.

Suppose you want a sprite to jump up and down. That's easy, right? You snap together a sequence of blocks, as shown in Figure 12-1. Now suppose you want several sprites to jump in your project or you frequently write scripts with jumping sprites. Every time, you'd need to go back and forth between categories in the block palette to drag out and snap together these three blocks. Or instead, you could create a custom block called Jump (see Figure 12-2) that represents and already includes these three blocks. Save this custom block in the backpack, and then every time you need a sprite to jump, you just snap this one custom block into your script (see Figure 12-3) instead of the three-block sequence.


Figure 12-1. Jump script

## Jump

Figure 12-2. Custom Jump block


Figure 12-3. Script with custom block

Not only do custom blocks make creating scripts more efficient and faster, but they also make troubleshooting your scripts easier. Because the script is broken down into parts, you can more easily track down and isolate problem areas.

Custom blocks are an example of what high-level languages call procedures or functions, which are subprograms you can use in other programs. Instead of creating a certain sequence of code every time you need it, you just create it one time by writing a procedure, then call the procedure repeatedly from many other programs. Next, I will show you how to create and use your own custom blocks. After that, you can try out some example scripts that show you different types of custom blocks in action.

## Make a Block

To make a custom block, you first create the block itself, and then you define the actions it will perform. To create the block, go to the More Blocks category of the block palette (see Figure 12-4) and click the Make a Block button (see Figure 12-5).


Figure 12-4. The More Blocks category

Make a Block

Figure 12-5. Click Make a Block to begin creating a custom block

The New Block window opens (see Figure 12-6) where you can type a name for the custom block, such as Jump, and select any additional options that you require (see Figure 12-7). Click Options to view your

 For example, Figure 12-8 creates a custom block called Jump with a number input. The input is given a name, which you can use when instructing other blocks in the custom block's definition script how to use the input. By default, the number input is called number. You can always modify the name of the input, whether it is a number, string, or Boolean input. If you change your mind about needing an input option and label, you can delete it by selecting the specified field in the define block and clicking the small $\mathbf{x}$ in the black circle above the specified field that you want to delete. Once you're done, click the OK button to create the custom block.


Figure 12-6. The New Block window


Figure 12-7. Options available for custom blocks
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Figure 12-8. Creating a block named Jump with a number input

After you create a custom block, it shows up as a stack type block in the More Blocks category below the Make a Block button (see Figure 12-9). You use this custom block in your scripts. Because it's a stack type block, you can snap other blocks above and below it. In addition, Scratch creates a new hat block and places it in the scripts area (see Figure 12-10). You'll use this hat block to define the actions the custom block will perform.


Figure 12-9. A new custom block in the block palette


Figure 12-10. The define block for the new custom block

Remember, making a custom block consists of two parts. First, you create the block, and then you define it in the scripts area. To define a custom block, snap code blocks to the hat block in the order you want the custom block to execute them when it's activated. For example, drag the three blocks for the jumping script

block, as shown in Figure 12-11. If you want to use this custom and snap them below the block in other projects, be sure to save your definition script in the backpack. To save your custom block in the backpack, just click below the scripts area and open the backpack by clicking the triangle-shaped icon. Drag and drop the definition script into the backpack. If you want to use this custom block in another project, just drag the definition script from the backpack and drop it in the scripts area. If you click the More Blocks category, you will see the custom block there.


Figure 12-11. Custom block defined

Summarizing, you will have two scripts in the scripts area, the definition script (see Figure 12-11) that defines the custom block and the main script that uses the custom block (see Figure 12-3). If the custom block is defined with any input field, then these inputs are passed from the main script in to the definition script.

Let's create some example projects next.

## Examples

In the following examples, you will create custom blocks, some with input options and some without, and then put them to work. Remember, you always need have the script that defines the block and the actual script(s) that use the custom block together in the same scripts area.

## Example 12-1: Jump

In this example, you'll create a single block of code that makes the sprite jump. First, as discussed in the previous section, go to the More Blocks category of the block palette and click Make a Block to create a new



Script 12-1. Define Jump

Define the Jump block, by snapping the three blocks shown in Script 12-1 to the block. The first of the three adds 30 to the current Y coordinate of the sprite to raise its position. The next block pauses the script for 0.5 seconds. The last block of code subtracts 30 from the current Y coordinate of the sprite to lower its position.

So, when you use the Jump block in a script, it makes the sprite move up and then back down.
Table 12-1 lists the blocks and describes the actions used in this example.

Table 12-1. Code Blocks in Define Jump

| Blocks | Actions |
| :--- | :--- |
| define Jump | The hat block that defines the block called Jump. |
| change $\mathbf{y}$ by 30 <br> Add 30 to the current Y coordinate of the sprite and move it to that new Y <br> coordinate. |  |
| The script waits 0.5 seconds. No actions are performed for 0.5 seconds. |  |

Now that the new Jump block is defined, you are ready to use it in a script.


## Script 12-2. Jump

Script 12-2 starts running when the user clicks the green flag. The next block of code moves the sprite to the center of the stage. The last block of code makes the sprite move up and back down. Notice that creating your own blocks makes the script shorter. By creating the Jump ${ }^{\text {block, you condensed three blocks of code to }}$ just one.

Table 12-2 lists the blocks and describes the actions used in this example.

Table 12-2. Code Blocks in Jump

| Blocks | Actions |
| :--- | :--- |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Clicking the green flag activates the script. The green flag is the trigger to start <br> the script running. |
| mome Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage. |  |

## Example 12-2: Jump Number Input

This example builds on the previous example by creating a new block and adding a number input field to it. When run, this project asks the user how many times the sprite should jump. The sprite then jumps the requested number of times.


Script 12-3. Define Jump number input
Before defining the new block (Script 12-3), you need to create a new block called Jump and you need to add a number input (loop) and a text label (times) to it. You also need to create a variable called number. You don't need to create the custom block from scratch. You can modify the previous custom block from Example 12-1. Just rightclick the custom block in the More Blocks category and select edit to open the Edit Block window (see Figure 12-12) Select Options, click the number input icon to add the number input field. Click the $\mathbf{O K}$ button to finish.


Figure 12-12. Jump number input

After you have created this new block, you'll need to define it. The first block after the define block hides the reporter window of the variable called number from the stage. The next block assigns the value 1
 amount of times that is passed into the block from the script that contains the custom block. The first block in the sequence is a combination block, which is created by embedding a number of blocks within each other. This block creates a speech bubble and displays the result of this
 block is executed first. Also note that through each repeat of the sequence of actions, the value of the number input loop stays the same, but the value of the number variable changes. This will make the sprite count up. The next block adds 30 to the current Y coordinate of the sprite and moves the sprite to that new position. The next block pauses the script for 0.5 seconds. The next block subtracts 30 from the current $Y$ coordinate of the sprite and moves the sprite to that new position. The last two blocks pause the script for 0.5 seconds and add 1 to the current value of the number variable.

Table 12-3 lists the blocks and describes the actions used in this example.

Table 12-3. Code Blocks in Define Jump Number Input


Table 12-3. (continued)

| Blocks | Actions |
| :---: | :---: |
| loop | The block that represents the inputted number. |
|  | The sprite gets a speech bubble and displays the specified text. |
| O | Subtract one value from another and report the result. |
| loop | The block that represents the inputted number. |
| - | Subtract one value from another and report the result. |
| loop | The block that represents the inputted number. |
| number | Hold and report the current value of the number variable. |
| change y by 30 | Add 30 to the current value of the Y coordinate and move the sprite to that new Y coordinate. |
| ait 0.5 secs | The script waits 0.5 seconds. No actions are performed for 0.5 seconds. |
| change y by -30 | Subtract 30 to the current value of the Y coordinate and move the sprite to that new Y coordinate. |
| wait 0.5 secs | The script waits 0.5 seconds. No actions are performed for 0.5 seconds. |
| change $\sqrt{\text { number * }}$ by 1 | Add 1 to the current value of the number variable. |

Now that you have defined the new block, it's time to create a script that uses the new block.
Script 12-4 starts running when the user clicks the green flag. The next block of code moves the sprite to the center of the stage. The next block creates a speech bubble that displays the text How many times do you want me to jump up and down?, opens a user input field, and waits for the user's input. The next block creates a speech bubble for 2 seconds and displays OK, I will jump up and down, the value of the user input held in answer, and times. The last block calls up the custom block Jump times and passes the value in answer to it. The custom block holds the value from answer in loop and uses it to instruct the sprite to jump the number of times that the user requested.


## Script 12-4. Jump number input

You know now how to create a custom block with a number input. Do you remember the backpack? You can drag and drop the $\quad$ block's definition script into the backpack and use it in other projects.

Table 12-4 lists the blocks and describes the actions used in this example.
Table 12-4. Code Blocks in Jump Number Input


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to coordinates $(\mathrm{X}=0, \mathrm{Y}=0)$, which is the middle of the stage.
The sprite gets a speech bubble that displays How many times do you want me to jump up and down?, opens a user input field, and waits for user input.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Join the two values that have been specified in the block and report the result.

Table 12-4. (continued)

| Blocks | Actions |
| :---: | :---: |
| join ${ }^{\text {a }}$ times. | Join the two values that have been specified in the block and report the result. |
| answer | Hold and report the current user input value. |
| Jump times | Execute the Jump times block and make the sprite jump the specified number of times. |
| answer | Hold and report the current user input value. |
| V You can snap blocks below or above the custom block for 2 secs | The sprite gets a speech bubble that displays You can snap blocks below or above the custom block for 2 seconds. |

## Example 12-3: Rotate Number Input

The cat has had enough jumping. Instead, take it for a spin with a custom block that makes the sprite rotate a number of degrees that is specified by the user. This is another example that shows how creating a custom block with a number input can reduce many blocks of code to just one custom block. As before, the first step is to create the new block; this time, call it Rotate, name the number input amount, and add degrees back and forth. as the label.


Script 12-5. Define Rotate number input
 it 10 times. The first block within the first of these repeat blocks is a combination block that rotates the sprite clockwise a certain number of degrees, which is determined by the embedded operator block that divides
amount
by 10 . The last block within the first loop pauses the script for 0.5 seconds. The sequence of


Table 12-5. Code Blocks in Define Rotate Number Input


Table 12-5. (continued)

| Blocks | Actions |
| :---: | :---: |
| turn ${ }^{\circ}$ degrees | Turn the sprite counterclockwise a specified number of degrees. |
| /10) | Divide one value by another and report the result. |
| ount | The block that represents the inputted amount. |
| ait 0.5 secs | The script waits 0.5 seconds. No actions are performed for 0.5 seconds. |

Let's create a script that uses this new custom block that makes the sprite rotate back and forth.
Script 12-6 activates when the user clicks the green flag. The next three blocks of code, make the sprite face to the right, move the sprite to the center of the stage, and set its rotation style to all around. The next block creates a speech bubble that displays the text How many degrees do you want me to rotate back and forth?, opens a user input field, and waits for the user's input. The next block creates a speech bubble for 2 seconds and displays OK, I will rotate, the value of the user input, and the text degrees back and forth.. The last block calls the new custom block and passes it the value in answer to instruct the sprite to rotate back and forth the amount of degrees requested by the user.


Script 12-6. Rotate number input

Table 12-6 lists the blocks and describes the actions used in this example.

Table 12-6. Code Blocks in Rotate Number Input

## Blocks



## point in direction 907

go to $\mathrm{x}: 0 \mathrm{y}: 0$

```
set rotation style all around
```


## ask How many degrees do you want me to rotate back and forth? and wait

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Point the direction of the sprite to the right.

Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}=0$ ), which is the middle of the stage.

Set the rotation style of the sprite, so it can rotate all around its axis.

The sprite gets a speech bubble that displays How many degrees do you want me to rotate back and forth?, opens a user input field, and waits for user input.

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Join the two values that have been specified in the block and report the result.
Join the two values that have been specified in the block and report the result.
Hold and report the current user input value.

Execute the Rotate degrees
back and forth block and make the sprite rotate a specified number of degrees back and forth.
Hold and report the current user input value.

## Example 12-4: Jump String Input

Creating and using a custom block with a string input is just as easy as adding one with a number input. In this example, the user is asked whether the sprite should jump. Depending whether the user answers, the sprite will jump or not. Start by creating the new custom block called Jump? Add a string input by clicking the appropriate button in the Options area. You can keep the default name of stringl for the input (see Figure 12-13).

## Edit Block



Figure 12-13. Jump string input

After you click the OK button to create the custom block, the

block should appear in the scripts area. Now snap the blocks shown in Script 12-7 to it to define your new block.


Script 12-7. Define Jump string input

The first block in the definition is an If/Then/Else conditional statement that first evaluates whether the user input is equal to the string yes. To set up this conditional statement, drag the string1 block, which will

block, drop in at the left field of the $l$ be a copy of string 1 in the

block. Finally, embed the whole thing in the
 block. If the condition evaluates true, then Scratch executes the sequence of blocks in the Then section. The first block creates a speech bubble for 2 seconds and displays $O K$, I'll jump!. The next block adds 30 to the current Y coordinate of the sprite and moves the sprite to that position. The third block pauses the script for 0.5 seconds. The last block in the sequence subtracts 30 from the current $Y$ coordinate of the sprite and moves the sprite to that position. If the condition evaluates to false (the user input something other than yes), Scratch skips to the block in the Else section and creates a speech bubble for 2 seconds that displays OK, I won't jump!.

Table 12-7 lists the blocks and describes the actions used in this example.
Table 12-7. Code Blocks in Jump Define String Input


## Actions

The hat block that defines the block called Jump?.

Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block.

If the value on the left side is equal to yes, then this condition is true; otherwise, the condition is false.

The block that represents the user input (string).
The sprite gets a speech bubble that displays $O K$, I'll jump! for 2 seconds.

Add 30 to the current value of the $Y$ coordinate and move the sprite to that new Y coordinate.
The script waits 0.5 seconds. No actions are performed for 0.5 seconds.

Subtract 30 to the current value of the $Y$ coordinate and move the sprite to that new Y coordinate.

The sprite gets a speech bubble that displays OK, I won't jump! for 2 seconds.

With the custom block defined, you can use it in a script.
Script 12-8 starts running when the user clicks the green flag. The next two blocks move the sprite to the middle of the stage and make it face to the right. The next block creates a speech bubble that displays the text Do you want me to jump? Enter yes or no, opens a user input field, and waits for the user's input. The next block calls the custom block by passing the user input held in answer to it.


Script 12-8. Jump string input

Table 12-8 lists the blocks and describes the actions used in this example.

Table 12-8. Code Blocks in Jump String Input
Blocks Actions

point in direction 907

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Move the sprite to coordinates ( $\mathrm{X}=0$, $\mathrm{Y}=0$ ), which is the middle of the stage.

Point the direction of the sprite to the right.

The sprite gets a speech bubble that displays Do you want me to jump? Enter yes or no, opens a user input field, and waits for user input.

Execute the Jump? block and make the sprite jump if the condition is true.
Hold and report the current user input value.

## Example 12-5: Jump Boolean Input

The last option to try is Boolean input for a custom block. Create a custom block called test and add a Boolean input to it. You can use the default name of boolean1 for the value passed into the block (see Figure 12-14).


Figure 12-14. Boolean input test

Click OK to create the custom block and add the hat block

to the scripts area.

To define your new custom block, snap together the blocks of code shown in Script 12-9. The first block
 script. Currently, the result of this condition is represented by the boolean 1 block. The result is a value that is either true or false. Simply drag this block from the
 block and drop it in the If/Then conditional statement. If boolean1 is true, then Scratch performs the sequence of actions within the repeat block. First, it creates a speech bubble that displays OK, I'll jump. for 2 seconds. The next blocks add 30 to the current Y coordinate of the sprite to move it to the new position, pause the script for 0.5 seconds, and subtract 30 from the current $Y$ coordinate of the sprite to move it to that new position. If the condition is false, nothing happens.


Script 12-9. Define Jump Boolean input

Table 12-9 lists the blocks and describes the actions used in this example.

Table 12-9. Code Blocks in Define Jump Boolean Input
Blocks Actions



## boolean 1

## say Ok, I'll jump. for 2 secs

change y by 30

```
wait 0.5 secs
```


## change $\mathbf{y}$ by -30

The hat block that defines the block called test.

## Actions

Check if the condition is true. If the condition is true, execute the actions within it. If the condition is false, skip to the next block.

The block that represents the Boolean condition.

The sprite gets a speech bubble that displays OK, I'll jump. for 2 seconds.

Add 30 to the current value of the $Y$ coordinate and move the sprite to that new Y coordinate.

The script waits 0.5 seconds. No actions are performed for 0.5 seconds.

Subtract 30 to the current value of the Y coordinate and move the sprite to that new Y coordinate.

Let's use the newly define custom block in a script.
Script 12-10 starts running when the user clicks the green flag. The next two blocks move the sprite to the middle of the stage and make the sprite face to the right. The next block creates a speech bubble that displays the text Do you want me to jump? Enter yes or no, opens a user input field, and waits for the user's input. The next block passes the result of the condition (true or false) to the custom block. The custom block executes the actions defined for it if the condition is true. If the condition is false, nothing happens and the script ends.


Script 12-10. Jump Boolean input
Save this custom block in the backpack if you want to use it later in other future projects.
Table 12-10 lists the blocks and describes the actions used in this example.

Table 12-10. Code Blocks in Jump Boolean Input

| Blocks | Actions |
| :---: | :---: |
| when | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $x: 0 . y: 0$ | Move the sprite to coordinates ( $\mathrm{X}=0, \mathrm{Y}$ $=0$ ), which is the middle of the stage. |
| point in direction $90{ }^{\circ}$ | Point the direction of the sprite to the right. |
| ask Do you want me to jump? Enter yes or no and wait | The sprite gets a speech bubble that displays Do you want me to jump? Enter yes or no, opens a user input field, and waits for user input. |
| test | Execute the test block and test if the condition is true. If the condition is true, execute the actions defined in the custom block. |
| = yes | If the value on the left side is equal to yes, then this condition is true; otherwise, the condition is false. |
| answer | Hold and report the current user input value. |

## Summary

Well done. You now know how to create custom blocks in Scratch. Custom blocks are handy, because you can save them in the backpack and reuse them in other projects. Not only do they streamline your scripts by condensing multiple blocks into a single block, they also save you time by enabling you to quickly add frequently used sequences as a single block. After successfully running the scripts in this chapter's examples, and understanding how they work, you can modify the scripts in the examples and create your own project.

This chapter also marks the end of your Scratch lessons, but don't let it stop you from learning. Keep practicing and creating your own projects.

Whether you want to continue with other computer programming languages or your interests lie somewhere else, learning Scratch was worth it. Besides learning about how to program a computer, you learned a new way of thinking when it comes to problem solving. You learned how to break down a larger problem and solve it in small parts. You also learned how to solve problem sequentially.

Congratulations, and have fun creating Scratch projects.

## Exercises

1. Create a new block that makes the sprite face left and right. Create a script and use this new block.
2. Create a new block that makes the sprite move along the stage and change costumes while moving. Create a script and use this new block.

## CHAPTER 13

## Answers

This chapter has all the answers to the chapter exercises. Remember, usually there's more than one way to produce the same result. So your script doesn't have to look exactly the same as the ones in this chapter. What's important is that it produces the same result. Scripts may be different but produce the same result because there are many ways to produce the same result. For example, there are many ways to make the sprite move. Remember that you can create a very long script, but you can also use repeat blocks to make the script shorter and more efficient. Loops, variables, lists, and custom blocks all help you create a shorter and more efficient script.

## Chapter 3: Make the Cat Move

## Exercise 1



Script 13-1. Move
This script moves the sprite to three different positions, $(0,0),(100,100)$, and ( $-50,-100$ ). It starts running when the user presses the space bar. The next block of code moves the sprite to the position with coordinates

## go to $x: 100 \mathrm{y}: 100$

$(0,0)$. The next block pauses the script for 1 second. The block moves the sprite to the position with coordinates $(100,100)$. The next block pauses the sprite for 1 second again. The last block moves the sprite to the position with coordinates $(-50,-100)$.

Table 13-1 lists the blocks and describes the actions used in this example.

Table 13-1. Code Blocks in Move

| Blocks | Actions |
| :---: | :---: |
| $\text { then } \text { space } 7 \text { key pressed }$ | Pressing the space bar activates the script. The space bar is the trigger to start the script running. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| $\text { wait } 1 \text { seces }$ | The script waits 1 second. No actions are performed for 1 second. |
| go to $\mathrm{x}: 100 \mathrm{y}: 100$ | Move the sprite to the position where $\mathrm{X}=100$ and $\mathrm{Y}=100$. |
| It 1 gecs | The script waits 1 second. No actions are performed for 1 second. |
| go to $\mathrm{x}:-50$ y: -100 | Move the sprite to the position where $\mathrm{X}=-50$ and $\mathrm{Y}=-100$. |

## Exercise 2



## Script 13-2. Rotate

This script rotates the sprite 360 degrees on its axis. The script starts running when the user clicks the green
flag. The next block makes the sprite face to the right. The the center of the stage where the coordinates are $(0,0)$. The next block sets the rotation style of the sprite to
all around. This means that the sprite will be able to rotate 360 degrees. Next the
 repeats the sequence of actions within it, 10 times. The first block in that sequence rotates the sprite 36 degrees clockwise. The next block within it block pauses the script for 1 second.

Table 13-2 lists the blocks and describes the actions used in this example.

Table 13-2. Code Blocks in Rotate

| Blocks | Actions |
| :---: | :---: |
| when posicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| point in direction $90^{*}$ | Make the sprite face to the right. |
| go to $\mathrm{x}: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| set rotation style all around * | Set the rotation style of the sprite, so it can rotate all around its axis. |
| $\text { repeat } 10$ | Repeat the actions represented by the blocks within this block ten times. |
| turn (* 36 degrees | Turn the sprite clockwise 36 degrees. |
| wait 1 secs | The script waits 1 second. No actions are performed for 1 second. |

## Chapter 4: Make the Cat Draw

## Exercise 1



## Script 13-3. Pentagon

This script draws a pentagon on the stage. It starts running when the user clicks the green flag. The second

## hide

block clears the stage by removing all marks made by the pen or stamp. The block makes the sprite disappear from the stage. The next two blocks make the sprite face to the right, and then move it to position $(-50,-50)$. The next block sets the pen color to blue and the block of code after that changes the pen size to 3 ,
pen down
block means that the meaning that the width of the line the pen makes is 3 pixels wide. The

## repeat 5

pen is on the stage and ready to start drawing. The

block repeats the sequence of actions within it 5 times: move the sprite 100 pixels in the direction that it's facing, turn the sprite 72 degrees
pen up
counterclockwise and pause the script for 0.5 seconds. The last block after the loop is indicates the pen is done drawing. If the sprite moves after this block, the pen will not draw a trail.

Table 13-3 lists the blocks and describes the actions used in this example.

Table 13-3. Code Blocks in Pentagon


## point in direction $90^{\circ}$

```
go to }\textrm{x}:-20\textrm{y}:-5
```

```
set pen color to
```

change pen size by 3

```
pen down
```



## move 100 steps

## turn 7) 72 degrees

## wait 0.5 sers

```
pen up
```


## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Remove all marks previously made by the pen or stamp.

Make the sprite disappear from the stage.

Make the sprite face to the right.

Move the sprite to the position where $\mathrm{X}=-50$ and $\mathrm{Y}=-50$.

Set the pen color to blue.

Change the pen size to 3 .

The pen is on the stage and is ready to draw.

Repeat the actions represented by the blocks within this block five times.

Move the sprite 100 pixels in the direction that it's facing.

Turn the sprite counterclockwise 72 degrees.

The script waits 0.5 seconds. No actions are performed for 0.5 seconds.

The pen is off the stage and cannot draw.

## Exercise 2



## Script 13-4. Three squares

This script draws three squares of equal size but different colors side by side on the stage. It starts running when the user clicks the green flag. The next block clears the stage by removing all marks made by the pen or stamp. The third block makes the sprite disappear from the stage, and the fourth makes the sprite face to the right. The next block moves the sprite to position ( $-200,-150$ ). The next two blocks set the pen color to blue,

it 3 times. The first block within it is a
 within it 4 times: the sequence of blocks within the inner loop puts the pen on the stage so it's ready to draw, moves the sprite 100 pixels in the direction that it's facing, turns the sprite 90 degrees counterclockwise, and pauses the script for 0.5 seconds. After this loop repeats 4 times, the outer loop continues to the next block in its sequence, which changes the pen color by 30 . The subsequent two blocks lift the pen from the stage and move the sprite 150 pixels in the direction that it's facing. Then the entire outer loop repeats twice more.

Table 13-4 lists the blocks and describes the actions used in this example.

Table 13-4. Code Blocks in Three Squares

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| clear | Remove all marks previously made by the pen or stamp. |
| hide | Make the sprite disappear from the stage. |
| point in direction $90^{*}$ | Make the sprite face to the right. |
| go to $x:-200 \mathrm{y}:-150$ | Move the sprite to the position where $\mathrm{X}=-200$ and $\mathrm{Y}=-150$. |
| set pen color to | Set the pen color to blue. |
| change pen size by 3 | Change the pen size to 3 . |
| repeat 3 <br> $\stackrel{\rightharpoonup}{5}$ | Repeat the actions represented by the blocks within this block three times. |
| $\text { repeat } 4$ | Repeat the actions represented by the blocks within this block four times. |
| t) |  |
| pen down | The pen is on the stage and is ready to draw. |
| move 100 steps | Move the sprite 100 pixels in the direction that it's facing. |
| turn 90 degrees | Turn the sprite counterclockwise 90 degrees. |
| $\text { wait } 0.5 \mathrm{secs}$ | The script waits 0.5 seconds. No actions are performed for 0.5 seconds. |
| change pen color by 30 | Set the pen color to 30 . |
| pen up | The pen is off the stage and cannot draw. |
| move 150 steps | Move the sprite 150 pixels in the direction that it's facing. |

## Chapter 5: The Playful Cat

## Exercise 1



## Script 13-5. Change custom

This script makes the sprite move across the stage back and forth while changing costumes. This gives the illusion as if the sprite is walking. The script starts running when the user presses the space bar. The next block of code moves the sprite to the center of the stage, which is at coordinates $(0,0)$. The next block of code

makes the sprite face to the right. The next block sets the rotation style to left-right. The block repeats the sequence of actions within it forever until the script is manually stopped. The first three blocks in the sequence move the sprite 10 pixels in the direction that it's facing, change the sprite to the next costume, and then pause the script for 0.2 seconds. The last block in the sequence instructs the sprite that if it should reach any edge of the stage, it should bounce and travel in the opposite direction.

Table 13-5 lists the blocks and describes the actions used in this example.

Table 13-5. Code Blocks in Change Custom

| Blocks | Actions |
| :--- | :--- |
| po to $x: 0$ y: 0 | Pressing the space bar activates the script. The space bar is the <br> trigger to start the script running. |
| Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |  |

## Exercise 2



Script 13-6. Brightness effect

The script applies the brightness effect to the sprite, causing it to get brighter. Next, the script applies the ghost effect, causing the sprite to disappear completely from the stage. At the end, the sprite reappears on the stage.

The script starts running when the user clicks the green flag. The second block resets all previous graphic effects, so that the sprite will return to its original state. The third moves the sprite to the center of

block then repeats the sequence of actions within it 25 the stage, which is at $(0,0)$. The
times. The first block in the sequence changes the brightness of the sprite by 3 , then pauses 0.5 seconds. Each time through the loop, the sprite gets brighter. After 25 repeats, the action moves to the next block in

the script, which is also a $\square$ block, this time that repeats the sequence of actions within it 10 times. The sequence changes the ghost effect of the sprite by 10 , and then pauses the script by 0.5 seconds. Each time through this loop, the sprite disappears more. After the last repeat completes, the final block of this script resets all previous graphic effects and returns the sprite to its original state.

Table 13-6 lists the blocks and describes the actions used in this example.
Table 13-6. Code Blocks in Brightness Effect
\(\left.$$
\begin{array}{ll}\hline \text { Blocks } & \text { Actions } \\
\hline \text { clear graphic effects } & \begin{array}{l}\text { Clicking the green flag activates the script. The green flag is } \\
\text { the trigger to start the script running. }\end{array} \\
\hline\end{array}
$$ \begin{array}{l}Reset all graphic effects on the sprite. It will return the <br>
sprite to its original state before any graphic effects were <br>
applied to it. <br>

Move the sprite to the position where X = 0 and Y=0 .\end{array}\right]\)| Repeat the actions represented by the blocks within this |
| :--- |
| block twenty five times. |

## Chapter 6: The Noisy Cat

## Exercise 1



Script 13-7. Bird sound

The script plays the bird sound but decreases the volume each time until the volume is all the way down and you can't hear the sound anymore.

Before creating the script, you need to select the bird sound from the Scratch library.
The script starts running when the user clicks the green flag. The next block turns the volume all the

## repeat 10


way up. The
 block executes the sequence of actions within it 10 times: it plays the bird sound, and then decreases the volume by $10 \%$.

Table 13-7 lists the blocks and describes the actions used in this example.

Table 13-7. Code Blocks in Bird Sound

| Blocks | Actions |
| :--- | :--- |
| when volume to $100 \%$ | Clicking the green flag activates the script. The green flag is the trigger <br> to start the script running. |
| Turn the volume all the way up. |  |
| Repeat the actions represented by the blocks within this block ten times. |  |
| play sound bird 7 | Play the sound bird. |

## Exercise 2



## Script 13-8. Music instruments

The script selects the piano as the instrument, plays the notes, C, D, and E before pausing, and then plays E, D, and C.

The script starts running when the user clicks the green flag. The next block sets the volume to $100 \%$. The next block selects the piano as the instrument to be played. The next three blocks play the notes, C, D, and $E$ in sequence for 0.5 beats each. The next block pauses the script for 0.2 seconds. The next three blocks play the notes, $\mathrm{E}, \mathrm{D}$, and C in sequence, each for 0.5 seconds.

Table 13-8 lists the blocks and describes the actions used in this example.

Table 13-8. Code Blocks in Music Instruments

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the <br> trigger to start the script running. |
| set volume to 100 \% | Turn the volume all the way up. |
| set instrument to 1 T | Select piano as instrument. |
| play note $60^{*}$ for 0.5 beats | Play note middle C for 0.5 beats. |

Table 13-8. (continued)

| Blocks | Actions |
| :--- | :--- |
| play note $64 \geqslant$ for 0.5 beats | Play note E for 0.5 beats. |
| set instrument to $8 \geqslant$ | Select cello as instrument. |
| play note $64 \geqslant$ for 0.5 beats | The script waits 0.2 second. No actions are performed for 0.2 <br> second. |
| Play note E for 0.5 beats. |  |
| play note $62 \geqslant$ for 0.5 beats | Play note D for 0.5 beats. |

## Chapter 7: Advanced Concepts

## Exercise 1



Script 13-9. Math test
The script asks the user to solve an equation, and then displays a different speech bubble depending on whether the user's answer is correct or not.

The script starts running when the user clicks the green flag. The second block of code creates a speech bubble that displays What is the result of $10+3-4 * 2$ ?, opens a user input field, and waits for the user's input. The next block is an If/The/Else conditional statement that evaluates an embedded condition. The condition tests whether the user's input, which is held in answer, is equal to the result of the equation, $10+$ $3-4^{*} 2$. If the condition is true, the block in the Then portion is executed, which creates a speech bubble that displays The answer is correct. You are a genius! for 2 seconds. If the condition is false, the block in the Else portion is executed, which creates a speech bubble that displays Wrong answer for 2 seconds.

Table 13-9 lists the blocks and describes the actions used in this example.
Table 13-9. Code Blocks in Math Test

answer

4) * 2

## say The answer is correct. You are a genius! for 2 secs

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

The sprite gets a speech bubble that displays What is the result of $10+3-4$ * 2 ?, opens user input field, and waits for user input.
Check if the condition is true. If the condition is true, execute the actions within it, before the word else. If the condition is false, execute the actions after the word else within the block.

If the value on the left side is equal to the value on the right side, then this condition is true; otherwise, the condition is false.

Hold and report the current user input value.
Add two values and report the result.

Subtract one value from another and report the result.

Multiply two values and report the result.

The sprite gets a speech bubble that displays The answer is correct. You are a genius! for 2 seconds.
The sprite gets a speech bubble that displays Wrong answer for 2 seconds.

## Exercise 2



## Script 13-10. Math lesson

This script displays four equations paired with their results for 2 seconds each. It script starts running when the user clicks the green flag. The second block of code creates a speech bubble for the sprite that displays $2+3=5$ followed by the result of the equation $2+3$ for 2 seconds. The third block of code creates a speech bubble that displays the text is $10-7=3$ followed by the result of the equation $10-7$ for 2 seconds. The third block of code creates a speech bubble that displays $13 * 4=52$ followed by the result of the equation $13 * 4$ for 2 seconds. The last block of code creates a speech bubble that displays $13 / 4=3.25$ followed by the result of the equation 13 / 4 for 2 seconds.

Table 13-10 lists the blocks and describes the actions used in this example.

Table 13-10. Code Blocks in Math Lesson

| Blocks | Actions |
| :---: | :---: |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join $2+3=\square$ | Join the two values or that have been specified in the block and report the result. |
| (2) +3 | Add two values $(2+3)$ and report the result. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join 10-7 = | Join the two values that have been specified in the block and report the result. |
| 10-7 | Subtract one value from another (10-7) and report the result. |
| say for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |

Table 13-10. (continued)

| Blocks | Actions |
| :---: | :---: |
| join $13^{*} 4=\square$ | Join the two values that have been specified in the block and report the result. |
| 13* 4 | Multiply two values (13*4) and report the result. |
| ay for 2 secs | The sprite gets a speech bubble that displays the specified text or value for 2 seconds. |
| join 13/4= | Join the two values that have been specified in the block and report the result. |
| (13/4 | Divide one value by another (13/4) and report the result. |

## Chapter 8: Variables

## Exercise 1



## Script 13-11. Authentication

The script asks the user for the magic word. If the user answers correctly, the scripts displays You may enter; otherwise, the script displays Please try again.

The first step is to create a variable called name to hold the "magic word." This script starts running when the user clicks the green flag. The next block of code assigns the value abracadabra to the name variable. The next block creates a speech bubble that displays Please enter the magic word, opens a user input field, and waits for the user's input.

Next, there is an
 block that evaluates the embedded condition, which tests whether the user input is equal to the current value of the name variable. If the condition is true, the Then portion
executes and creates a speech bubble for the sprite that displays You may enter for 2 seconds. If the condition is false, then the Else portion of the block gets executed, which creates a speech bubble that displays the text Please try again for 2 seconds.

Table 13-11 lists the blocks and describes the actions used in this example.

Table 13-11. Code Blocks in Authentication
Actions

| Clicking the green flag activates the script. The |
| :--- |
| green flag is the trigger to start the script running. |


| Set the current value of the name variable to |
| :--- |
| abracadabra. |

The sprite gets a speech bubble that displays Please
enter the magic word, opens user input field, and
waits for user input.
Check if the condition is true. If the condition is
true, execute the actions within it, before the word
else. If the condition is false, execute the actions
after the word else within the block.

## Exercise 2



## Script 13-12. Count to 3

The script makes the sprite count from 1 to 3, and then displays the text Ready, steady, go!. It uses a variable named number.

This script starts running when the user clicks the green flag. The next block of code assigns the value 0
to the number variable. Next, the

block that repeats the sequence of actions within it 3 times. The first block within the sequence adds the value 1 to the number variable. The next block creates a speech bubble that displays the current value of the number variable for 2 seconds. The last block creates a speech bubble that displays Ready, steady, go! for 2 seconds.

Table 13-12 lists the blocks and describes the actions used in this example.

Table 13-12. Code Blocks in Count to 3

| Blocks | Actions |
| :--- | :--- |
| Slicking the green flag activates the script. The green flag |  |
| is the trigger to start the script running. |  |

Table 13-12. (continued)
Blocks Actions

## say $\quad$ for 2 secs

number

## Actions

The sprite gets a speech bubble that displays the specified text or value for 2 seconds.

Hold and report the current value of the number variable.

The sprite gets a speech bubble that displays Ready, steady, go! for 2 seconds.

## Chapter 9: Lists

## Exercise 1



Script 13-13. Three wishes

This script creates a list that consists of three user inputs. The first step is to create a list called Wish.
This script starts running when the user clicks green flag. The show list Wish * block displays the list's monitor in the stage area. The next block creates a speech bubble that displays You are granted 3 wishes for 2
seconds. The next block is a repeat

block, and then repeats the sequence of actions within it 3 times. The first block in the sequence creates a speech bubble that displays Please enter your wish, opens a user input field, and waits for the user's input. The second block in the sequence adds the user input
in answer to the end of the list.

Table 13-13 lists the blocks and describes the actions used in this example.

Table 13-13. Code Blocks in Three Wishes


## repeat 3

## Actions

Clicking the green flag activates the script. The green flag is the trigger to start the script running.

Show the monitor in the stage area for the list called Wish.

The sprite gets a speech bubble that displays You are granted 3 wishes for 2 seconds.

Repeat the actions represented by the blocks within this block three times.

The sprite gets a speech bubble that displays Please enter your wish, opens a user input field, and waits for user input.
Add the specified value to the end of the list called Wish.

Hold and report the current user input value.

## Exercise 2



Script 13-14. Replace wish

This script replaces an item in the list called Wish with user input. It starts running when the user clicks green flag. The next block creates a speech bubble that displays the text Please enter new wish, opens a user replace item last $^{*}$ of Wish ${ }^{\text {F }}$ with $\square$ block replaces the input field, and waits for the user's input. The

```
answer
```

Table 13-14 lists the blocks and describes the actions used in this example.
Table 13-14. Code Blocks in Replace Wish

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag <br> is the trigger to start the script running. |
| ask Please enter new wish and wait | The sprite gets a speech bubble that displays Please enter <br> new wish, opens a user input field, and waits for user <br> input. |
| Replace the value at the last position in the list called <br> Wish with another value. |  |
| answer. | Hold and report the current user input value. |

## Chapter 10: Webcam Interaction

## Exercise 1



Script 13-15. Motion detector move

This script uses receives input from a webcam and checks if the video motion on the sprite is greater than 30. Each time it is, the sprite will jump up and down.

The script starts running when the user clicks the green flag. The turn video on ${ }^{\text {r }}$ block turns on the webcam. The next two blocks move the sprite to the middle of the stage, and then make the sprite face to the
right. The
 block repeats the sequence of actions within it forever, or until the script is manually stopped. That sequence begins with an If/Then conditional statement that evaluates whether the video motion on the sprite is greater than 30 . If the video motion on the sprite is greater than 30 , then the
blocks within the

block are executed: the $Y$ coordinate of the sprite is increased by 50 , the script pauses for 0.5 seconds, and the $Y$ coordinate is changed by -50 , meaning the sprite jumps up and then goes back to its original position.

Table 13-15 lists the blocks and describes the actions used in this example.

Table 13-15. Code Blocks in Motion Detector Move
Actions

| Clicking the green flag activates the script. The green flag is the |
| :--- |
| trigger to start the script running. |

Turn the webcam on.
Move the sprite to the position where $\mathrm{X}=0$ and Y = 0.

## Exercise 2



Script 13-16. Motion detector sound

This script receives input from a webcam and checks if the video motion on the sprite is greater than 30. Each time it is, a sound plays.

The script starts running when the user clicks the green flag. The next three blocks turn on the webcam,
move the sprite to the middle of the stage, and make the sprite face to the right. The
 repeats the sequence of actions within it forever, or until the script is manually stopped. That sequence begins with an If/Then conditional statement that evaluates whether the video motion on the sprite is greater than 30 . If the video motion on the sprite is greater than 30 , then the block within the

block is executed and the plunge sound gets played.

Table 13-16 lists the blocks and describes the actions used in this example.

Table 13-16. Code Blocks in Motion Detector Sound

| Blocks | Clickions the green flag activates the script. The green flag is <br> the trigger to start the script running. |
| :--- | :--- |
| Turn the webcam on. |  |
| Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |  |

## Chapter 11: Broadcast Interaction

## Exercise 1

Composed of five scripts, this exercise uses broadcasting to trigger the scripts of two sprites, enabling the sprites to have a conversation. Two sprites must be in the Sprites pane. The first two scripts apply to the first sprite, so before creating these scripts, select the first sprite.

Script 13-17 starts running when the user presses the space bar. The next block moves the sprite to the position ( $-150,0$ ). The next block makes the sprite face to the right. The next block of code creates a speech bubble that displays Hi, how are you? for 2 seconds. The last block of code broadcasts messagel to activate Script 13-20 for the second sprite's answer.


Script 13-17. Question1

Table 13-17 lists the blocks and describes the actions used in this example.

Table 13-17. Code Blocks in Question1

| Blocks | Actions |
| :---: | :---: |
| $\text { then space }{ }^{*} \text { key pressed }$ | Pressing the space bar activates the script. The space bar is the trigger to start the script running. |
| go to $\mathrm{x}:-150 \mathrm{y}$ : 0 | Move the sprite to the position where $\mathrm{X}=-150$ and $\mathrm{Y}=0$. |
| point in direction 907 | Make the sprite face to the right. |
| yh Hi, how are you? for 2 secs | The sprite gets a speech bubble that displays $H i$, how are you? for 2 seconds. |
| broadcast $\longdiv { \text { message1 * } }$ | Broadcast messagel. |

With the first script still selected, create the following script.
Script 13-18 starts running when it receives message 2 from Script 13-20. The next block of code creates a speech bubble that displays How old do you think I am? for 2 seconds. The last block of code broadcasts message 3 to Script 13-21, which contains the second sprite's next answer.


Script 13-18. Question2

Table 13-18 lists the blocks and describes the actions used in this example.

Table 13-18. Code Blocks in Question2

| Blocks | Actions |
| :---: | :---: |
|  | Receiving message 2 activates the script. |
| when I receive message2 |  |
| say How old do you think I am? for 2 secs | The sprite gets a speech bubble that displays How old do you think I am? for 2 seconds. |
| broadcast $\longdiv { \text { message3 } } { } ^ { \text { F } }$ | Broadcast message3. |

The next three scripts apply to the second sprite, so you need to select it before creating them.


## Script 13-19. Position

This scripts starts running when the user presses the space bar. The next three blocks of code move the sprite to a position of $(150,0)$, set the rotation style of the sprite to left-right, and make the sprite face to the right.

Table 13-19 lists the blocks and describes the actions used in this example.

Table 13-19. Code Blocks in Position

| Blocks | Actions |
| :---: | :---: |
| hen space V key pressed | Pressing the space bar activates the script. The space bar is the trigger to start the script running. |
| - to $\mathrm{x}: 150 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=150$ and $\mathrm{Y}=0$. |
| set rotation style left-right * | Set the rotation style of the sprite so that it can only face left or right. |
| point in direction -907 | Make the sprite face to the left. |

With the second sprite still selected, create the script that answers the first sprite's first question and asks one of its own.


Script 13-20. Question3

The script activates when message 1 is received from the first sprite's Script 13-17. The next two blocks each create speech bubbles for 2 seconds. The first one displays Fine, thank you! and the second displays How old are you?. The last block of code broadcasts message 2 to trigger Script 13-18 for the first sprite's answer.

Table 13-20 lists the blocks and describes the actions used in this example.

Table 13-20. Code Blocks in Question3

| Blocks | Actions |
| :---: | :---: |
|  | Receiving message 1 activates the script. |
| when I receive $\begin{aligned} & \text { message }{ }^{*} \text { - }\end{aligned}$ |  |
| say Fine, thank you! for 2 secs | The sprite gets a speech bubble that displays Fine, thank you! for 2 seconds. |
| say How old are you? for 22 secs | The sprite gets a speech bubble that displays How old are you? for 2 seconds. |
| broadcast $\longdiv { \text { message2 } }$ | Broadcast message2. |

The last script for the second sprite answers the first sprite.


Script 13-21. Answer

The script starts running when message 3 is received from the first sprite's Script 13-18. The last block creates a speech bubble that displays Hmmm, I think you are 100 years old. Hahaha, just kidding for 2 seconds.

Table 13-21 lists the blocks and describes the actions used in this example.

Table 13-21. Code Blocks in Answer

| Blocks | Actions |
| :--- | :--- |
|  | Receiving message3 <br> activates the script. |
| when I receive message3 - |  |
|  |  |
|  |  |

## Exercise 2

This exercise broadcasts a message from a sprite's script to a backdrop's script, enabling the sprite to automatically change the backdrop. Two backdrops are used in this exercise: bedroom1 and bedroom2. Make sure that they are in the Backdrops pane, and then start with the sprite's script.


Script 13-22. Monologue

Script 13-22 controls the sprite, so make sure that it is selected. The sprite activates when the user clicks the green flag. The next three blocks move the sprite to $(0,-1000)$, set the rotation style of the sprite to left-right, and make the sprite face to the right. The next block of code changes the backdrop to bedrooml. The next two blocks each create a speech bubble for 2 seconds: first displaying I need a cooler looking bedroom, and then I'm going to rearrange things a bit. The next block pauses the script for 2 seconds. The next block broadcasts messagel to trigger Script 13-23, which contains the backdrop change. The next block
creates a speech bubble that displays Yeahhh for 2 seconds. The
 sequence of actions within it 5 times: the sprite faces to the right, the script pauses for 0.2 seconds, the sprite faces to the left, and the script pauses for another 0.2 seconds. The last block of the script creates a speech bubble that displays Much cooler now. What do you think? for 4 seconds.

Table 13-22 lists the blocks and describes the actions used in this example.

Table 13-22. Code Blocks in Monologue

| Blocks | Actions |
| :---: | :---: |
| when cticked | Clicking the green flag activates the script. The green flag is the trigger to start the script running. |
| go to $\mathrm{x}=0 \mathrm{y}=-100$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=-100$. |
| set rotation style left-right * | Set the rotation style of the sprite so that it can only face left or right. |
| point in direction 907 | Make the sprite face to the right. |
| switch backdrop to bedroom1 ${ }^{\text {P }}$ | Switch the backdrop to bedrooml. |
| say I need a cooler looking bedroom for 2 secs | The sprite gets a speech bubble that displays $I$ need a cooler looking bedroom for 2 seconds. |
| say I'm going to rearrange things a bit for 2 secs | The sprite gets a speech bubble that displays I'm going to rearrange things a bit for 2 seconds. |
| mait 2 secs | The script waits 2 second. No actions are performed for 2 second. |
| broadcast $\sqrt{\text { messagel }}$ * | Broadcast message 1. |
| say Yeahhhh for 2 secs | The sprite gets a speech bubble that displays Yeahhhh for 2 seconds. |

(continued)

Table 13-22. (continued)

| Blocks | Actions |
| :---: | :---: |
| $\text { repeat } 5$ | Repeat the actions represented by the blocks within this block five times. |
| $\hat{\theta}$ |  |
| point in direction 907 | Make the sprite face to the right. |
| $\text { mait } 0.2 \text { secs }$ | The script waits 0.2 second. No actions are performed for 0.2 second. |
| point in direction -907 | Make the sprite face to the left. |
| wait 0.2 secs | The script waits 0.2 second. No actions are performed for 0.2 second. |
| Much cooler now. What do you think? for 4 secs | The sprite gets a speech bubble that displays Much cooler now. What do you think? for 4 seconds. |

The following script is for the backdrop, so a backdrop thumbnail needs to be selected in the Backdrops pane. It doesn't matter which backdrop thumbnail.


## Script 13-23. Change backdrop

Script 13-23 starts running when messagel is received from the sprite's Script 13-22. The next block of code changes the backdrop to bedroom2.

Table 13-23 lists the blocks and describes the actions used in this example.

Table 13-23. Code Blocks in Change Backdrop

| Blocks | Actions |
| :--- | :--- |
|  | Receiving messagel activates the script. |
| when I receive message1 $\sim$ |  |
| switch backdrop to bedroom2 $\quad$ Switch the backdrop to bedroom2. |  |

## Chapter 12: Create Own Block

## Exercise 1

This exercise creates and uses a custom block called
Look_there right to left multiple times. First, create a new custom block called Look_there by clicking the Make a Block button in the More Blocks category of the block palette.


Script 13-24. Define Look_there

Next, define the custom block with Script 13-24. The first two blocks set the rotation style of the sprite to

[^1]Table 13-24 lists the blocks and describes the actions used in this example.

Table 13-24. Code Blocks in Define Look_there
Blocks Actions

set rotation style left-right
go to $x: 0) y: 0$

## repeat 5



## point in direction $90^{\circ}$

## say right

wait 1 sees
point in direction -90*
say left
wait 1 sees

## Actions

The hat block that defines the block called Look_there.

Set the rotation style of the sprite so that it can only face left or right.

Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$.

Repeat the actions represented by the blocks within this block five times.

Make the sprite face to the right.

The sprite gets a speech bubble that displays right.

The script waits 1 second. No actions are performed for 1 second.

Make the sprite face to the left.

The sprite gets a speech bubble that displays left.

The script waits 1 second. No actions are performed for 1 second.

Next, create a script to use the custom block.


Script 13-25. Look_there

Script 13-25 activates when the user clicks the green flag. The last block activates the Look_there custom block.

Table 13-25 lists the blocks and describes the actions used in this example.

Table 13-25. Code Blocks in Look_there

| Blocks | Actions |
| :--- | :--- |
| when clicked | Clicking the green flag activates the script. The green flag is the trigger to start <br> the script running. |
| Look_there Execute the Look_there block. |  |

## Exercise 2




Script 13-26. Define Move_along

Define the custom block by creating Script 13-26. The first block sets the rotation style of the sprite so that
it can only face left or right. Next there is a forever within it forever. The first block in the sequence moves the sprite 5 pixels in the direction that it's facing. The next block changes the sprite to its next costume. The next block pauses the script for 0.2 seconds, and the last block makes the sprite travel in the opposite direction if it reaches any of the stage edges.

Table 13-26 lists the blocks and describes the actions used in this example.

Table 13-26. Code Blocks in Define Move_along

| Blocks | Actions |
| :--- | :--- |
| define Move_along | The hat block that defines the block called Move_along. |
| Set rotation style left-right * |  |
| right. |  |
| The actions within the forever block is repeated forever, or until |  |
| the script is stopped manually. |  |

Next, create a script to use the custom block.
Script 13-27 starts running when the user presses the space bar. The next two blocks make the sprite face to the right and move the sprite to the center of the stage. The last block of code activates the

## Move_along

custom block.


Script 13-27. Move_along

Table 13-27 lists the blocks and describes the actions used in this example.

Table 13-27. Code Blocks in Move_along

| Blocks | Actions |
| :---: | :---: |
| when space * key pressed | Pressing the space bar activates the script. The space bar is the trigger to start the script running. |
| point in direction $90^{\circ}$ | Make the sprite face to the right. |
| go to $x: 0 \mathrm{y}: 0$ | Move the sprite to the position where $\mathrm{X}=0$ and $\mathrm{Y}=0$. |
| Move_along | Execute the Move_along block. |

## CHAPTER 14

## Conclusion

Congratulations on finishing the book! You have created and run a lot of Scratch scripts and by doing so you have learned how to program using the Scratch programming language. Along the way, you also learned about a lot of advanced programming concepts that Scratch and other languages rely on, such as...

- User input
- Variables
- Conditional statements
- Conditions
- Procedures
- Loops

Scratch is a fun and easy way to start learning about programming. Because all of its commands are represented by blocks of code, Scratch eliminates the possibility of making syntax errors-and the headaches of tracking them down and fixing them. Assuming that you followed all the examples and finished all the chapter exercises, you now have...

- A thorough understanding of the Scratch interface.
- The skills to create different types of Scratch projects by executing a variety of actions, such as movement, adding sound, manipulating user input, drawing, and more.
- A solid foundation upon which you can build to create more advanced Scratch projects.

As you continue experimenting with creating Scratch projects, share them with the Scratch community online. By doing so, you can learn from fellow programmers' feedback; but don't forget to also help fellow programmers by giving them feedback, too. When you're at that point that you feel ready to step up to a more advanced programming language, that transition should be easier. Not only will you know how to program with Scratch, you will be familiar with the common programming concepts that you will encounter in those more advanced languages.

## Scratch On!

## Index

## A, B

Backdrops
Backdrop Library, 29
beach malibu backdrop, 29
bedrooml, 36
changing, 30-31
painting
color, house, 34
color, roof, 34
color, windows, 35
house, 33
line tool, 32
paint editor, 31
square, 32
pane, thumbnail view, 27-28
Backdrops pane, 3, 6
Block creation
Look_there, 353-355
Move_along, 355-357
Block of code, 97
Blocks
control, 139, 141
correct answer, 148-150
correct password, 153-154
current time, 164-165
drawing, 181-182
guessing game, 170-172
join block, 168-169
key pressed, 163
mathematical blocks, 167-168
mouse coordinates, 165-166
operators, 143-145
please try again, 150-151
problem solving, 179-180
question, 177-178
random number, 173-174
secret mission, 158-160
sensing, 142-143
sprite's position, 176-177
timer trigger, 174-175
touching the edge, 161-162
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user input, 147
Blocks palette, 7
Broadcast interaction
advanced conversation, 276-278
answer, 349-350
basic dialog, 273-276
change backdrop, 352
dance, 278-281
default and new message, 273
events, 271-272
monologue, 350-352
position, 348
question1, 347
question2, 347
question3, 349
race (see Race, broadcasting technique)
scenery change, 295-296, 298-300

## C

Cat draw
pentagon, 326-327
three squares, 328-329
Cat move
code blocks, 323-324
rotate, 324-325
Cat stamping, 89
Change costume, 104
Circle, 76, 79, 81
Circle art, 80
Code blocks, 63, 66, 68, 74, 80
change costume, 105
circle, 86
color change, 99-100
colorful sprite, 101
grow and shrink, 106
hide and show, 102
move and grow, 109
octagon drawing, 196

Code blocks (cont.)
pixelate, 104
short story, 111
shrink and grow, 107
square, 71
Colorful sprite, 100
Control blocks, 141
conditional statement, 141
loop, 141

## D, E, F

Dance sprites, 278-279, 281
Data blocks, 185

## G

Grow and shrink, 105

## H, I

Hide and show, 101

## - J, K

Jump
Boolean input, 319-321
custom blocks, 301-302
define, 306
Make a Block
custom block, 304-305
More Blocks category, 302
New Block window, 303
number input, 304
number input, 308-312
string input, 316-318

## L

Language selector, 12
Lists
add items, specific position, 234-236
add one more item, 228-229
creating, 223-226
grocery shopping, 226-228
names, 239-240
read, 236-238
relationship, 240-244
remove, 233-234
replace, 232-233
replace wish, 342-343
search, 230-231
three wishes, 341-342
user input, 244-245
variable, 246-247

## M

Math lesson, 337
Math test, 281, 335-336
answerl, 285-286
answer2, 287
question1, 282-283
question2, 283-285
Motion blocks, 8
Motion detector, 258-261
sprite motion, 262
video motion, 263

## N

Noisy cat
bird sound, 333
music instruments, 334

## 0

Octagon, 74
code blocks, 76
Operators blocks, 143-145

## P, Q

Pen blocks, 59-60
Pixelate, 102-103
Playful cat
brightness effect, 332
change custom, 331
Programming language, 66

## R

Race, broadcasting technique
announcementl code blocks, 290
announcement 2 code blocks, 290-291
backdrop, 288
finish beetle code blocks, 291-292
finish butterfly code blocks, 293, 295
ready code blocks, 289
sprites, 288
start beetle code blocks, 292
start butterfly code blocks, 293
Rotate number input, 312-315

## S

Scenery change
backdrops, 296
backdrop thumbnail, 298
slopes code blocks, 300
story, 296
story code blocks, 298

Scratch, 359
Backdrops pane, 6
backpack, 10
blocks palette, 7
line, 62
menu bar, 10
scripts area, 9
sprites pane, 5
stage, 4-5
tool bar, 11
top-left corner, 11
top-right corner, 11
Scratch interface, 359
Scratch programming language, 359
Scratch projects, 359
Scratch site main menu bar, 3
Scripts
boolean blocks, 40
cap blocks, 41
C blocks, 41
center, sprite, 39
code blocks, 37
hat blocks, 40
reporter blocks, 41
snapping, 40
stack blocks, 40
two-dimensional coordinate plane, 38
X, Y coordinates, 39
Sensing blocks, 8, 142-143
Shrink and grow, 106
Sounds
boo recorded sound, 117
change tempo, 124-125
change volume, 122-123
controls and soundwave, 115
empty sound file, 116-117
galloping horse, 132-136
marching cat, 128-129
meow sound, 113-114, 120
new sound icons, 115
nursery rhyme, 126-127
playing drums, 130-131
play sound, 121
recording1, 116
Say Meow, 120
sound blocks, 117-119
Sound Library, 115-116
sounds tab, 114
waltz, 123-124
Speech bubbles, 97
Spritel, 5
Sprites
Adrian's costumes, 21
Adrian sprite, 20
Avery Walking, 36
changing costumes, 21-22
costumes, 14-15
delete icon, 17-18
direction, 69
duplicate icon, 16-17
grow/shrink icons, 18-19
hide and show, 23
motion blocks
backflip, 48-49
block turns, 42
category, 42
direction, 42
edge of stage, 43
glide and bounce, 51-53
mouse-pointer, 42, 54-57
move backward, 44
move forward, 43-44
move up, 45
number of steps, 42
set rotation style, 43
sprites glide, 42
square pattern motion, 49-51
triggered motion, 46
turning, 47-48
X and y coordinate, 43
$X$ and $Y$ position, 43
painting
circle's center, 25
color palette, 24
ellipse icon, 25
line tool, 27
paint editor, 24
select color, 26
sprite dance, 22-23
Sprite Library, 19-20
sprites info pane, 15
sprites pane, 13-14
Sprites info pane, 95
Sprites pane, 3, 5

## T, U

Triangle
blocks of code, 72
square, 71
Triangle art, 81
code blocks, 83

## V

Variables
authentication, 338-339
blocks, 187
code blocks, only one correct answer required, 211-212

Variables (cont.)
countdown, 190
count to 3, 340-341
count to ten, 188-189
data blocks, 185-187
guessing game, 199-200
local and global, 186
multiplication, 197-198
new variable dialog, 186
number, 204-205
octagon drawing, 194-196
odd numbers, 191-192
password and pin code, 206-209
pong game
ball script, 216
bar, 214
bar sprite move, 220
bar starting position, code blocks, 221
Basketball sprite, 217
code blocks, 217-219
move bar sprite, 221-222
red rectangle, 215
score, 214
sprites, 214
stage, 213
questions and answers script, 201-203
scratch, 185
string, 192-194
Video direction, 252-253
Video game
Beachball sprite, 265
motion, 266-267
score, 269-270
time, 267-268
Video transparency, 253-255

## $\mathrm{W}, \mathrm{X}, \mathrm{Y}, \mathrm{Z}$

Webcam interaction
motion detector, 257, 259
move, 343-344
sound, 345-346
move sprite, 256-257
sensing blocks, 249-251
video direction, 252-253
video transparency, 253-255


[^0]:    change pen size by 1
    The block increases (positive values) or decreases (negative values) the width of the line that the pen draws by the specified number of pixels.

[^1]:    left-right and move the sprite to the middle of the stage. Next, the
     block repeats the sequence of actions within it 5 times. The first block in the sequence makes the sprite face to the right. The next block creates a speech bubble that displays right. The next block pauses the script for 1 second. The next three blocks make the sprite face to the left, create a speech bubble that displays left, and pauses the script for 1 second.

