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Introduction

ASPNET is one of the primary technologies for developing web applications
today. Together with Microsoft’s Visual Studio, it provides a host of productivity
features that you let you quickly build professional e-commerce applications.

Because this book assumes that you already know the basics of Visual
Basic, it gets you off to a fast start with ASPNET. In fact, by the end of chapter
5, you’ll know how to use ASP.NET and Visual Studio to develop and test
multi-page database applications. You’ll also know how to integrate HTMLS5
and CSS3 into your ASP.NET applications.

But this is much more than a beginning book. By the time you’re done,
you’ll have all the skills you need for developing e-commerce web applications
at a professional level. You’ll also find that this book does double duty as the
best on-the-job reference book that money can buy.

What this book does

To be more specific about what this book presents, here is a brief description
of each of its sections:

e Section 1 is designed to get you off to a fast start. It shows you how to
use Visual Studio and ASP.NET to develop both one-page and multi-page
Web Forms applications that get data from a database. It shows you how to
integrate HTMLS and CSS into your web applications. It even shows you
how to test and debug your web applications, a part of the job that many
books treat too lightly or too late. At that point, you’re ready for rapid
progress in the sections that follow.

e Section 2 presents the other skills that you’re likely to use in every
ASP.NET application that you develop. That includes how to use the server
controls and validation controls, as well as how to use state, cookies, and
URL encoding to control the operation of an application. It also includes
how to use master pages, themes, site navigation, ASP.NET routing, and
friendly URLSs to create user-friendly web sites.

e Insection 3, you’ll learn how to use the data access features of
ASP.NET. That includes using SQL data sources, which reduce the amount
of data access code that you need to write for an application. It includes
bound controls that are designed to work with data sources, including the
GridView, DetailsView, FormView, ListView, and DataPager controls.
And it includes object data sources, which make it easier to build 3-layer
applications that separate the presentation code from the data access code.

e Section 4 presents the skills that you need for finishing an e-commerce
application. Here, you’ll learn how to secure data transmissions between
client and server, how to authenticate and authorize users, how to use email,
how to prevent problems caused by Back button refreshes, and how to
deploy your applications. At this point, you've learned everything you need
to know to develop and deploy e-commerce web applications.
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e Then, section 5 shows you how to take your applications to another
level. First, you’'ll learn how to use ASPNET Ajax to build rich Internet
applications (RIAs). Then, you’ll learn how to create and consume WCF and
Web API services. Last, you’ll be introduced to ASPNET MVC, which is
completely different than developing web applications with Web Forms, but
does a better job of separating the presentation, business, and database code.

To get the most from this book, we recommend that you start by reading the
first section from start to finish. But after that, you can skip to any of the other
sections to get the information that you need, whenever you need it. Since this
book has been carefully designed to work that way, you won’t miss anything by
skipping around.

Why you’ll learn faster and better with this book

Like all our books, this one has features that you won’t find in competing
books. That’s why we believe you’ll learn faster and better with our book than
with any other. Here are some of those features.

e Because section 1 presents a complete subset of ASP.NET in just 5 chapters,
you’re ready for productive work much faster than you are when you use
competing books. This section also uses a self-paced approach that lets
experienced programmers move more quickly and beginners work at a pace
that’s right for them.

e Because the next 3 sections present all of the other skills that you need for
developing e-commerce web applications, you can go from beginner to
professional in a single book.

e If you page through this book, you’ll see that all of the information is
presented in “paired pages,” with the essential syntax, guidelines, and
examples on the right page and the perspective and extra explanation on the
left page. This helps you learn faster by reading less...and this is the ideal
reference format when you need to refresh your memory about how to do
something.

e To make sure that you learn ASP.NET as thoroughly as possible, all of
its features are presented in the context of complete applications. These
applications include the web forms, the aspx code, and the Visual Basic
code. As we see it, the best way to learn ASP.NET is to study applications
like these, even though you won’t find them in most competing books.

What software you need

To develop ASP.NET applications, you can use any of the full editions of
Visual Studio 2012. These editions come with everything you need, including
Visual Studio, Visual Basic 2012, a built-in web server called IIS Express that’s
ideal for testing ASP.NET applications on your own computer, and a scaled-back
version of SQL Server called SQL Server Express LocalDB.
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For a no-cost alternative to the commercial packages, you can download
Visual Studio Express 2012 for Web from Microsoft’s web site. It too provides all
of the items listed above, it’s a terrific product for learning how to develop
ASPNET applications, and both the applications and the skills that you develop
with it will work with any of the full editions of Visual Studio. For information
about installing these products, please refer to appendix A.

At this writing, a new release of Visual Studio called Visual Studio 2013 is
promised for later this year. Please note, however, that this release won’t have
any effect on the ASP.NET or Visual Basic skills that are presented in this book.
Instead, Visual Studio 2013 focuses on other types of enhancements. So whether
or not you upgrade to 2013, this book presents the skills that you need for
developing web applications at a professional level.

How our downloadable files can help you learn

If you go to our web site at www.murach.com, you can download all the files
that you need for getting the most from this book. These files include:

e all of the applications in this book
e the starting code for the exercises at the ends of the chapters
e the solutions to the chapter exercises

These files let you test, review, and copy the application code. In addition, if you
have any problems with the exercises, the solutions are there to help you over
the learning blocks. Even when you’ve come up with a solution that works, our
solution may show you a more elegant way to handle a problem. Here again,
appendix A shows you how to download and install these files.

3 companion books for ASP.NET programmers

As you read this book, you may discover that your Visual Basic skills aren’t
as strong as they ought to be. In that case, we recommend that you get a copy
of Murach’s Visual Basic 2012. It will get you up-to-speed with the language. It
will show you how to work with the most useful .NET classes. And as a bonus, it
will show you how to develop Windows Forms applications.

The second companion is Murach’s SQL Server for Developers. To start, it
shows you how to write SQL statements in all their variations so you can code
the right statements for your data sources. This often gives you the option of
having Microsoft SQL Server do more, which simplifies your application code.
Beyond that, this book shows you how to design and implement databases and
how to use features like stored procedures.

Another book that we recommend is Murach’s ADO.NET Database
Programming with Visual Basic. This book shows you how to write the ADO.
NET code that you need for using object data sources in your applications. It
gives you insight into what ADO.NET is doing as you use SQL data sources.
And it shows you how to work with XML, create reports, and use LINQ and the
Entity Framework.
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2 books for every web developer

Although chapter 3 presents a subset of the HTML and CSS skills that you
need for ASP.NET programming, every web developer should have a full set of
these skills. For that, we recommend Murach’s HTMLS5 and CSS3. Beyond that,
every web programmer should know how to use JavaScript and jQuery for client-
side programming. For that, we recommend Murach’s JavaScript and jQuery.

If you’re new to these subjects, these books will get you started fast. If you
have experience with these subjects, these books make it easy for you to learn
new skills whenever you need them. And after you’ve used these books for
training, they become the best on-the-job references you’ve ever used.

Support materials for trainers and instructors

If you’re a corporate trainer or a college instructor who would like to use this
book for a course, we offer an Instructor’s CD that includes: (1) a complete set
of PowerPoint slides that you can use to review and reinforce the content of the
book; (2) instructional objectives that describe the skills a student should have
upon completion of each chapter; (3) test banks that test mastery of those skills;
(4) extra chapter exercises and projects that prove mastery; and (5) solutions to
the extra exercises and projects.

To learn more about this Instructor’s CD and to find out how to get it, please
go to our web site at www.murach.com and click on the Trainers or Instructors
link. Or, if you prefer, you can call Kelly at 1-800-221-5528 or send an email to
kelly@murach.com.

Please let us know how this book works for you

This is the fifth edition of our ASP.NET book. For each edition, we’ve added
the new features of ASP.NET, but we’ve also tried to improve the content and
structure of the book. This time, with help from a new author, we’ve tried to
improve both the technical excellence and educational effectiveness of every
chapter in this book.

Now that we’re done, we hope that we’ve succeeded in making this edition
our best one ever. So, if you have any comments, we would appreciate hearing
from you. If you like our book, please tell a friend. And good luck with your web

M by

Anne Boehm, Author Mary Delamater, Author
anne@murach.com mary@techknowsolve.com




The essence
of ASP.NET programming

This section presents the essential skills for designing, coding, and testing
ASP.NET web applications. After chapter 1 introduces you to the concepts
and terms that you need to know for ASP.NET programming, chapter 2
shows you how to develop a one-page web application with ASPNET. That
includes designing the form for the application and writing the Visual Basic
code that makes it work, and that gets you off to a fast start.

Next, chapter 3 shows you the right way to use HTMLS5 and CSS3 with
an ASP.NET application, and chapter 4 shows you how to develop a
two-page Shopping Cart application that gets product data from a database.
At that point, you’ll know how to build multi-page applications. Then,
chapter 5 shows you how test and debug ASP.NET applications.

When you finish all five chapters, you’ll be able to develop real-world
applications of your own. You’ll have a solid understanding of how
ASP.NET works. You’ll be ready for rapid progress as you read any of the
other sections of the book...and you can read those sections in whatever
sequence you prefer.







An introduction
to ASP.NET programming

This chapter introduces you to the basic concepts of web programming and
ASP.NET. Here, you’ll learn how web applications work and what software
you need for developing ASPNET web applications. You’ll also see how the
HTML code for a web form is coordinated with the Visual Basic code that
makes the web form work the way you want it to. When you finish this chapter,
you’ll have the background that you need for learning how to develop
ASPNET web applications with Visual Studio 2012.

An introduction to web applications ..........cccoevivieemrnnniieeenen
Two pages of a Shopping Cart application
The components of a web application..................
How static web pages are processed............c.....
How dynamic web pages are processed

An introduction to ASP.NET development.........cccccusiieeeren
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Section 1 The essence of ASP.NET programming

An introduction to web applications

A web application consists of a set of web pages that are generated in
response to user requests. The Internet has many different types of web applica-
tions, such as search engines, online stores, auctions, news sites, social sites, and
games.

Two pages of a Shopping Cart application

Figure 1-1 shows two pages of an ASPNET web application. In this case,
the application is for an online store that lets users purchase Halloween products,
including costumes, masks, and decorations. In chapter 4, you’ll learn how to
build this application.

The first web page in this figure is used to display information about the
products that are available from the Halloween store. To select a product, you
use the drop-down list that’s below the banner at the top of the page. Then, the
page displays information about the product including a photo, short and long
descriptions, and the product’s price. The application gets the data for these
pages from a database.

If you enter a quantity in the text box near the bottom of the page and click
the Add to Cart button, the second page in this figure is displayed. This page
lists the contents of your shopping cart and provides several buttons that let you
remove items from the cart, clear the cart, return to the previous page to continue
shopping, or proceed to a checkout page.

Of course, the complete Halloween Superstore application also contains
other pages. For example, if you click the Check Out button in the second page,
you’re taken to a page that lets you enter the information for completing the
order. As you go through this book, you’ll learn how to add other pages to this
application.
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The Order page of a Shopping Cart application

X =)
|@ http://localhost:58362/ Order.aspx LP-BeX | 5y fod
& Chapter 4: Shopping Cart % u o -

Hanweeh Superst ore

r the little goblin in all of us

Please select a product |Flying Bats [=]

Flying Bats
Bats flying in front of moon
Bats flying in front of a full moon make for an eerie spectacle.

$69.99

Quantity 1]

[ Add to Cart |[ Goto Cart

L& —

The Cart page of a Shopping Cart application

X Y )
| @ http://localhost:58362/ Cart.aspx p-Bex| &
& Chapter 4: Shopping Cart % u o -

Hanweeh Superst ore

For the little goblin in all of us

Your shopping cart

Darth Vader Mask (1 at $19.99 each) | Remove ltem |
Flying Bats (1 at $69.99 each)

Continue Shopping ] [ Check Out

Figure 1-1 Two pages of a Shopping Cart application
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The components of a web application

The diagram in figure 1-2 shows that web applications consist of clients and
a web server. The clients are the computers, tablets, and mobile devices that use
the web applications. They access the web pages through programs known as
web browsers. The web server holds the files that make up the pages of a web
application.

A network is a system that allows clients and servers to communicate. The
Internet is a large network that consists of many smaller networks. In a diagram
like the one in this figure, the “cloud” represents the network or Internet that
connects the clients and servers.

Networks can be categorized by size. A local area network (LAN) is a small
network of computers that are near each other and can communicate with each
other over short distances. Computers in a LAN are typically in the same build-
ing or adjacent buildings. This type of network is often called an intranet, and it
can run web applications that are used throughout a company.

In contrast, a wide area network (WAN) consists of multiple LANSs that
have been connected. To pass information from one client to another, a router
determines which network is closest to the destination and sends the information
over that network. A WAN can be owned privately by one company or it can be
shared by multiple companies.

An Internet service provider (ISP) is a company that owns a WAN that is
connected to the Internet. An ISP leases access to its network to companies that
need to be connected to the Internet. When you develop production web applica-
tions, you will often implement them through an ISP.

To access a web page from a browser, you can type a URL (Uniform
Resource Locator) into the browser’s address area and press Enter. The URL
starts with the protocol, which is usually HTTP. It is followed by the domain
name and the folder or directory path to the file that is requested. If the file name
is omitted in the URL, the web server looks for a default file in the specified
directory. The default files usually include index.html, index.htm, default.html,
and default.htm.
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The components of a web application

The components of an HTTP URL

http://www.modulemedia.com/ourwork/index.html
| ] ] ] I

protocol domain name path file name

Description
e A web application consists of clients, a web server, and a network.

o The clients use programs known as web browsers to request web pages from the
web server. Today, the clients can be computers, smart phones, or tablets.

e The web server returns the pages that are requested to the browser.
e A network connects the clients to the web server.

e To request a page from a web server, the user can type the address of a web page,
called a URL, or Uniform Resource Locator, into the browser’s address area and
then press the Enter key.

e A URL consists of the protocol (usually, HTTP), domain name, path, and file
name. If you omit the file name, the web server will look for a file named
index.html, index.htm, default.html, or default.htm.

e Anintranet is a local area network (or LAN) that connects computers that are near
each other, usually within the same building.

o The Internet is a network that consists of many wide area networks (WANs), and
each of those consists of two or more LANs. Today, the Internet is often referred to
as “the Cloud”, which implies that you don’t have to understand how it works.

o An Internet service provider (ISP) owns a WAN that is connected to the Internet.

Figure 1-2 The components of a web application




Section 1 The essence of ASP.NET programming

How static web pages are processed

A static web page like the one in figure 1-3 is a web page that doesn’t
change each time it is requested. This type of web page is sent directly from the
web server to the web browser when the browser requests it. You can spot static
pages in a web browser by looking at the extension in the address bar. If the
extension is .htm or .html, the page is a static web page.

The diagram in this figure shows how a web server processes a request for
a static web page. This process begins when a client requests a web page in a
web browser. To do that, the user can either enter the URL of the page in the
browser’s address bar or click a link in the current page that specifies the next
page to load.

In either case, the web browser builds a request for the web page and sends
it to the web server. This request, known as an HTTP request, is formatted using
the HyperText Transfer Protocol (HT'TP), which lets the web server know which
file is being requested.

When the web server receives the HTTP request, it retrieves the requested
file from the disk drive. This file contains the HTML (HyperText Markup
Language) for the requested page. Then, the web server sends the HTML back
to the browser as part of an HTTP response.

When the browser receives the HT'TP response, it renders (translates) the
HTML into a web page that is displayed in the browser. Then, the user can view
the content. If the user requests another page, either by clicking a link or enter-
ing another URL into the browser’s address bar, the process begins again.
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How a web server processes a static web page

Description

e Hypertext Markup Language (HTML) is used to design the pages of a web
application.

o A static web page is built from an HTML document that’s stored on the web server
and doesn’t change. The file names for static web pages usually have .htm or .html
extensions.

e When the user requests a static web page, the browser sends an HTTP request to
the web server that includes the name of the file that’s being requested.

e When the web server receives the request, it retrieves the HTML for the web page
and sends it back to the browser as part of an HTTP response.

e  When the browser receives the HTTP response, it renders the HTML into a web
page that is displayed in the browser.

Figure 1-3 How static web pages are processed




10

Section 1 The essence of ASP.NET programming

How dynamic web pages are processed

A dynamic web page like the one in figure 1-4 is a page that’s created by a
program on an application server. This program uses the data that’s sent with the
HTTP request to generate the HTML that’s returned to the server. In this exam-
ple, the HTTP request included the product code. Then, the program retrieved
the data for that product from a database server, including the path to the photo
for the product.

The diagram in this figure shows how a web server processes a dynamic web
page. The process begins when the user requests a page in a web browser. To do
that, the user can click a link that specifies the dynamic page to load or click a
button that submits a form that contains the data that the dynamic page should
process.

In either case, the web browser builds an HT'TP request and sends it to
the web server. This request includes whatever data the application needs for
processing the request. If, for example, the user has entered data into a form, that
data will be included in the HTTP request.

When the web server receives the HTTP request, the server examines the file
extension of the requested web page to identify the application server that should
process the request. The web server then forwards the request to that application
server.

Next, the application server retrieves the appropriate program. It also loads
any form data that the user submitted. Then, it executes the program. As the
program executes, it generates the HTML for the web page. If necessary, the
program will also request data from a database server and use that data as part of
the web page it is generating.

When the program is finished, the application server sends the dynamically
generated HTML back to the web server. Then, the web server sends the HTML
back to the browser in an HTTP response.

When the web browser receives the HTTP response, it renders the HTML
and displays the web page. Note, however, that the web browser has no way to
tell whether the HTML in the HTTP response was for a static page or a dynamic
page. It just renders the HTML.

When the page is displayed, the user can view the content. Then, when the
user requests another page, the process begins again. The process that begins
with the user requesting a web page and ends with the server sending a response
back to the client is called a round trip.

When you build ASP.NET applications, Internet Information Services (IIS)
is used for the web server, and ASP.NET is used for the application server.
You’re also likely to use Microsoft’s SQL Server for the DBMS (database
management system).
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A dynamic web page

2 Chapter 4: Shopping Cart x u

PS5
@|@ http://localhost58362/ Order.aspx LD~Bex | S5 5y foh

_Ha”-oweeh Su—per‘sfore

For the little goblin in all of us

Please select a product |Michael Head [=]

Michael Head

Mini Michael Meyers head

For classic horror lovers! The infamous Halloween murderer's
shrunken head is a perfect party prop.

$29.99

Quantity

[ Add to Cart || Goto Cart

&

How a web server processes a dynamic web page

Description

A dynamic web page is a web page that’s generated by a program running on a server.

When a web server receives a request for a dynamic web page, it looks up the
extension of the requested file and passes the request to the appropriate application
server for processing.

When the application server receives the request, it runs the appropriate program.
Often, this program uses data that’s sent in the HTTP request to get related data
from a database management system (DBMS) running on a database server.

When the application server finishes processing the data, it generates the HTML for
a web page and returns it to the web server. Then, the web server returns the HTML
to the web browser as part of an HTTP response.

The process that starts when a client requests a page and ends when the page is
returned to the browser is called a round trip.

When you build ASP.NET applications, Internet Information Services (IIS) is used
for the web server and ASP.NET is used for the application server.

Figure 1-4 How dynamic web pages are processed
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An introduction
to ASP.NET development

In the topics that follow, you’ll be introduced to the five ways to develop
ASPNET applications, the three types of development environments you can
work in, and more.

Five ways to develop ASP.NET applications

Figure 1-5 summarizes the five ways that you can develop ASPNET applica-
tions when you use Visual Studio 2012. That is likely to be four more than you
need.

ASPNET Web Forms were introduced in 2002. They were a replacement for
ASP (Active Server Pages), which is now called Classic ASP. In contrast to ASP,
ASP.NET Web Forms let you work with a design model like the one for
Windows Forms.

The primary focus of ASPNET is Rapid Application Development (RAD).
ASP.NET accomplishes this by letting web developers work with server
controls on a design surface. Then, ASPNET converts the server controls to
HTML. Today, 70% or more of ASPNET development is done with Web Forms,
and that’s how you’ll learn to develop web applications in this book.

In recent years, though, Microsoft added ASPNET MVC to its web devel-
opment offerings. It provides a way to implement the Model-View-Controller
(MVC) pattern that offers improved separation of concerns and unit testing.

Separation of concerns refers to breaking an application into components
so each one deals with a single concern. For example, one component can be
responsible for communicating with the database, another for presenting infor-
mation to users, and so on. This enables code reuse, limits the number of places
a change needs to be made, and lets more than one person work on an applica-
tion at the same time.

Unit testing refers to a process in which blocks of code are used to test
whether other blocks of code do what they’re supposed to do. This leads to more
thorough testing because the unit tests can be run each time a change is made to
the code.

Because the benefits of ASPNET MVC are compelling, about 30% of
ASP.NET web development is done with MVC. On the other hand, MVC devel-
opment is more difficult than Web Forms development, and MVC isn’t designed
for Rapid Application Development. As a result, MVC is used primarily for
large, commercial applications that are developed by teams, and Web Forms are
used for most other applications.

The other three ways to develop ASP.NET applications that are presented in
this figure have limited use. That’s why they aren’t presented in this book.
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The two main ASP.NET technologies

ASP.NET Web Forms
ASPNET MVC

Three other ASP.NET technologies

ASP.NET Web Pages with Razor
ASP.NET Dynamic Data Entities
ASP.NET Reports Web Site

What the technologies do

ASP.NET Description

Web Forms A development environment similar to Windows Forms, with controls on
a design surface. Its focus is on Rapid Application Development (RAD).

MVC A development environment similar to PHP or classic ASP. It uses the
Model-View-Controller (MVC) design pattern and the Razor templating
engine for in-line data binding. Its focus is on separation of concerns and
unit testing, and it gives the developer complete control over the HTML.

Web Pages with Razor A version of Web Forms that uses the Razor templating engine for in-line
data binding without having to use the MVC design pattern. It is used in
simple scenarios.

Dynamic Data Entities A version of Web Forms that uses Entity Framework and Routing to
dynamically generate data-driven web sites. It is used in simple scenarios.

Reports Web Site A Web Forms site that includes a report.

Description

Microsoft has developed several ASPNET technologies over the years. The two
most popular are ASPNET Web Forms and ASPNET MVC.

Web Forms is the oldest and most established technology. It provides for RAD
(Rapid Application Development) by letting developers build web pages by
working with controls on a design surface.

MVC (Model-View-Controller) is relatively new to the NET family. It addresses
perceived weaknesses in Web Forms, such as inadequate separation of concerns
and the difficulty of unit testing.

Web Pages with Razor, Dynamic Data Entities, and Reports Web Sites are recent
additions to ASP.NET. Each has a narrow area of applicability.

Because 70% or more of ASP.NET web development is done with Web Forms,
that’s what this book shows you how to do.

Because most of the other 30% of ASP.NET web development is done with MVC,
the last chapter in this book introduces that approach. Then, you can decide
whether it is something that you need to learn for the work that you do.

Figure 1-5 Five ways to develop ASP.NET applications

13



14 Section 1 The essence of ASP.NET programming

Three environments
for developing ASP.NET applications

Figure 1-6 shows three development environments for ASPNET applica-
tions. In a standalone environment, a single computer serves as both the client
and the server. In an intranet environment, the clients are connected to the server
over an intranet. And in an Internet environment, the clients are connected to the
server over an Internet.

In all three environments, the clients need an operating system like Windows
7 or 8 that supports ASPNET 4.5 development, the .NET Framework 4.5, and
Visual Studio 2012. Since the .NET Framework 4.5 comes with Windows 7 and
8 and also with Visual Studio 2012, you don’t need to install it separately.

For the server, you need to install IIS as the application server and a database
management system like SQL Server. In a standalone environment, you're likely
to use IIS Express and SQL Server Express LocalDB, which come with Visual
Studio 2012. But in an intranet or Internet environment, you’re likely to use a
full version of IIS and SQL Server.

In an intranet environment, the server also requires either FPSE (FrontPage
Server Extensions) or WebDAV (Web-based Distributed Authoring and
Versioning), depending on which version of 1IS the server uses. FPSE and
WebDAYV provide the services that Visual Studio 2012 uses to communicate with
the web site on the server. Normally, though, you don’t have to worry about this
because the network manager sets this up.

In an Internet environment, the server also requires an FTP server, which
is used to copy the files in a web site between the client computer and the
server. The FTP server uses File Transfer Protocol (FTP) to perform the copy
operations, and IIS can be configured to act as an FTP server as well as a web
server. Here again, you usually don’t have to worry about this because the server
manager sets this up.

The table in this figure shows that Visual Studio 2012 is available in several
editions. Most professional developers will work with either Professional or
Premium. But large development teams may use Ultimate, which includes
features that provide for specialized development roles such as architects,
developers, and testers.

A free alternative is Visual Studio Express 2012 for Web. This edition is
designed for individual developers, students, and hobbyists, and almost every-
thing that you’ll learn in this book will work with the Express edition. Whenever
something doesn’t work or works differently in the Express edition, the related
figure will note the differences.

If you’re learning on your own, you will most likely work in a standalone
environment using Visual Studio 2012 Express for Web, IIS Express, and SQL
Server Express LocalDB, which are all free. If you’re working in a computer lab
for a course, you will most likely work in an intranet environment, but it could
also be an Internet environment. To install the client software that you’ll need for
any of these environments, you can follow the procedures in appendix A.
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Standalone development

Intranet development

Internet development

The four editions of Visual Studio 2012

Edition Description

Visual Studio Express 2012 for Web Free edition for web development in Visual Basic or C#.
Visual Studio Professional 2012 Lets you build Windows, web, mobile, and Office apps.

Visual Studio Premium 2012 For individuals or teams, it includes basic tools for testing,
database deployment, and change and lifecycle management.

Visual Studio Ultimate 2012 For teams, it includes full testing, modeling, database, and
lifecycle management tools.

Description
e When you use standalone development, a single computer serves as client and
server.

e When you use intranet development, a client communicates with a server over a
local area network (LAN). For this, the server requires either FPSE (FrontPage
Server Extensions) or WebDAV (Web-based Distributed Authoring and Versioning).

e When you use Internet development, a client communicates with a server over
the Internet. For this, the server requires an FTP server. The FTP server uses File
Transfer Protocol (FTP) to transfer files between the client computer and the
server.

Figure 1-6 Three environments for developing ASP.NET applications
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What about Visual Studio 2013?

At this writing, a new release of Visual Studio called Visual Studio 2013
is promised for later this year. Note, however, that this release won’t have any
effect on the ASP.NET or Visual Basic skills that are presented in this book.
Those are the skills that you need for developing Web Forms applications at a
professional level, and they are going to work the same way with Visual Studio
2013.

Instead of enhancements to ASP.NET or Visual Basic, Visual Studio 2013
focuses on other types of enhancements. After Visual Studio 2013 is released, we
will evaluate these enhancements to see whether any of them affect this book. If
so, we will post that information to the FAQs for this book on our web site.

The components of the .NET Framework

Because you should have a basic understanding of what the .NET
Framework does as you develop applications, figure 1-7 summarizes its major
components. As you can see, this framework is divided into two main compo-
nents, the .NET Framework Class Library and the Common Language Runtime,
and these components provide a common set of services for applications written
in .NET languages like Visual Basic or C#.

The .NET Framework Class Library consists of classes that provide many of
the functions that you need for developing .NET applications. For instance, the
ASPNET classes are used for developing ASP.NET web applications, and the
Windows Forms classes are used for developing standard Windows applications.
The other .NET classes let you work with databases, manage security, access
files, and perform many other functions.

The Common Language Runtime, or CLR, provides the services that are
needed for executing any application that’s developed with one of the .NET
languages. This is possible because all of the .NET languages compile to a
common Intermediate Language (or IL), which is stored in an assembly.

The CLR also provides the Common Type System that defines the data types
that are used by all the .NET languages. That way, you can use the same data
types no matter which .NET language you’re using to develop your applications.
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The .NET Framework

.NET Applications

Visual Basic Visual C# Visual C++ Visual F#

.NET Framework v

.NET Framework Class Library

Windows Forms classes ASP.NET classes Other classes

Common Language Runtime

Managed applications Common Type System Intermediate Language

Operating System and Hardware

Windows 7 Windows 8 Other Operating Systems

Description

.NET applications work by using services of the .NET Framework. The NET
Framework, in turn, accesses the operating system and computer hardware.

The .NET Framework consists of two main components: the .NET Framework
Class Library and the Common Language Runtime.

The .NET Framework Class Library provides pre-written code in the form of
classes that are available to all of the .NET programming languages.

The Common Language Runtime, or CLR, manages the execution of .NET
programs by coordinating essential functions such as memory management and
security.

The Common Type System is a component of the CLR that ensures that all . NET
applications use the same data types regardless of what programming languages are
used.

All .NET programs are compiled into Microsoft Intermediate Language (MSIL) or
just Intermediate Language (IL), which is stored in an assembly. This assembly is
then run by the CLR.

Figure 1-7 The components of the .NET Framework
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How state is handled in ASP.NET applications

Although it hasn’t been mentioned yet, a web application ends after it gener-
ates a web page. That means that any data maintained by the application, such
as variables or control properties, is lost. In other words, HTTP doesn’t maintain
the state of the application. This is illustrated in figure 1-8.

Here, you can see that a browser on a client requests a page from a web
server. After the server processes the request and returns the page to the browser,
it drops the connection. Then, if the browser makes additional requests, the
server has no way to associate the browser with its previous requests. Because of
that, HTTP is known as a stateless protocol.

Although HTTP doesn’t maintain state, ASPNET provides several ways to
do that, as summarized in this figure. First, you can use view state to maintain
the values of server control properties. For example, you can use view state to
preserve the values of the items in a drop-down list. Because ASP.NET imple-
ments view state by default, you don’t need to write any special code to use it.

Second, you can use session state to maintain data between executions of
an application. To make this work, ASP.NET creates a session state object that
is kept on the server whenever a user starts a new session. This session object
contains a unique session ID, and this ID is sent back and forth between the
server and the browser each time the user requests a page. Then, when the server
receives a new request from a user, it can retrieve the right session object for
that user. In the code for your web forms, you can add data items to the session
object so their previous values are available each time a web form is executed.

Third, you can use an application state object to save application state data,
which applies to all of the users of an application. For example, you can use
application state to maintain global counters or to maintain a list of the users
who are currently logged on to an application.

Fourth, you can use server-side caching to save data. This is similar to
application state in that the data saved in the cache applies to all users of an
application. However, caching is more flexible than application state because
you have control over how long the data is retained.

Last, you can use the profile feature to keep track of user data. Although
a profile is similar to a session state object, it persists between user sessions
because it is stored in a database. Because profiles are used infrequently, they
aren’t presented in this book, but you will learn how to use the other four ways
to handle state.
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Why state is difficult to track in a web application

Client Server
First HTTP request:

The browser requests a page.
Browser > Web server

First HTTP response:
The server returns the
requested page and the
application ends.
Browser Web server
Next HTTP request:

The browser requests another
page. The server has no way
to associate the browser with

its previous request.
Browser Web server

Concepts

State refers to the current status of the properties, variables, and other data main-
tained by an application for a single user. The application must maintain a separate
state for each user currently accessing the application.

HTTP is a stateless protocol. That means that it doesn’t keep track of state between
round trips. Once a browser makes a request and receives a response, the applica-
tion terminates and its state is lost.

Five ASP.NET features for maintaining state

Feature Description
View state Implemented by default, so no special coding is required. See chapter 2.
Session state Uses a session state object that is created when a user starts a new session.

Application state Uses an application state object that is created when an application starts.
The values of this object are available to all users of the application until
the application ends. See chapter 8.

Server-side caching Like application state, the values in a server-side cache can be shared
across an application. Unlike application state, a cache item is maintained
only until its expiration time is reached. See chapter 8.

The values in this object are available until the session ends. See chapter 4.

Profiles One profile can be maintained for each user of an application. The data in
a profile is stored in a database and maintained from one user session to
another.
Description

ASP.NET provides five ways to deal with the stateless protocol of a web applica-
tion. The two that you’ll use the most are view state and session state.

Figure 1-8 How state is handled in ASP.NET applications
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How an ASP.NET application works

With that as background, you’re ready to learn more about how an
ASP.NET application works. That’s why this topic presents a one-page Future
Value application.

The user interface
for the Future Value application

Figure 1-9 presents the user interface for a one-page application called the
Future Value application. In ASP.NET, pages like this are called web forms. To
make these pages work, each form contains ASP.NET server controls that let the
user interact with the page. For instance, this page contains these server controls:
a drop-down list, two text boxes, a label that displays the future value, and two
buttons. It also uses validation controls that check the user entries for validity.

To use the Future Value application, the user selects a monthly investment
amount from the drop-down list, enters data into the two text boxes, and clicks
the Calculate button. Then, if the data is valid, the future value is displayed.
Otherwise, error messages are displayed below the buttons. To clear the controls,
the user can click the Clear button.

The processing for the Calculate and Clear buttons is done on the server.
That means that when either button is clicked, the form is submitted to the
server, the Visual Basic code on the server processes the data in the form, and the
form is returned to the browser. In other words, clicking either button leads to a
round trip.

For example, when the Calculate button is clicked, the Visual Basic code
on the server calculates the future value, and the form is returned to the browser
with the future value displayed. That’s a round trip. Similarly, when the Clear
button is clicked, the Visual Basic code on the server resets the value in the
drop-down list to 50 and clears the text boxes and the Future Value label. Then,
the form is returned to the browser. That’s also a round trip.

In some cases, though, the form isn’t submitted to the browser when the
Calculate button is clicked. That happens when JavaScript is enabled in the
user’s browser and one or more entries are invalid. Then, the JavaScript code that
has been generated from the validation controls runs in the browser, detects the
invalid entries, and displays appropriate error messages...without submitting the
form to the server. That saves a round trip.

What if JavaScript isn’t enabled in the user’s browser? Then, the form is
submitted to the server, and the server checks the entries for validity. That too is
done by the code that’s generated by the validation controls. In this example, that
means a round trip occurs each time the user clicks the Calculate button if Java-
Script is disabled. Fortunately, though, most browsers have JavaScript enabled.
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The Future Value application after the user clicks the Calculate button
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Description

e To calculate the Future Value of a monthly investment, the user selects a value in the
drop-down list, enters values into the two text boxes, and clicks the Calculate button.

e If JavaScript is enabled in the browser, it is used to check the user’s entries for
validity. If the entries are valid, the form is submitted to the server, the future value
is calculated, and the page is returned to the browser with the future value displayed.
If the entries are invalid, error messages are displayed by the JavaScript and the

form isn’t submitted.

o If the user clicks on the Clear button, the form is submitted to the server, the
drop-down list is reset to 50, the text boxes are cleared, and the page is returned to

the browser.

e [If JavaScript isn’t enabled in the browser, the page is always submitted when the user
clicks the Calculate button and the server does the validity checking.

Figure 1-9 The Future Value application
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The files used by the Future Value application

Figure 1-10 presents the Future Value form as it appears in the Web Forms
Designer that you use when you develop web forms with Visual Studio 2012. In
chapter 2, you’ll learn how to use this Designer, but for now just try to get the
big picture of how this form works.

If you look closely at the Designer window in the middle of Visual Studio,
you can see the table that’s used for this form. You can also see the server
controls: the drop-down list that’s used to select a monthly investment amount,
text boxes for interest rate and number of years, a label for displaying the result
of the future value calculation, and Calculate and Clear buttons.

If you look at the Solution Explorer to the right of the Designer window, you
can see the folders and files that this application requires. These are summarized
in the table in this figure.

The first two files in the table are for the web form. The file with aspx as the
extension (Default.aspx) contains the code that represents the design of the form.
This code consists of standard HTML code plus asp tags that define the server
controls. We refer to this as aspx code, because the file that contains the code has
the aspx extension.

The file with aspx.vb as the extension (Default.aspx.vb) contains the Visual
Basic code that controls the operation of the form. The vb file extension indi-
cates that it is a Visual Basic file. This is called a code-behind file because it
provides the code behind the web form.

The third file in the table in this figure is the web.config file. It contains
configuration information like which version of the .NET Framework is being
used.

The fourth file is the jpg file for the logo that’s displayed at the top of the
form. This file is in the Images folder that’s shown in the Solution Explorer.

These four files and the Images folder are all that this one-page application
requires. However, two other folders are often used for Web Forms applications.
An App_Code folder is used for user classes, and an App_Data folder is used
for databases or files. You’ll see these used in the Shopping Cart application in
chapter 4.

Before I go on, you should realize that the aspx and Visual Basic code for a
web form doesn’t have to be in separate files. However, by keeping the aspx and
Visual Basic code in separate files, you separate the presentation elements of a
page from its Visual Basic coding. This is one way that ASPNET Web Forms
provides for separation of concerns.
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An introduction to ASP.NET programming

The Future Value form in Design view of Visual Studio 2012
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The files in the Future Value application

Folder File Description
(root) Default.aspx The aspx file for the default page.
(root) Default.aspx.vb The code-behind file for the default page.
(root) web.config An XML file that contains configuration data for the
application like which .NET Framework is being used.
Images MurachLogo.jpg The logo image for the form.
Description

e For each web form in an application, ASPNET 4.5 keeps two files. The file with
the aspx extension holds the HTML code and the asp tags for the server controls.
The file with the aspx.cs extension is the code-behind file that contains the VB code
for the form.

e  When you use Visual Studio to build an ASP.NET application, the name of the first
form is Default.aspx and its code-behind file is Default.aspx.vb.

e Every ASPNET application also includes a web.config file with configuration data.
o The Future Value application also contains a folder named Images that contains the
jpg file for the logo that’s displayed at the top of the page.

e Two other folders that you’ll find in many ASP.NET applications are an App_Code
folder for user classes, and an App_Data folder for databases or files.

Figure 1-10  The Future Value application in Visual Studio 2012
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The aspx code for the Default form

To give you some idea of how aspx code works, figure 1-11 shows the aspx
code for the Default form. Most of this code is generated by Visual Studio as you
use the Web Forms Designer to design a form, so you don’t have to code it all
yourself. But you should understand how this code works.

The first set of tags for each web form defines a page directive that provides
four attributes. The Language attribute says that the language is Visual Basic.
The AutoEventWireup attribute says that the event handlers must specify the
events that they’re handling. The CodeFile attribute says that the code-behind
file is named Default.aspx.vb. And the Inherits attribute specifies the class named
_Default.

The second set of tags defines a DOCTYPE declaration, which tells the
browser that HTMLS will be used for this page. If you aren’t already using
HTMLS, you can learn more about it in chapter 3.

The html tags mark the beginning and end of the HTML document, and the
head tags define the head section for the document. Here, the title tags define the
title that is displayed in the title bar or tab of the browser when the page is run.
In addition, the style tags define the styles used by the page, which aren’t shown
in this example.

The content of the web page itself is defined within the div tags, which are
within the body and form tags. Notice that the first form tag includes a Runat
attribute that’s assigned a value of “server.” That indicates that the form will be
processed on the server by ASP.NET. This attribute is required for all ASPNET
web forms and all ASP.NET server controls.

The asp tags within the div tags define the server controls that appear on the
page. Since these controls include the Runat attribute with a value of “server,”
they will be processed on the server by ASP.NET. The last phase of this process-
ing is generating the HTML for the controls so the page can be displayed by a
browser.

The last two asp tags are for the Calculate and Clear buttons. As you will
see, the Visual Basic code for this form includes event handlers for the click
events of these buttons.

The aspx code for the Clear button includes a CausesValidation attribute.
This attribute tells the page whether to fire the validation event used by the vali-
dation controls. Setting this attribute to False for the Clear button means that the
data validation controls will do their work when you click the Calculate button,
but not when you click the Clear button.

Within the form, an HTML table is used to format the server controls. Here,
the first four rows include the server controls that accept the user entries and
display the future value. The fifth row provides vertical spacing. And the last row
includes the Calculate and Clear button controls.

After the table are four field validator controls that aren’t shown. These are
server controls that provide the validity checking and display the error messages,
both in the browser with JavaScript and on the server with Visual Basic. In the
next chapter, you’ll learn how to build this web form with its controls.
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The aspx file for the Default form (Default.aspx)

<%@ Page Language="VB" AutoEventWireup="false" CodeFile="Default.aspx.vb"
Inherits="_Default" %>

<!DOCTYPE html>

<html xmlns="http://www.w3.0rg/1999/xhtml">
<head id="Headl" runat="server">
<title>Chapter 1l: Future Value</title>
<style><!=-- CSS code for the generated styles --></style>
</head>
<body>
<form id="forml" runat="server">
<div>
<img alt="Murach" class="stylel" src="Images/MurachLogo.jpg" /><br
<hl style="color: #0000FF">401K Future Value Calculator</hl>
<table class="style2">
<tr>
<td class="style3">Monthly investment</td>
<td><asp:DropDownList ID="ddlMonthlyInvestment"
runat="server" Width="106px"></asp:DropDownList></td>
</tr>
<tr>
<td class="style3">Annual interest rate</td>
<td><asp:TextBox ID="txtInterestRate" runat="server"
Width="100px">6.0</asp:TextBox></td>
</tr>
<tr>
<td class="style3">Number of years</td>
<td><asp:TextBox ID="txtYears" runat="server"
Width="100px">10</asp:TextBox></td>
</tr>
<tr>
<td class="style3">Future value</td>
<td><asp:Label ID="lblFutureValue" runat="server"
Font-Bold="True"></asp:Label></td>
</tr>
<tr>
<td class="style3">&nbsp;</td>
<td>&nbsp;</td>
</tr>
<tr>
<td class="style3"><asp:Button ID="btnCalculate"
runat="server" Text="Calculate" Width="100px" /></td>
<td><asp:Button ID="btnClear" runat="server"
Text="Clear" Width="100px"
CausesValidation="False" /></td>
</tr>
</table>
<br />
<!-- aspx code for the field validators -->
</div>
</form>
</body>
</html>

Figure 1-11 The aspx code for the Default form of the Future Value application

/>
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The Visual Basic code for the Default form

To give you some idea of how the Visual Basic code for a form works, figure
1-12 presents the code-behind file for the Default form. Here, the highlighted
code is specific to ASP.NET. The other code is standard Visual Basic code.

The first highlighted code is a class declaration. Usually, a form class will
have the same name as the form, but ASP.NET uses _Default (with a leading
underscore) as the class name for the Default form.

Because the class declaration uses the Partial keyword, this is a partial class
that must be combined with another partial class when it’s compiled. In fact,
the code in this partial Visual Basic class is combined with the compiled code
in its aspx file. The rest of this class declaration indicates that this class inherits
the System.Web. UL Page class, which is the .NET class that provides the basic
functionality of ASP.NET pages.

Each time this web form is requested, ASP.NET initializes it and raises the
Load event, which is handled by the Page_Load procedure. You will often see a
page property called IsPostBack used in the Page_I.oad procedure to determine
whether or not a page is being posted back. If the value is False, the page is
being loaded for the first time.

In this figure, the Page_L.oad method checks the IsPostBack property to
see if it is False. If it is, the page is being loaded for the first time so the code
executes a loop that puts a range of dollar amounts into the drop-down list for
monthly investment. Otherwise, nothing is done by this procedure.

Another page property that you will often use is called IsValid. This property
indicates whether the page’s validation controls detect invalid data in the server
controls when the Calculate button is clicked. This property is used in the
btnCalculate_Click procedure that is executed when the user clicks on the
Calculate button, which starts a postback.

The btnCalculate_Click procedure starts by checking the IsValid property to
see if the data is valid. If it is, this procedure retrieves the values from the server
controls, converts them to the proper data types, and sends them to the
CalculateFutureValue procedure for processing. When that procedure returns the
future value, the btnCalculate_Click procedure formats the result as currency
and puts it in the future value label. Then, the form is returned to the browser.

The btnClear_Click procedure is executed when the user clicks on the
Clear button. This too starts a postback. Then, after the Page_I.oad procedure is
executed, the btnClear_Click procedure clears the server controls by setting the
index of the drop-down list to -1 and setting the text box and label properties to
empty strings.

Since this book assumes that you already know how to use Visual Basic,
you should be able to follow the Visual Basic code in this figure. The new
points to note are (1) the Page_I.oad procedure is executed each time the page
is requested, (2) the IsPostBack property tells whether a page is being requested
for the first time, and (3) the IsValid property tells whether the validator controls
have detected invalid data.
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The code-behind file for the Default form (Default.aspx.cs)

Partial Class _Default
Inherits System.Web.UI.Page

Protected Sub Page_Load(sender As Object, e As EventArgs) Handles Me.Load
If Not IsPostBack Then
For i As Integer = 50 To 500 Step 50
ddlMonthlyInvestment.Items.Add(i.ToString)
Next
End If
End Sub

Protected Sub btnCalculate_Click(sender As Object,
e As EventArgs) Handles btnCalculate.Click
If IsValid Then
Dim monthlyInvestment As Integer =
CInt (ddlMonthlyInvestment.SelectedValue)
Dim yearlyInterestRate As Decimal = CDec(txtInterestRate.Text)
Dim years As Integer = CInt(txtYears.Text)

Dim futureValue As Decimal =
Me.CalculateFutureValue (monthlyInvestment,yearlyInterestRate,
years)

lblFuturevValue.Text = FormatCurrency(futurevalue)
End If
End Sub

Protected Function CalculateFutureValue(monthlyInvestment As Integer,
yearlyInterestRate As Decimal,
years As Integer) As Decimal

Dim months As Integer = years * 12
Dim monthlyInterestRate As Decimal = yearlyInterestRate / 12 / 100
Dim futurevValue As Decimal = 0

For i As Integer = 0 To months - 1
futurevalue = (futurevValue + monthlyInvestment) *
(1 + monthlyInterestRate)
Next

Return futurevValue
End Function

Protected Sub btnClear_Click(sender As Object,
e As EventArgs) Handles btnClear.Click
ddlMonthlyInvestment.SelectedIndex = -1
txtInterestRate.Text = ""
txtYears.Text = ""
1blFuturevalue.Text = ""
End Sub

End Class

Figure 1-12 The C# code for the Default form of the Future Value application
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Perspective

Now that you’ve read this chapter, you should have a general understanding
of how ASP.NET applications work and what software you need for developing
these applications. With that as background, you’re ready to learn how to
develop ASP.NET applications of your own. You’ll start that process in the next

chapter.
Terms
web application Web Forms
web page ASP (Active Server Pages)
client classic ASP
web browser RAD (Rapid Application
web server Development)
network MVC (Model-View-Controller)
intranet separation of concerns
LAN (local area network) unit testing
Internet FPSE (FrontPage Server Extensions)
WAN (wide area network) WebDAV (Web-based Distributed
ISP (Internet service provider) Authoring and Viewing)
URL (Uniform Resource Locator) FTP server
protocol FTP (File Transfer Protocol)
domain name .NET Framework
path .NET Framework Class Library
static web page CLR (Common Language Runtime)
HTML (Hypertext Markup Language) IL (Intermediate Language)
HTTP request compile
HTTP (HyperText Transfer Protocol) assembly
HTTP response state
render HTML in the browser stateless protocol
dynamic web page view state
application server session state
database server web form
DBMS (database management server control
system) aspx code
round trip code-behind file
IIS (Internet Information Services) page directive
Summary

o A web application consists of a set of web pages that are run by clients, a
web server, and a network. Clients use web browsers to request web pages
from the web server. The web server returns the requested pages.
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A local area network (LAN) connects computers that are near to each other.
This is often called an intranet. In contrast, the Internet consists of many
wide area networks (WANS).

One way to access a web page is to type a URL (Uniform Resource Locator)
into the address area of a browser and press Enter. A URL consists of the
protocol (usually, HTTP), domain name, path, and file name.

To request a web page, the web browser sends an HTTP request to the web
server. Then, the web server gets the HTML for the requested page and
sends it back to the browser in an HTTP response. Last, the browser renders
the HTML into a web page.

A static web page is a page that is the same each time it’s retrieved. In
contrast, the HTML for a dynamic web page is generated by a server-side
program, so its HTML can change from one request to another. Either way,
HTML is returned to the browser.

For ASP.NET applications, the web server is usually Internet Information
Services (I11S) and ASP.NET is the application server. The web server also
requires a database management system (DBMS) like SQL Server.

Today, the most popular way to develop ASP.NET applications is to use Web
Forms. 1t encourages Rapid Application Development (RAD), and it accounts
for about 70% of ASP.NET development.

The other popular way to develop ASP.NET applications is to use ASP.NET
MVC (Model-View-Controller). It provides better separation of concerns and
unit testing, and it accounts for about 30% of ASP.NET development.

To develop ASP.NET applications on your own computer, you need
Windows 7 or later, Microsoft .NET Framework 4.5, Visual Studio 2012,
IIS Express, a DBMS like SQL Server Express LocalDB, and one or more
browsers.

When you develop ASP.NET applications on an intranet or the Internet, IIS
is on the web server and the DBMS is on the web server or a database server
so the client doesn’t need them.

The .NET Framework provides the services that ASP.NET applications use
to access the operating system and computer hardware. Its main components
are the Class Library and the Common Language Runtime (CLR).

HTTP is called a stateless protocol because it doesn’t keep track of the data
(state) between round trips. However, ASP.NET provides five ways to keep
track of state including view state and session state.

The pages in an ASP.NET application are called web forms. They contain
server controls like drop-down lists, text boxes, labels, and buttons.

Each page in an ASP.NET application consists of an aspx file for the HTML
and server controls and an aspx.vb file for the Visual Basic in the
code-behind file.

Before a web form can be run, its aspx and Visual Basic files are compiled
into an assembly that consists of Intermediate Language (IL) that is run by
the CLR.
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Before you do the exercises for this book...

Before you do the exercises for this book, you should install the software that’s
required for this book as well as the downloadable applications for this book.
Appendix A shows how to do that.

Exercise 1-1 Use Visual Studio to run
the Future Value application

In this exercise, you’ll run the Future Value application. This will test whether
you’ve successfully installed the software and applications for this book.

Start Visual Studio and open the Future Value application
1. Start Visual Studio.

2. Use the FILE>Open—>Web Site command (or the FILE->Open Web Site
command if you're using Visual Studio Express) to open the web site at this
location:

C:\aspnet45_vb\Ex0lFutureValue
In the dialog box that’s displayed, just navigate to the Ex01FutureValue folder
and click the Open button.

Run the Future Value application
3. Press F5 to run the application. That should display the Future Value form in
Visual Studio’s default web browser.

4.  Without changing the values that are displayed, click the Calculate button.
This starts a postback that returns the page with the result of the calculation.

Click the Clear button to clear the values from the text box controls.

Click the Calculate button again. Then, note the error messages that are
displayed. These messages were generated by the validation controls.

7. Click the Clear button again. Note that the error messages go away. That’s
because the Clear button has its CausesValidation attribute set to False.

8. Select an investment amount from the drop-down list, enter an annual interest
rate greater than 20 and a number of years greater than 45. Then, click the
Calculate button to see the error messages that are displayed.

9. Change the interest rate to 5 and the number of years to 30. Then, Click the
Calculate button to see that the future value is displayed, which means the
entries were valid.

10. Experiment on your own if you like. When you’re through, use the
FILE->Close Solution command to close the web site, and click on the No
button when the ensuing dialog box asks whether you want to save a file.
Then, close Visual Studio.




2

How to develop a one-page
web application

In the last chapter, you were introduced to the basic concepts of web
programming and ASP.NET. Now, this chapter shows you how to use Visual
Studio to develop the Future Value application that you reviewed in the last
chapter. If you’ve used Visual Studio to develop Windows applications, you’ll
see that you develop ASP.NET applications in much the same way. As a result,
you should be able to move quickly through this chapter.
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How to work with ASP.NET web sites

This chapter starts by presenting some basic skills for working with
ASP.NET applications. Once you’re comfortable with those skills, you’ll be
ready to learn how to build your first ASP.NET application.

How to start a new web site

In the web development world, the terms web site, web application, and
web project are often used interchangeably. When you use Visual Studio 2012,
though, these terms have specific meanings.

In ASP.NET, a web project is either an ASP.NET Web Forms Site (often
called a web site) or an ASP.NET Web Forms Application (often called a web
application). Both of these project types can be used for simple display web sites
or interactive web applications. The difference is in how the projects are config-
ured, compiled, and deployed. The first table in figure 2-1 lists the main differ-
ences between the two project types.

Because Web Forms Applications are pre-compiled and deployed as a single
assembly, they can perform better and protect your code from being seen. As
a result, they are commonly used for professional applications. They are also
recommended for use with Visual Studio 2013.

Because Web Forms Sites are deployed as individual files and compile when
requested, they are easier to work with and easier to change. As a result, they
work better while you’re learning. That’s why all of the applications in this book
are Web Forms Sites. Note, however, that the forms development and Visual
Basic coding are the same with either project type.

To start a new Web Forms Site, you use the dialog box shown in this figure.
Here, you select the language you want to use, the type of web site you want to
create, and the location for the web site. You also select the template that you
want to use.

For this book, all the web sites use the ASP.NET Empty Web Site template.
When you use this template, the starting web site contains only a web.config file,
which stores information about the web site. For professional web sites, though,
you may want to use the ASP.NET Web Forms Site template.

To specify the location of the web site, the Web Location drop-down list
gives you three options. The simplest option is to create a file-system web site.
This type of web site can be in any folder on your local disk, or in a folder on a
shared network drive. By default, Visual Studio will run a file-system web site
using the IIS Express web server.

The second option, HTTP, lets you create a web site that runs under IIS on
your local computer or on a computer that can be accessed over a local area
network. The third option, FTP, lets you create a web site on a remote server by
uploading it to that server using FTP.

The dialog box in this figure specifies a file-system web site named
ChO2FutureValue that will be in the aspnet45_vb folder on the C: drive of the




Chapter 2 How to develop a one-page web application 33

The New Web Site dialog box

("New Web site [EERES)
P Recent MET Framework 4.5 ~ Sortby: Default | = Search Installed Templates (Ctrl+ 2@ -
4 Installed ‘ 3\3‘;’ ASP.NET Empty Web Site Visual Basic Type: Visual Basic
4 Templates An empty Web site

gj ASP.NET Web Forms Site Visual Basic
Visual C#
Samples El' ASP.NET Web Site (Razor v1) Visual Basic
P Online VB
@ ASP.NET Web Site (Razor v2) Visual Basic
ﬁ ASP.MET Dynamic Data Entities Web Site Visual Basic
-,
Q‘: WCF Service Visual Basic
;=I;' ASP.NET Reports Web Site Visual Basic
Web location: File System - Chaspnetdd_vb\Ch02FutureValue -
Web Forms Site vs. Web Forms Application
Feature Site Application
Project Files None One or more
Compilation At run time Pre-compiled to single assembly
Class file location App_Code folder Anywhere in folder structure
How to start (VS) FILE>New—>Web Site FILE->New—>Project
How to start (VS Express) ~ FILE->New Web Site FILE>New Project

Three web location options for ASP.NET web sites
Description

File System A web site created on your local computer or in a shared folder on a network.

HTTP A web site created under the control of an IIS web server.
FTP A web site created on a remote hosting server.
Description

o In ASP.NET, a web project is either a Web Forms site (web site) or a Web Forms
application (web application).

e To create a new web site, use the commands shown in the first table above. Note the
slight variation in the commands for the Express edition of Visual Studio.

e When you create a new web site, Visual Studio creates a solution folder and file for
the web site in the default location for solution files, which is Visual Studio
2012/Projects in your My Documents folder. It also creates a web site on the IIS
Express web server.

e By default, new web sites use .NET Framework 4.5, but the drop-down list at the
top of the dialog box lets you change that,

Figure 2-1 How to start a new web site
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computer. Then, when the OK button is clicked, Visual Studio creates the folder
named ChO2FutureValue and puts the web.config file for the web site in that
folder. It also creates a solution file in the default folder for those files, and a site
named ChO2FutureValue on the IIS Express web server.

By default, Visual Studio 2012 creates a solution file for your web site in My
Documents\Visual Studio 2012\Projects. This solution file is stored in this folder
no matter where the web site itself is located. If you want to change this default
location, you can go to TOOLS—>Options, expand the Projects and Solutions
node, select the General category, and enter the location in the Projects Location
text box.

When you create a new web site, Visual Studio 2012 also lets you choose a
target framework. By default, NET Framework 4.5 is used. Then, you can use
the features that this framework provides within your web applications. If you’ll
be deploying the application to a server that doesn’t have .NET Framework 4.5,
however, you may want to target NET Framework 4.0 or earlier. Then, you can
be sure that you’ll only use the features that that framework provides.

How to add a web form to a web site

If you start a web site from the ASPNET Empty Web Site template, you’ll
need to add a web form to the web site. To do that, you can use the Add New
Item dialog box shown in figure 2-2. From this dialog box, you select the Web
Form template. Then, you enter the name you want to use for the new form and
click the Add button to add it to your web site.

When you add a new web form, be sure that the language setting is Visual
Basic and that the Place Code in Separate File box is checked. These
settings are easy to overlook, but difficult to change manually if they’re set
wrong when you create the page. Also, be sure to enter a name for the form
unless you want the default name, Default.aspx, to be used.

If you select the Place Code in Separate File box, two files are added to your
project. For instance, files named Default.aspx and Default.aspx.vb were added
to the project in this figure. The Default.aspx file will be used for the HTML and
ASP code that defines the form, and the Default.aspx.vb file will be used for the
Visual Basic code that determines how the form works. After the files are added
to the project, Visual Studio displays the aspx file for the web form.

Another way to add a web form is to use the Add>Web Form command in
the shortcut menu for the project. When you choose this command, the dialog
box that’s displayed only lets you specify the name for the form. Then, the form
that’s created uses Visual Basic by default, and the code for the form is placed in
a separate file, which is usually what you want.

To add an existing web form from another web site to your web site, you can
use the second procedure in this figure. You might want to do that if you need to
create a form that’s similar to a form in another web site. When you add the aspx
file for a form, the code-behind file is added too. Then, you can modify the aspx
and Visual Basic code so the form works the way you want it to in your new web
site.
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The Add New ltem dialog box for adding a new web form

' ™
Add New Item - Ch02FutureValue (2 [
4 Installed Sort by: Default | & Search Installed Templates (Ctrl+E) P~

xfsua: E‘::'c Web Form e © Type: Visual Basic
sua A form for Web Applications

VB

P Online @ Content Page (Razor) Visual Basic
VB
(@] Empty Page (Razor) Visual Basic
VB
(@] Helper (Razor) Visual Basic

@ Layout Page (Razor) Visual Basic
VB

l‘;‘] Web API Controller Class Visual Basic

@ Web Page (Razor) Visual Basic

H Master Page Visual Basic

Name: Default.aspx Place code in separate file
[] Select master page

Add [ Cancel

Two ways to open the Add New ltem dialog box

Right-click the project in the Solution Explorer, and choose Add=>Add New Item
from the shortcut menu.

Click on the project in the Solution Explorer to select it, and then choose the
WEBSITE->Add New Item command.

How to add a new web form to a project

In the Add New Item dialog box, select the Web Form template, enter a name for
the form or leave it as Default.aspx, check the Place Code in Separate File box, and
click the Add button.

Choose Add->Web Form from the shortcut menu for the project. Then, enter a
name for the form in the dialog box that’s displayed and click the OK button.

How to add an existing web form to a project

In the Solution Explorer, right-click the project and choose Add—>Add Existing
Item. Then, locate the form you want to add, select it, and click the Add button.

Description

If there’s a web form in another application that is like one that you’re going to
develop, you can copy that form into your web site. That copies both the web form
and the code-behind file. Then, you can modify the aspx code and Visual Basic
code so the form works the way you want it to.

The drop-down list above the list of templates lets you change the order of the
templates. The two buttons let you choose whether the templates are displayed as
small icons or medium icons.

Figure 2-2 How to add a web form to a web site

35



36 Section 1 The essence of ASP.NET programming

How to work with the Visual Studio IDE

Figure 2-3 shows the Visual Studio IDE after a form named Default has been
added to the Future Value web site. If you’ve used Visual Studio for building
Windows applications, you should already be familiar with the Toolbox, Solution
Explorer, and Properties window, as well as the Standard toolbar. They work
much the same for web applications as they do for Windows applications.

For instance, the Solution Explorer shows the folders and files of the web
site. In the example in this figure, the Solution Explorer shows the collapsed web
form and the web.config file. To expand the web form and see the code-behind
file, you click on the arrowhead to the left of the web form.

To design a web form, you use the Web Forms Designer that’s in the center
of Visual Studio. When you add a new web form to a web site, this Designer is
displayed in Source view, which shows the starting HTML code for the form.
However, you’ll do much of the design in Design view, which you can switch
to by clicking on the Design button at the bottom of the Designer. You can also
work in Split view, which includes both Source view and Design view.

As you work in the Designer, you’ll notice that different toolbars are enabled
depending on what view you’re working in. In Source view, for example, the
Standard and HTML Source Editing toolbars are enabled. In Design view, the
Standard and Formatting toolbars are enabled. This is typical of the way Visual
Studio works.

As you build a web site, you can close, hide, or size the windows that are
displayed. You’ll see some examples of this as you progress through this chapter,
and this figure presents several techniques that you can use for working with the
windows.

After you’ve designed a web form, you’ll need to switch to the Code Editor,
which will replace the Designer in the center of the screen. Then, you can write
the Visual Basic code in the code-behind file for the form. One way to switch to
the Code Editor is to double-click on the code-behind file in the Solution Explor-
er. You’ll learn more about that in a moment.

As you work with Visual Studio, you’ll see that it often provides several
ways to do the same task. Some, of course, are more efficient than others, and
we’ll try to show you the best techniques as you progress through this book.
Often, though, how you work is a matter of personal preference, so we encour-
age you to review and experiment with the toolbar buttons, the buttons at the top
of the Solution Explorer, the tabs at the top of the Web Forms Designer or Code
Editor, the shortcut menus that you get by right-clicking on an object, and so on.

For instance, to see which toolbars are displayed, you can right-click in
the toolbar area, which displays a list of all of the toolbars with the active ones
checked. You can then check one of the toolbars to activate it. Or, to see what
toolbar buttons or controls are available, you can hover the mouse over a button
or control. That also works for the buttons at the tops of windows like the Solu-
tion Explorer.
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Visual Studio with the Designer in Source view and three other windows
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How to work with views and windows
e To change the Web Forms Designer from one view to another, click on the Design,
Split, or Source button at the bottom of the Designer window.

o To hide a window, click on its Auto Hide button, which is a pin icon. Then, the
window is shown as a tab at the side of the screen. To display the window again,
move the mouse pointer over the tab or click on it. To restore the window, display it
and click on the Auto Hide button.

o To size a window, place the mouse pointer over one of its boundaries and drag it.

e To close a window, click on the close button in its upper right corner. To redisplay
it, select it from the View menu.

Description

e The primary window for designing web forms with Visual Studio is the Web Forms
Designer, or just Designer, that’s in the middle of the IDE.

e The three supporting windows are the Toolbox, the Solution Explorer, and the
Properties window.

e Visual Studio often provides several different ways to do the same task. In this
book, we’ll try to show you the techniques that work the best.

Figure 2-3 How to work with the Visual Studio IDE
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How to add folders and files to a web site

Right after you start a new web site, it makes sense to add any other fold-
ers or files that the application is going to require. To do that, you can use the
shortcut menus for the project or its folders in the Solution Explorer as shown in
figure 2-4. As you can see, this menu provides a New Folder command as well
as an Existing Item command.

For the Future Value application, I first added a folder named Images. To do
that, I right-clicked on the project at the top of the Solution Explorer, chose Add
and then the New Folder command, and entered the name for the folder. Then,

I added an image file named MurachlLogo.jpg to the Images folder. To do that, I
right-clicked on the folder, chose Add and then Existing Item, and selected the
file from the dialog box that was displayed.

Those are the only other folders and files that are needed for the Future
Value application, but often you’ll need others. For instance, the application in
chapter 4 requires three existing business classes, a database, and a number of
image files.
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The Future Value project as a new folder is being added
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How to add a folder to a web site

To add a standard folder, right-click on the project or folder you want to add the
folder to in the Solution Explorer and choose Add—>New Folder. Then, type a name
for the folder in the dialog box that’s displayed and press Enter.

To add a special ASP.NET folder, right-click on the project in the Solution Explorer
and choose Add->Add ASP.NET Folder. Then, select the folder from the list that’s
displayed.

How to add an existing item to a web site

o In the Solution Explorer, right-click on the project or folder that you want to add an
existing item to. Then, select Add->Existing Item and respond to the dialog box.

Description

e When you create a new web form, Visual Studio generates the starting HTML for
the form and displays it in Source view of the Web Forms Designer.

e Before you start designing the first web form of the application, you can use the

Solution Explorer to add any other folders or files to the web site.

Figure 2-4 How to add folders and files to a web site
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How to open or close an lIS Express web site

Web sites created in Visual Studio 2012 use /IS Express by default. To open
them, you can use their solution files. In contrast, web sites created in earlier
versions of Visual Studio or sites that are downloaded from another location use
the development server that’s part of Visual Studio. To open these sites, you use
their file locations.

Figure 2-5 shows two ways to open an IIS Express web site. The first way
is to display the Open Project dialog box. Then, you can locate the web site’s
folder, double-click the folder to reveal the solution file, and double-click the
solution file to open the web site.

The other way to open an IIS Express web site is to use the Recent Projects
and Solutions command to display a list of the most recent solution files that you
have opened. Then, you select the web site’s solution file and click it to open the
web site.

You can also open sites from the Start Page by using the Recent list or the
Open Project link. The items in the Recent list are links to solution files, so
clicking them will open their web sites. The Open Project link opens the dialog
box shown in this figure. If you know that you are going to be working on the
same web site for a while, you can pin it to the Recent list on the Start Page
by clicking on the pin icon for it. Then, it will be available each time you open
Visual Studio.

With that as background, here’s a caution. Although it might seem like you
should open a web site by using the Open Web Site command rather than the
Open Project command, that will create another solution file with another name.
Yes, everything will still work, because a web site can have multiple solution
files pointing to it. But that isn’t a good practice.

To close a project, you use the Close Solution command. After you close a
project for the first time, you’ll be able to find it in the Recent list on the Start
Page and also in the list of projects that you see when you use the Recent Proj-
ects and Solutions command.
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The Open Project dialog box
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Two ways to display the Open Project dialog box

e Use the FILE->Open—>Project/Solutions command (or the FILE->Open Project
command for VS Express).

e Use the FILE->Recent Projects and Solutions command.

How to complete the Open Project dialog box

e Locate the web site folder and double-click it to display the solution file. Then,
double-click the solution file.

o By default, the starting location for this dialog box is Visual Studio 2012\Projects
in the My Documents folder. However, you can navigate to other locations, which
you will need to do for projects started as Web Forms Applications instead of Web
Forms Sites.

How to close a solution
e Use the FILE->Close Solution command.

How to open projects from the Start Page

e Click the link for a project in the Recent list, or click the Open Project link to
display the Open Project dialog box.

e To pin a web site to the Recent list so it stays there, hover the mouse over the web
site name and click the pin icon.

Description

e The Recent list and the Open Project command are also available from the Start
Page that’s displayed when you start Visual Studio.

Figure 2-5 How to open or close an IIS Express web site
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How to convert a file-system web site
to 1IS Express

Previous versions of Visual Studio used a development server to host
ASP.NET web sites. This allowed developers to avoid installing and configuring
the IIS web server. Unfortunately, the development server didn’t work as well as
IIS for testing a web site so there were problems with this approach. The good
news is that Visual Studio 2012 uses the new IIS Express web server instead
of the development server, and IIS Express gets installed along with any of the
Visual Studio editions.

The trouble is that web sites created in earlier versions of Visual Studio, or
web sites downloaded or moved from another location, will use the development
server by default. As a result, you will need to change the web.config files for
those sites so they will use IIS Express.

To help you do that, the first procedure in figure 2-6 shows how to open a
file-system web site that doesn’t use IIS Express. One way that you can tell that
it isn’t using IIS Express is that the project in the Solution Explorer includes the
entire path for the file, not just its name. Then, if you open and run it, it will use
the old development server and work like a file-system web site in a previous
version of Visual Studio.

It’s better, though, to convert a file-system web site to IIS Express using
the second procedure in this figure. You will know that you have successfully
converted to IIS Express when the project name no longer includes the path. You
will also be able to see your project in the list of IIS Express sites in the Open
Web Site dialog box when you click on Local IIS. However, you shouldn’t open
a web site that way.
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The Open Web Site dialog box
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How to open a web site that doesn’t use IIS Express

e Use FILE->Open—>Web Site (or FILE->Open Web Site for VS Express) to display
the Open Web Site dialog box. Then, click on File System, navigate to and select
the folder for the web site, and click the Open button.

How to switch a web site to the IIS Express web server

e In the Solution Explorer, right-click the project and choose Use IIS Express. Then,
follow the instructions in the message boxes that follow.

¢ You will know that you have been successful when the Solution Explorer displays
just the project’s name, rather than the entire file path.

How to see the IIS Express web sites
e In the Open Web Site dialog box, click on Local IIS.

Discussion
e When you create a new web site, Visual Studio 2012 uses the /IS Express web
server.

e When you open a web site developed with a previous version of Visual Studio or
on another computer like one of our downloadable applications, Visual Studio uses
its development server, not IIS Express. Then, you can convert the web site to IIS
Express.

Figure 2-6 How to convert a file-system web site to 1IS Express
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How to use Visual Studio
to build a web form

Now that you know how to start, open, and close a web site, you’re ready to
learn how to build a web page with HTML, web server controls, and validation
controls. If any of this seems confusing as you read about it, the exercise at the
end of this chapter will show you that all of the skills are quite manageable.

How to enter the HTML for a web form

Figure 2-7 presents the primary ways to add HTML to a web form. For
many HTML elements, the easiest way to add them is to type the HTML for the
elements directly into the source code, taking full advantage of IntelliSense. In
this figure, for example, you can see how IntelliSense provides a snippet for an
h1 element. Just remember to press the Tab key twice to insert both the starting
and ending tag for an element.

For some elements, though, it’s better to insert a snippet using the second
technique in this figure. To do that, you move the insertion point to where you
want the snippet, right-click to display a menu, select Insert Snippet, select
HTML, and select the HTML element that you want to insert. If, for example,
you insert the snippet for an img element, the HTML includes the src and alt
attributes.

This figure also shows how you can add an img element to the HTML by
dragging the image from the Solution Explorer and dropping it wherever you
want it. If you drop it in Design view, the Accessibility Properties dialog box is
displayed. And that makes it easy to enter the Alternate Text property, which gets
converted to an alt attribute in the HTML.

Whether or not you use the Accessibility Properties dialog box, the alt attri-
bute should always be coded for an img element because it improves accessibil-
ity. Specifically, this attribute is used by screen readers to describe an image for
the visually impaired. If an image is used for decorative purposes only, the value
of this attribute should be an empty string (*”’).

In contrast, the Long Description property in the Accessibility Properties
dialog box gets converted to the longdesc attribute. However, that attribute isn’t
supported by HTMLS or any modern browser. As a result, you should ignore it
and leave it blank.

Usually, you’ll want to make a few adjustments and additions to the HTML
right after the form is added to the web site. For instance, you’ll want to enter
a title for the form in the title element that’s in the head section. That’s the title
that’s displayed in the title bar or tab of the browser when the form is run. You’ll
also want to add an h1 element to the form that describes what the page does.

After making the HTML entries, you can use either Source view or Design
view to add web server controls to the form. If you work in Design view, though,
you’ll want to switch back to Source view from time to time. That way, you can
review the source code that has been added, make sure the code is in the right
location, and make adjustments to the source code.




The Future Value form in Split view after an img element has been added
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How to add HTML elements to a form

Enter the code for the element in Source view. As you work, Visual Studio’s
IntelliSense will help you enter snippets, tags, attributes. To add a snippet, press the
Tab key twice.

To insert a snippet for an HTML element without using IntelliSense, move the
insertion point to where you want the snippet. Then, right-click, select Insert
Snippet, select HTML, and select the element that you want inserted.

Two ways to add an img element to a form

Insert a snippet for the element. That includes the src and alt attributes, but you
have to add the values.

Drag the image from the Solution Explorer to the Designer. This inserts an img
element with a valid src attribute. In Design view, the Accessibility Properties
dialog box is also displayed.

How to add and remove comments

To add a comment at the insertion point, click the Comment button in the HTML
Source Editing toolbar, or press Ctrl+K and then Ctrl+C. If you select lines of code
before you do this, the lines will be commented out.

To remove a comment, move the insertion point into it and click the Uncomment
button, or press Ctrl+K and then Ctrl+U. If you select lines of code that have been
commented out before you do this, they will be uncommented.

How to synchronize the views when you’re working in Split view

Save the file or click on the message that’s displayed between the views.

Figure 2-7 How to enter the HTML for a web form
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How to add a table to a form

By default, forms use flow layout. This means that the text and controls you
add to a form are positioned from left to right and from top to bottom. Because
of that, the position of the controls can change when the form is displayed
depending on the size of the browser window and the resolution of the display.

Usually, though, you will want more control than flow layout provides. One
way to get that control is to use a table, which you’ll learn about now. Another
way is to use CSS, which you’ll learn about in the next chapter.

Figure 2-8 shows how to add a table to a form in Design view. In this case,

a table of six rows and two columns has already been added to the form, but the
Insert Table dialog box is displayed to show what the settings are for that table.
Usually, you can keep the dialog box entries that simple, because you can easily
adjust the table once it’s on the form.

The easiest way to resize a row or column is to drag it by its border. To
change the width of a column, drag it by its right border. To change the height of
a row, drag it by its bottom border. You can also change the height and width of
the entire table by selecting the table and then dragging it by its handles.

You can also format a table in Design view by selecting one or more rows or
columns and then using the commands in the TABLE menu or the shortcut menu
that’s displayed when you right-click the selection. These commands let you
add, delete, or resize rows or columns. They also let you merge the cells in a row
or column. If, for example, you want a control in one row to span two columns,
you can merge the cells in that row.

Note that when you make some of these changes, Visual Studio adds class
attributes to the HTML elements as well as a style element in the head section
of the form that contains the rule sets for the classes. You’ll see this when you
review the aspx code for the Future Value form.

How to add text to the cells of a table

In figure 2-8, you can see that text has been entered into the cells in the first
four rows of the first column of the table. To do that, you just type the text into
the cells. Then, you can format the text by selecting it and using the controls in
the Formatting toolbar or the commands in the Format menu. If, for example,
you want to bold the four text entries, you can select the four cells that contain
the text and click on the Bold button in the Formatting toolbar.
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The Future Value form with a table that has been inserted into it

How to add a table to a form

e Use the TABLE—>Insert Table command to display the Insert Table dialog box.
Then, set the number of rows and columns that you want in the table, set any other
options that you want, and click OK.

How to format a table after it has been added to a form

e To resize a row, drag it by its bottom border. To resize a column, drag it by its right
border. To resize the entire table, select the table and then drag one of its handles.

e To select rows, columns or cells, drag the mouse over them or hold the Ctrl key
down as you click on the cells. To add, delete, size, or merge selected rows or
columns, use the commands in the TABLE menu or the shortcut menu.

How to add text to a table and format it
e To add text to a table, type the text into the cells of the table.

o To format the text, select it and use the controls in the Formatting toolbar or the
commands in the Format menu.

Description
e To control the alignment of the text and controls on a web form, you can use tables.

e Some of the formatting that you apply to tables, rows, and columns is saved in CSS
rule sets in a style element in the head section of the HTML.

Figure 2-8 How to add a table to a form and add text to the table’s cells
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How to add web server controls to a form

Figure 2-9 shows how to add web server controls to a form. To do that, you
can just drag a control from the Standard group of the Toolbox and drop it on the
form. Or, you can move the cursor to where you want a control inserted and then
double-click on the control in the Toolbox. This works whether you’re placing a
control within a cell of a table or outside of a table, and whether you’re in Source
view or Design view.

Here again, you can add a web server control to a form by inserting a snip-
pet. But this time, after you select the Insert Snippet command, you select
ASP.NET and then the server control that you want to add.

Once you’ve added the controls to the form, you can resize them in Design
view by dragging the handles on their sides. If the controls are in a table, you
may also want to resize the columns or rows of the table. But keep in mind that
you can resize a cell as well as the control within a cell, and sometimes you have
to do both to get the formatting the way you want it.

How to set the properties of the controls

After you have placed the controls on a form, you need to set each control’s
properties so the control looks and works the way you want it to. To set those
properties, you can work in the Properties window as shown in this figure. To
display the properties for a control, just click on it in Design or Source view.

In the Properties window, you select a property by clicking it. Then, a brief
description of that property is displayed at the bottom of the window. To change
a property setting, you change the entry to the right of the property name by
typing a new value or choosing a new value from a drop-down list. In some
cases, a button with an ellipsis (...) on it will appear when you click on a prop-
erty. Then, you can click the button to display a dialog box that helps you set the
property.

Some properties are displayed in groups. In that case, a + symbol appears
next to the group name. To expand the properties in the group, just click the +
symbol, which then changes to a — symbol.

To display properties alphabetically or by category, you can click the appro-
priate button at the top of the Properties window. At first, you may want to dis-
play the properties by category so you have an idea of what the different proper-
ties do. Once you become more familiar with the properties, though, you may be
able to find the ones you’re looking for faster if you display them alphabetically.

Another way to set properties for some controls is to use the control’s smart
tag menu. In this figure, for example, you can see the smart tag menu for the
drop-down list. Because smart tag menus help you set common properties,
they’re displayed automatically when you drag a control to a form in Design
view. Later, you can display the smart tag menu of a control by hovering the
mouse pointer over it until its smart tag appears and then clicking on that tag.

As you work with properties, you’ll find that many are set the way you want
by default. In addition, some properties such as Height and Width are set as you
size and position the controls in Design view. As a result, you usually only need
to change a few properties for each control.
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The Future Value form after six server controls have been added to it
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Drag margin handles to resize margins. Press SHIFT or CTRL for more options.

How to add a web server control to a web form

e Drag the control from the Standard group in the Toolbox to the form or to a cell
in a table on the form. Or, move the cursor to where you want the control in either
Source or Design view, and double-click on the control in the Toolbox to place it
there.

e To insert a snippet for a server control in Source view, move the insertion point to
where you want the snippet. Then, right-click, select Insert Snippet, select
ASP.NET, and select the control that you want inserted.

How to set the properties for a control

e Select a control by clicking on it, and all of its properties are displayed in the
Properties window. Then, you can select a property in this window and set its value.

o To change the Height and Width properties, drag one of the handles on a control.
This also changes the Height and Width in the Properties window.

e To sort the properties in the Properties window by category or alphabetically, click
on one of the buttons at the top of the window. To expand or collapse the list of
properties in a group, click on the + or — symbol for the group.

e To display a smart tag menu for a control in Design view, select the control and
click the Smart Tag icon on the right of the control. In Source view, click in the
aspx code for the control and hover over the line that appears under the <asp> tag
to reveal the smart tag icon and then click on it,

Description
o Many web server controls have smart tag menus that provide options for perform-
ing common tasks and setting common properties.

Figure 2-9 How to add web server controls to a form and set their properties
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Common properties for web server controls

The first table in figure 2-10 presents the properties for web server controls
that you’re most likely to use as you develop web forms. If you’ve worked with
Windows controls, you’ll notice that many of the properties of the web server
controls provide similar functionality. For example, you use the ID property to
identify a control that you need to refer to in your Visual Basic code, and you
can use the Text property to set what’s displayed in or on the control.

In contrast, the AutoPostBack, CausesValidation, EnableViewState, and
Runat properties are unique to web server controls. As you should already know,
the Runat property just indicates that the control must be processed by the web
server. The other three properties are more interesting.

The AutoPostBack property determines whether the page is posted back to
the server when the user changes the value of the control. Note that this property
is only available with certain controls, such as drop-down lists, check boxes, and
radio buttons. Also note that this property isn’t available with button controls.
That’s because button controls always either post a page back to the server or
display another page.

The CausesValidation property is available for button controls and deter-
mines whether the validation controls are activated when the user clicks the
button. This lets the browser check for valid data before the page is posted back
to the server. You’ll learn more about validation controls in a moment.

The EnableViewState property determines whether a server control retains
its property settings from one posting to the next. For that to happen, the
EnableViewState property for both the form and the control must be set to True.
Since that’s normally the way you want this property set, True is the default.

The second table in this figure lists four more properties that are commonly
used with drop-down lists and list boxes. For instance, you can use the Items
collection to add, insert, and remove Listltem objects, and you can use the
Selected Value property to retrieve the value of the currently selected item.
Although you can set these properties at design time, they are often set by the
Visual Basic code in the code-behind file. You’ll learn more about these proper-
ties when you review the code-behind file for the Future Value form.
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Common web server control properties
Property Description

AutoPostBack Determines whether the page is posted back to the server when the
value of the control changes. Available with controls like check boxes,
text boxes, and lists. The default value is False.

CausesValidation  Determines whether the validation specified by the validation controls
is done when a button control is clicked. The default value is True.

EnableViewState Determines whether the control maintains its view state between
HTTP requests. The default value is True.

Enabled Determines whether the control is functional. The default value is
True.

Height The height of the control.

ID The name that’s used to refer to the control.

Runat Indicates that the control will be processed on the server by ASP.NET.

TabIndex Determines the order in which the controls on the form receive the
focus when the Tab key is pressed.

Text The text that’s displayed in the control.

ToolTip The text that’s displayed when the user hovers the mouse over the
control.

Visible Determines whether a control is displayed or hidden.

Width The width of the control.

Common properties of drop-down list and list box controls

Property Description

Items The collection of ListItem objects that represents the items
in the control. Although you can set the values for these list
items at design time, you normally use code to add, insert, and
remove the items in a drop-down list or list box.

SelectedItem The ListItem object for the currently selected item.

SelectedIndex  The index of the currently selected item starting from zero. If
no item is selected in a list box, the value of this property is -1.

SelectedValue The value of the currently selected item.

Note

e When buttons are clicked, they always post back to the server or display other
pages. That’s why they don’t have AutoPostBack properties.

Figure 2-10  Common properties for web server controls
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How to add validation controls
to a form

A validation control is a type of ASPNET control that’s used to validate
input data. The topics that follow introduce you to the validation controls and
show you how to use two of them. Then, in chapter 7, you can learn how to use
all of these controls.

An introduction to the validation controls

Figure 2-11 shows the Validation group in the Toolbox. It offers five controls
that can be called validators. These are the controls that you use to check that the
user has entered valid data. You can use the last control in this group, the valida-
tion summary control, to display all the errors that have been detected by the
validators on the form.

To add a validation control to a web form, you can use the same techniques
that you use to add a server control. Before you can access the validation
controls in the Toolbox, though, you need to open the Validation group by click-
ing on the arrowhead to its left. You can also add a validation control to a form
by inserting a snippet.

In this example, four validators have been added to the form: two required
field validators and two range validators. In this case, the controls have been
added below the table so ASPNET will use flow layout to position the controls.
However, these controls could have been added to a third column of the table.
Although these controls don’t show when the form is displayed, the messages in
their ErrorMessage properties are displayed if errors are detected.

Validation tests are typically done on the client before the page is posted
to the server. That way, a round trip to the server isn’t required to display error
messages if invalid data is detected.

In most cases, client-side validation is done when the focus leaves an input
control that has validators associated with it. That can happen when the user
presses the Tab key to move to the next control or clicks another control to move
the focus to that control. Validation is also done when the user clicks on a button
that has its CausesValidation property set to True.

To perform client-side validation, a browser must have JavaScript enabled.
Because most browsers enable it, validation is usually done on the client.
However, validation is always done on the server too when a page is submitted.
ASP.NET does this validation after it initializes the page.

When ASP.NET performs the validation tests on the server, it sets the IsValid
property of each validator to indicate whether the test was successful. Then, after
all the validators are tested, it sets the IsValid property of the page to indicate
whether all the tests were valid. This is the property that’s usually tested by the
Visual Basic code when the page is posted to the server. You’ll see how this
works when you review the code-behind file for this form.




Chapter 2

How to develop a one-page web application

The validation controls on the Future Value form
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How to add a validator to a web form

e In either Design or Source view, move the insertion point to where you want the
validator and double-click on the validator in the Validation group in the Toolbox.
Or, drag the validator from the Toolbox to where you want it.

e In Source view, right-click, select Insert Snippet, select ASP.NET, and select the
validator control that you want to insert.

How to set the properties for a validation control
e In either Design or Source view, use the Properties window.

e In Source view, enter the properties for the validator with help from IntelliSense.

Description

® You can use validation controls to test user entries and produce error messages. The
validation is typically done when the focus leaves the control that’s being validated
and also when the user clicks on a button that has its CausesValidation property set

to True.

o Each validation control is associated with a specific server control, but you can
associate more than one validation control with the same server control.

o [f the user’s browser has JavaScript enabled, the validation controls work by
running JavaScript in the browser. Then, if the validation fails, the page isn’t posted
back to the server, which saves a round trip. If the browser doesn’t have JavaScript
enabled, the validation is done on the server.

Figure 2-11

An introduction to the validation controls
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How to use the required field validator

To use the required field validator, you set the properties shown in the table
at the top of figure 2-12. These are the properties that are used by all the
validators.

To start, you associate the validation control with a specific input control on
the form through its ControlToValidate property. Then, when the user clicks on
a button whose CausesValidation property is set to True, the validator checks
whether a value has been entered into the input control. If not, the message in
the ErrorMessage property is displayed. The error message is also displayed if
the user clears the value in the input control and then moves the focus to another
control.

The Display property of the validation control determines how the message
in the ErrorMessage property is displayed. When you use flow layout, Dynamic
usually works the best for this property. However, if you use a validation
summary control, as explained in chapter 7, you can change this property to
None.

If you look at the aspx code in this figure, you can see how the properties are
set for a required field validator that validates the text box with txtInterestRate as
its ID. Here, the ForeColor property of the required field validator is set to “Red”
so the error message will be displayed in that color. In the next chapter, you’ll
learn how to use CSS to get the same result.

How to use the range validator

The range validator lets you set the valid range for an input value. To use
this control, you set the properties in the first table in this figure, plus the proper-
ties in the second table. In particular, you set the minimum and maximum values
for an input value.

The aspx code in this figure also shows how the properties are set for the
range validator for the text box with txtInterestRate as its ID. For this to work
correctly, you must set the Type property to the type of data that you’re testing.
Because the interest rate entry can have decimal positions, for example, the Type
property for its range validator is set to Double. In contrast, because a year entry

should be a whole number, the Type property for its range validator should be set
to Integer.
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Common validation control properties

Property Description

ControlTovalidate The ID of the control to be validated.

Display Determines how an error message is displayed. Specify Static
to allocate space for the message in the page layout, Dynamic
to have the space allocated when an error occurs, or None to
display the errors in a validation summary control.

ErrorMessage The message that’s displayed in the validation control when
the validation fails.

Additional properties of a range validator

Property Description

MaximumValue The maximum value that the control can contain.
MinimumValue The minimum value that the control can contain.

Type The data type to use for range checking (String,
Integer, Double, Date, or Currency).

The aspx code for a RequiredFieldValidator control

<asp:RequiredFieldValidator ID="RequiredFieldValidatorl" runat="server"
ControlToValidate="txtInterestRate" Display="Dynamic"
ErrorMessage="Interest rate is required." ForeColor="Red">
</asp:RequiredFieldvValidator>

The aspx code for a RangeValidator control

<asp:RangeValidator ID="RangeValidatorl" runat="server"
ControlTovValidate="txtInterestRate" Display="Dynamic"
ErrorMessage="Interest rate must range from 1 to 20."
MaximumValue="20" MinimumValue="1" Type="Double" ForeColor="Red">
</asp:RangeValidator>

Description

o The required field validator is typically used with text box controls, but can also be
used with list controls.

o The range validator tests whether a user entry falls within a valid range.

o If the user doesn’t enter a value into a control that a range validator is associated
with, the range validation test passes. Because of that, you should also provide a
required field validator if a value is required.

Figure 2-12 How to use the required field and range validators
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How to work with unobtrusive validation

ASP.NET 4.5 has a new feature called unobtrusive validation that you need
to be aware of. This feature controls how the client-side validation of the valida-
tion controls is done. Figure 2-13 shows the two settings for unobtrusive valida-
tion that a web site can have.

A setting of Webforms means that unobtrusive validation is enabled and
ASP.NET will use jQuery for validation. jQuery is a JavaScript library that
provides for cross-browser compatibility and reduces the amount of JavaScript
that an ASP.NET application requires. A setting of None means that unobtrusive
validation is disabled and ASP.NET will do the validation the way it was done
in previous versions, which is to use script elements within the HTML to supply
the JavaScript for the validation.

The benefit of using unobtrusive validation is that it reduces the amount of
JavaScript that has to be generated. That’s why ASPNET 4.5 enables unobtru-
sive validation by default.

The problem with this is that if you start a web site from the Empty Web Site
template, unobtrusive validation is enabled but the jQuery library and configura-
tion needed to use it are not there. This means that if you try to use a validation
control, you will get an error. There are two ways to fix this.

One way is to add the components that are required by unobtrusive valida-
tion. To do that, you can use NuGet, which is a Visual Studio feature that makes
it easy to add third-party and open-source packages to an application. You’ll
learn more about NuGet later, but this figure shows how to use NuGet to install
the package that provides everything you need to make unobtrusive validation
work in your web site.

The other alternative is to disable unobtrusive validation. To do that for one
page, you can set the UnobtrusiveValidationMode property to None in the Load
event handler for the page, as shown in this figure. To do that for all pages in a
web site, you can add an appSettings element like the one in this figure to the
web.config file.




Chapter 2 How to develop a one-page web application

Two values for the UnobtrusiveValidationMode setting

Description

Webforms Uses the jQuery library for the validation that’s done by the validation controls.

None Uses the older method of generating the JavaScript code for the validation
controls and including it within script elements in the HTML for the page.

The Manage NuGet Packages dialog box
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How to install the NuGet package for jQuery validation

e Right-click on the project and select Manage NuGet Packages. In the left panel of
the dialog box that appears, click on NuGet Official Package Source. Next, use the
box in the upper right to search for AspNet.ScriptManager.jQuery. Then, click on
the Install button.

A Load event handler that turns off unobtrusive validation for a page

Protected Sub Page_Load(sender As Object, e As EventArgs) Handles Me.Load
UnobtrusiveValidationMode = System.Web.UI.UnobtrusiveValidationMode.None
End Sub

A web.config setting that turns off unobtrusive validation for a site

<appSettings>
<add key="ValidationSettings:UnobtrusiveValidationMode" value="None"/>
</appSettings>

Description

e ASPNET 4.5 provides a new option called unobtrusive validation. When it is
enabled, a JavaScript library named jQuery is used to do the validation that’s
specified.

o Unobtrusive validation is on by default when you start a new web site from the
Empty Web Site Template. So if you’re using the validation controls, you either
need to turn unobtrusive validation off or install the NuGet package for jQuery
validation.

Figure 2-13 How to work with unobtrusive validation
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The aspx code for the Future Value form

Figure 2-14 presents the aspx code for the Future Value form. To help
you see how the code relates to the form in the browser, this figure starts with
the form displayed in Internet Explorer. Here, you can see that the title in the
browser tab is the same as the title in the title element in the head section of the
HTML.

After the title element, you can see a style element that includes two CSS
rule sets. You can also see class attributes in the table and td elements that refer
to these rule sets. In the next chapter, you’ll learn how this works, but for now
realize that ASPNET does this automatically when you use the Designer to
format the elements on a page, even though this isn’t the best way to handle this
formatting.

Within the body element, the first two elements are for the image and the
h1 heading. You can see how these are rendered in the browser. This is followed
by a form element that contains a div element. These form and div elements are
generated by ASPNET when you add a new form to a web site.

Within the div element is a table that contains six tr elements, one for each
row. Within each of these elements are two td elements, one for each column.
That’s the way the HTML for a table works. In the first td element for each of
the first four rows, you can see the text that has been entered. In the second td
element for each of these rows, a server control has been added. For instance, the
control in the first row is a drop-down list, and the control in the second row is a
text box. You can see how this table is rendered in the browser.

For each control, the ID property is used to give the control an identifier
that’s easy to refer to. Here, ddl is used as a prefix for a drop-down list and txt is
used as a prefix for a text box. That makes it easy to tell what type of control an
identifier refers to. These identifiers are followed by names that clearly identify
the controls. Within those names, the first letter of each word is capitalized,
which makes the names easier to read. This is the naming convention that’s used
throughout this book and the one that we recommend.
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The design of the Future Value form

l @ Chapter 2: Future Value x

A [ESEE)
| _-:II:;:;\:I & http://localhost:54720/Default.aspx P~-BC >I(| {nj

File Edit View Favorites Tools Help

MURACH

401K Future Value Calculator

Monthly investment 50 |Z|
Annual interest rate 5

Number of years

Future value

[ Caleulate [ Clear

Interest rate must range from 1 to 20.
Number of years is required.

The aspx code for the Future Value form

<%@ Page Language="VB" AutoEventWireup="false" CodeFile="Default.aspx.vb"

Inherits="_Default" %>

<!DOCTYPE html>

<html xmlns="http://www.w3.0rg/1999/xhtml">
<head runat="server">
<title>Chapter 2: Future Value</title>
<style type="text/css">
.auto-stylel {
width: 100%;
}
.auto-style2 {
width: 172px;
}
</style>
</head>
<body>
<img src="Images/MurachLogo.jpg" alt="Murach Logo"/>
<h1>401K Future Value Calculator</hl>
<form id="forml" runat="server">
<div>
<table class="auto-stylel">
<tr>

<td class="auto-style2">Monthly investment</td>
<td><asp:DropDownList ID="ddlMonthlyInvestment"

runat="server" Height="22px" Width="147px">

</asp:DropDownList></td>
</tr>

Figure 2-14  The aspx code for the Future Value form (part 1 of 2)
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In the code for the first text box control, you can see that the Text attribute
has been set to a value of 6.0. That is the interest rate that will be displayed when
the form is first displayed in the browser. In contrast, the value for the second
text box control is coded between the opening and closing tags for the control.
These are two different ways to set the starting value for a control.

In the code for the fifth row of the table, you can see that ASP.NET has put
a non-breaking space (&nbsp;) in the cell for each column. It does that for all of
the empty cells in a table.

In the sixth row, you can see the aspx code for the Calculate and Clear
buttons. Here, the Clear button contains a CausesValidation property, which is
set to False. This property tells the page not to do validation when the button is
clicked. Because the default value of the CausesValidation property is True for
buttons, this property doesn’t need to be set for the Calculate button.

This table is followed by the code for the validation controls. Because these
controls are outside the table, their placement will be determined by flow layout.
To have some control over this layout, a break element (<br />) is coded after the
two interest rate validators. That means the error messages for the interest rate
will be displayed on one line, and the messages for the years will be on another
line. However, the Display property for these validators has been set to Dynamic,
which means that space will be allocated for them only when it is needed.
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The aspx code for the Future Value form (continued)

<tr>
<td class="auto-style2">Annual interest rate</td>
<td><asp:TextBox ID="txtInterestRate" runat="server"
Text="6.0"></asp:TextBox></td>

</tr>
<tr>
<td class="auto-style2">Number of years</td>
<td>
<asp:TextBox ID="txtYears" runat="server">1l0
</asp:TextBox></td>
</tr>
<tr>

<td>Future value</td>
<td><asp:Label ID="lblFutureValue" runat="server"
Font-Bold="True"></asp:Label></td>

</tr>

<tr>
<td class="auto-style2">&nbsp;</td>
<td>&nbsp;</td>

</tr>

<tr>

<td class="auto-style2">
<asp:Button ID="btnCalculate" runat="server"
Text="Calculate" Width="122px" /></td>
<td>
<asp:Button ID="btnClear" runat="server" Text="Clear"
Width="123px" CausesValidation="False" /></td>

</tr>

</table>

<asp:RequiredFieldValidator ID="RequiredFieldvalidatorl"
runat="server" ErrorMessage="Interest rate is required."
ControlTovValidate="txtInterestRate" Display="Dynamic"
ForeColor="Red">

</asp:RequiredFieldvalidator>

<asp:RangeValidator ID="RangeValidatorl" runat="server"
ErrorMessage="Interest rate must range from 1 to 20."
ControlToValidate="txtInterestRate"
Display="Dynamic" ForeColor="Red" Type="Double"
MaximumValue="20" MinimumValue="1">

</asp:RangeValidator><br />

<asp:RequiredFieldvValidator ID="RequiredFieldvalidator2"
runat="server" ErrorMessage="Number of years is required.”
ControlToValidate="txtYears" Display="Dynamic" ForeColor="Red">

</asp:RequiredFieldvalidator>

<asp:RangeValidator ID="RangeValidator2" runat="server"
ErrorMessage="Years must range from 1 to 45."
ControlToValidate="txtYears" Type="Integer" Display="Dynamic"
ForeColor="Red" MaximumValue="45" MinimumValue="1">

</asp:RangeValidator>

</div>
</form>
</body>
</html>

Figure 2-14  The aspx code for the Future Value form (part 2 of 2)
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Section 1 The essence of ASP.NET programming

How to add Visual Basic code
to a form

To add the functionality required by a web form, you add Visual Basic code
to its code-behind file. This code responds to the events that the user initiates on
the form. This code also responds to events that occur as a form is processed.

How to use the Code Editor

Figure 2-15 shows how to use the Code Editor to enter and edit Visual Basic
code, starting with three ways to start an event handler. If, for example, you
double-click outside the body of the form in Design view, an event handler for
the Load event of the page is started. Or, if you double-click a control, an event
handler for the default event of the control is started. If you double-click on a
button control, for example, an event handler for the Click event of that control
is created. Then, you can enter the code that you want to be executed within the
braces of the event handler.

To create event handlers for other control events, you can use the Events
button at the top of the Properties window. When you click this button, a list of
all the events for the control that’s currently selected is displayed. Then, you can
double-click on any event to generate an event handler for that event.

You can also code procedures other than event handlers by entering the code
for the procedure directly into the Code Editor window. Then, you can call those
procedures from the event handlers for the form.

As you enter Visual Basic code, be sure to take advantage of the snippets
that ASP.NET offers. If, for example, you insert the snippet for a For loop, all
of the code that you need for that structure is inserted into the code-behind file.
Then, you can modify that code to suit your requirements. As you work, the
Code Editor also provides IntelliSense that makes it easier to enter code.

When you test a web form, you may want to comment out portions of code
by putting those portions of code within Visual Basic comments. Then, because
comments are ignored, you can test the form to see whether those statements
were the cause of a problem. Later, you can uncomment those lines of code and
test again.
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The Code Editor for a web form
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Three ways to start an event handler

e In the Designer, double-click outside the body of a web form to start an event
handler for the Load event of the page.

e Double-click on a control in the Designer to start an event handler for the default
event of that control.

e Sclect a control in the Designer, click the Events button in the Properties window
(the button with the lightning bolt), and double-click the event you want.

Two ways to insert a code snippet

o Enter the first letters of the type of statement that you want to enter, select the state-
ment in the drop-down Intellisense list, and press the Tab key twice.

e Move the insertion point to where you want the snippet. Right-click, select Insert
Snippet, select Code Patterns, select the pattern type, and select the snippet.

How to comment out a portion of code

e Select the lines of code that you want to comment out. Then, click on the Comment
button in the Text Editor toolbar or press Ctrl+K, Ctrl+C. To uncomment the lines,
select them and click the Uncomment button or press Ctrl+K, Ctrl+U.

Description

e An event handler is a Visual Basic procedure that is executed when an event occurs,
and Visual Studio will generate the starting code for an event handler.

o The Code Editor includes editing features such as IntelliSense, automatic indenta-
tion, snippets, and syntax checking.

e If syntax errors are detected, they are underlined with a wavy line.

e To enter a procedure other than an event handler, you type the procedure from
scratch.

Figure 2-15 How to use the Code Editor to enter and edit Visual Basic code
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Section 1 The essence of ASP.NET programming

How to use page and control events

The first table in figure 2-16 presents some of the common events for work-
ing with web pages. The Init and Load events of a page occur whenever a page is
requested from the server. The Init event occurs first, and it’s used by ASP.NET
to restore the view state of the page and its controls. Because of that, you don’t
usually create an event handler for this event. Instead, you add any initialization
code to the event handler for the Load event. You’ll see how this works in the
next figure.

In contrast, the PreRender event is raised after all the control events for the
page have been processed. It’s the last event to occur before a page is rendered to
HTML. In section 2, you’ll see how this event can be useful when working with
data in session state.

The second table in this figure lists some of the common events for web
server controls. When the user clicks a button, for example, the Click event of
that control is raised. Then, the page is posted back to the server, the event
handlers for the Init and Load events of the page are executed, followed by the
event handler for the Click event of the control that was clicked.

The TextChanged event occurs when the user changes the value in a text
box. In contrast, the CheckedChanged event occurs when the user clicks a radio
button or checks a check box, and the SelectedIndexChanged event occurs when
the user selects an item from a list.

If you want the event handler for one of these events to be executed imme-
diately when the event occurs, you can set the AutoPostBack property of the
control to True. Then, the event handler will be executed after the Init and Load
event handlers for the page. If you don’t set the AutoPostBack property to True,
the event is still raised, but the event handler isn’t executed until another user
action causes the page to be posted to the server. Then, the event handlers for the
Init and Load events of the page are executed, followed by the event handlers for
the control events in the order they were raised.

In this figure, you can see the event handler for the Click event of the Clear
button on the Future Value form. This event handler resets the value in the
drop-down list to the first value in the list by setting the SelectedIndex property
of the control to 0. This handler also resets the text boxes and label to empty
strings. Note that the name of this event handler is btnClear_Click, which is the
ID of the button followed by an underscore and the name of the event.

Like other Visual Basic event handlers, it is the Handles clause that wires
this event handler to the event. This is done by specifying the form or control
name, a period, and the event name. In the examples in this book, all of the
events are wired this way, but in chapter 6 you’ll see another way that events can
be wired with ASP.NET.
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Common ASP.NET page events
Event Method name Occurs when...

Init Page_Init A page is requested from the server. This event
is raised before the view state of the page
controls has been restored.

Load Page_Load A page is requested from the server, after all
controls have been initialized and view state has
been restored. This is the event you typically
use to perform initialization operations such as
retrieving data and initializing form controls.

PreRender Page_PreRender All the control events for the page have been
processed but before the HTML that will be
sent back to the browser is generated.

Common ASP.NET control events

Event Occurs when...

selects or unselects a check box.

Click The user clicks a button, link button, or image button control.
TextChanged The user changes the value in a text box.
CheckedChanged The user selects a radio button in a group of radio buttons or

SelectedIndexChanged  The user selects an item from a drop-down list or a list box.

Code for the Click event of the btnClear button

Protected Sub btnClear_Click(sender As Object, e As EventArgs)
Handles btnClear.Click
ddlMonthlyInvestment.SelectedIndex = 0
txtInterestRate.Text = ""
txtYears.Text = ""
l1blFuturevalue.Text = ""
End Sub

Description

e All of the events handlers for an ASPNET web page and its server controls are
executed on the server. Because of that, a page must be posted back to the server
before its events can be handled.

e When a page is posted back to the server, the Init and Load events are always raised
so any event handlers for those events are run first. Then, the event handlers for any
control events that were raised are executed in the order in which they were raised.

Figure 2-16 How to use page and control events in your Visual Basic code
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The Visual Basic code for the Future Value form

Figure 2-17 presents the Visual Basic code for the code-behind file of the
Future Value form. It consists of three event handlers that handle the Load event
for the page and the Click events of the Calculate and Clear buttons. This code
also includes a procedure named CalculateFutureValue that is called by the event
handler for the Click event of the Calculate button.

In this code, the highlighted properties are the ones that are commonly tested
in the code for web forms. The first one is the IsPostBack property that’s used
in the Page_Load procedure. If it is True, it means that the page is being posted
back from the user. If it is False, it means that the page is being requested by the
user for the first time.

As a result, the statements within the If statement in the Page_Load proce-
dure are only executed if the page is being requested for the first time. In that
case, the values 50 through 500 are added to the drop-down list by using the Add
method of the Items collection for the list. For all subsequent requests by that
user, the IsPostBack property will be True so the values aren’t added to the
drop-down list. Instead, the values are restored from view state.

The other page property that’s commonly tested is the IsValid property. It’s
useful when the user’s browser doesn’t support the client-side scripts for the
validation controls. In that case, the application has to rely on the validation
that’s always done on the server. Then, if IsValid is True, it means that all of the
input data is valid. But if IsValid is False, it means that one or more controls
contain invalid input data so the processing shouldn’t be done.

In the btnCalculate_Click procedure, you can see how the IsValid test is
used. If it isn’t True, the processing isn’t done. But otherwise, this procedure
uses the SelectedValue property of the drop-down list to get the value of the
selected item, which represents the investment amount. Then, it uses the Text
properties of the text boxes to get the years and interest rate values. After it gets
these values, it converts them to their data types (integer and decimal). Last, it
calls the CalculateFutureValue procedure to calculate the future value, uses the
FormatCurrency method to convert the future value to a string with currency
format, and puts the formatted value in the label of the form. When this proce-
dure ends, the web form is sent back to the user’s browser.

With the exception of the IsPostBack and IsValid properties and the state-
ment at the beginning of the Page_Load event handler that turns off unobtrusive
validation, this is all standard Visual Basic code. Because of that, you shouldn’t
have any trouble following it. But if you do, you can quickly upgrade your
Visual Basic skills by getting our latest Visual Basic book.
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The Visual Basic code for the Future Value form

Partial Class _Default
Inherits System.Web.UI.Page

Protected Sub Page_Load(sender As Object, e As EventArgs) Handles Me.Load
UnobtrusiveValidationMode =
System.Web.UI.UnobtrusivevValidationMode.None
If Not IsPostBack Then
For i As Integer = 50 To 500 Step 50
ddlMonthlyInvestment.Items.Add(i.ToString)
Next
End If
End Sub

Protected Sub btnCalculate_Click(sender As Object,
e As EventArgs) Handles btnCalculate.Click
If IsValid Then
Dim monthlyInvestment As Integer =
CInt (ddlMonthlyInvestment.SelectedValue)
Dim yearlyInterestRate As Decimal = CDec(txtInterestRate.Text)
Dim years As Integer = CInt(txtYears.Text)

Dim futureValue As Decimal =
Me.CalculateFutureValue (monthlyInvestment,
yearlyInterestRate, years)

lblFuturevValue.Text = FormatCurrency(futurevalue)
End If
End Sub

Protected Function CalculateFutureValue(monthlyInvestment As Integer,
yearlyInterestRate As Decimal,
years As Integer) As Decimal

Dim months As Integer = years * 12
Dim monthlyInterestRate As Decimal = yearlyInterestRate / 12 / 100
Dim futurevValue As Decimal = 0

For i As Integer = 0 To months - 1
futurevalue = (futurevValue + monthlyInvestment) *
(1 + monthlyInterestRate)
Next

Return futurevValue
End Function

Protected Sub btnClear_Click(sender As Object,
e As EventArgs) Handles btnClear.Click
ddlMonthlyInvestment.SelectedIndex = 0
txtInterestRate.Text = ""
txtYears.Text = ""
1blFuturevalue.Text = ""
End Sub

End Class

Figure 2-17  The Visual Basic code for the Future Value form
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How to test a web application

After you design the forms and develop the Visual Basic code for a web
application, you need to test it to be sure it works properly. Then, if you discover
any errors, you need to find the errors, correct them, and test again. For now,
you’ll just learn how to test a web site with IIS Express. But in chapter 5, you’ll
learn more about testing and debugging.

How to run an IIS Express web site

To run a web site that uses IIS Express, you can use one of the techniques
in figure 2-18. Before Visual Studio runs the web site, though, it compiles the
aspx and Visual Basic code for the web forms. Then, if the web forms compile
without errors, Visual Studio runs the web site using IIS Express and displays
the starting page of the web site in your default browser. At that point, you can
test the application to make sure that it works the way you want it to.

However, if any errors are detected as part of the compilation, Visual Studio
opens the Error List window and displays the errors. These can consist of syntax
errors that have to be corrected as well as warning messages. In this figure, just
one error message and no warning messages are displayed.

To fix an error, you can double-click on it in the Error List window. This
moves the cursor to the line of code that caused the error in the Code Editor. By
moving from the Error List window to the Code Editor for all of the messages,
you should be able to find the coding problems and fix them.

Keep in mind, though, that the error may not be in the statement in the line
of code that causes the problem. For instance, the message in this example says
that monthlyInvestment hasn’t been declared, but the problem is that this vari-
able was spelled differently when it was declared. To fix that, you need to fix the
declaration.

After you fix all of the compilation errors and run the application in the
browser, you should be aware that an exception may occur. That happens when
ASPNET can’t execute one of the statements in the Visual Basic code, even
though it compiled without error. Then, if the exception isn’t handled by the
application, ASP.NET switches to the Code Editor window and highlights the
statement that caused the exception. At that point, you can stop the application
by clicking on the Stop Debugging button in the Debug toolbar or using the
DEBUG->Stop Debugging command. Then, you can fix the problem and test
again.

In addition to testing whether the web site runs without error, you should
also test to see that it displays correctly in different browsers. Visual Studio
makes it easy to change the default browsers for this purpose by providing a
drop-down browser list. After you use that list to change the default browser, you
can click on the browser name or press F5 to run the web site in that browser.
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Visual Studio with the Error List window and browser list displayed
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How to run an application

To run an application in the default browser, press F5 or click on the browser name
in the Standard toolbar.

To change the default browser, select a browser from the drop-down browser list.

The first time you run an ASP.NET application, a dialog box will appear asking
whether you want to modify the web.config file to enable debugging. Click OK.

How to stop an application

Click the Close button in the upper right corner of the browser. For some browsers
like Internet Explorer, that will stop the application in Visual Studio.

In Visual Studio, click the Stop Debugging button in the Debug toolbar or press
Shift+F5. This also stops an application when an exception occurs.

How to fix syntax errors and exceptions

e To go to the statement that caused a syntax error, double-click on the error in the
Error List window. That will give you a clue to the cause of the error.

e When an exception occurs, the application is interrupted and the statement that
caused the error is displayed in Visual Studio. Then, you can stop the application
and debug it.

Description

¢ Each time you modify and run an application, the aspx code and Visual Basic code
is compiled. If any errors are detected, a dialog box asks whether you want to
continue by running the last successful build. If you click No, the application isn’t
run and an Error List is displayed.

o [f a statement can’t be executed when the application is run, even though it compiles

successfully, an exception will occur. Then, you need to debug the problem.

Figure 2-18 How to run a web site with 1IS Express
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How to view the HTML that’s sent to the browser

To view the HTML for a page that’s displayed in a browser, you can use one
of the techniques in figure 2-19. Though you won’t need to view this code often,
it gives you a better idea of what’s going on behind the scenes. It can also be
helpful when you need to see exactly how ASP.NET has rendered the aspx code
to HTML.

For the example in this figure, I copied the HTML code for the Future Value
web form from the web browser into Notepad. Then, I formatted the code to
make it easier to follow. In contrast, the code that’s displayed in the web browser
isn’t formatted so it’s harder to review.

In this example, you can see some of the HTML that has been rendered for
the Future Value form after the user has selected a value from the drop-down list,
entered values into the text boxes, and clicked the Calculate button. This code is
instructive in several ways.

First, note that this code doesn’t include any asp tags. That’s because these
tags have been converted to HTML. For instance, the aspx for the drop-down list
in the first row of the table has been converted to an HTML select element that
contains one option element for each value in the list.

Second, note that view state data is stored in a hidden input field named
_VIEWSTATE. However, the value of this field is encrypted so you can’t read it.
Because the data in view state is passed to and from the browser automatically,
you don’t have to handle the passing of this data in your code.

Third, note that the values that the user entered are included in the HTML.
For instance, the selected value in the drop-down list is 250, and the value in the
first text box is 5.5. This illustrates that you don’t need view state to save the
information that’s entered by the user. Instead, view state is used to maintain the
state of properties that have been set by code. For example, it’s used to maintain
the values that are loaded into the drop-down list the first time the user requests
the form.

Fourth, note the script element that comes right after the view state data.
Although I've replaced the JavaScript code that it contained with a comment,
this is one of several script elements that were generated for this form. They
provide the JavaScript code for validating the data in the browser.

Fifth, note that the HTML for a label server control is a span element, not a
label element as you might expect. In the last line in this example, you can also
see that the error message for a validation control is displayed in a span element.
As you will see in the next chapter, you sometimes need to know how a server
control is rendered in HTML if you want to apply CSS formatting to it, and
reviewing the source code is one way to find out.

Keep in mind that this HTML is generated automatically by ASP.NET,
so you usually don’t have to worry about it. You just develop the application
by using Visual Studio, and the rest of the work is done for you. Sometimes,
though, reviewing the source code can help you solve a debugging problem.
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Some of the HTML for the Future Value form after a post back

l<body=
<img src="Images/MurachLogo.jpg" alt="Murach Logo"/>
<h1>401K Future value Calculator</hi>
<form method="post” action="Default.aspx” onsubmit="javascript:return webrForm_onsubmit();" id="forml">

l<div class="aspNetHidden">

l<input type="hidden" name="__EVENTTARGET" id="_EVENTTARGET" value="" />
l<input type="hidden" name="__EVENTARGUMENT" "_EVENTARGUMENT" walue="" />
<}gput type="hidden" name="_VIEWSTATE" id="_VIEWSTATE" value="PwXLyOv7RgViG5ilbva/FBGdLXcx42VEVIGN3uUBWCaxrzaThr)
</a1ve>

<

l<script type="text/javascript'>
/7 one of several script elements that contains JavaScript code
l</script>

l<div class="aspNetHidden">
rdi <input type="hidden" name="_EVENTVALIDATION" id="__EVENTVALIDATION" walue="15CCEy9CLE81ZkpLdDEDVFi2Ch1NNY
</ div>
<div>
<table class="auto-stylel”>
<trs
<tg class="auto-style2">Monthly investment</td>
<td>
<select name="ddImonthlyInvestment” id="ddIMmonthlyInvestment" style="height:22px;width:147px;
<option value="50">50</option>
<option value="100">100</option>
<option value="150">150</option>
<option va]ue="200">200<foption>
<option selected” value="250">250</option>
<option "300">300</option>
<option value="350">350</option>
<option value="400">400</option>
<option value="450">450</option>
<option value="500">500</option>
</select>

</td>

</tr>

<tr>
<tg class="auto-style2"=annual interest rate</td>
<td>

<input name="txtInterestRate” type="text"” value="5.5" id="txtInterestRate"” />

</td=

</tr>

<tr>
<tg class="auto-stylez2">Number of years</td>
<td>

<input name="txtyears" type="text" value="20" id="txtyvears" />
</td>
</tr>
<trs
<td>Future value</td>
<td>
y d{span id="1blFuturevalue” style="font-weight:bold;">$109,406. 01k /span>
</td>
</tr>
<tr>
<td class="auto-style2">&nbsp; </td>
<td=&nbsp; </td>
</tr>
<tr>
<td class="auto-style2">
y d<1nput type="submit" name="btnCalculate"” value="Calculate" onclick="javascript:webForm_DoPost]
</td>
<td>
y d{input Type="submit" name="btnClear” value="Clear" id="btnClear” style="width:123px:" />
</td>
</tr>
</table>
<span id="Requiredrieldvalidatorl” style="color:Red;display:none; ">Interest rate is required.</span>

How to view the HTML for a page in a browser

e Select the View—>Source command from the browser’s menu or right-click on the
web page and select the View Source command from the shortcut menu.

Description

e When an ASP.NET page is requested by a browser, ASP.NET generates the HTML
for the page and returns that HTML to the browser.

e View state data is stored in a hidden input field within the HTML. This data is
encrypted so you can’t read it.

o [f the page contains validation controls, the HTML for the page contains script
elements that include the JavaScript that does the validation.

e Values that the user enters into a page are returned to the browser as part of the
HTML.

Figure 2-19 How to review the HTML that’s sent to the browser
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Perspective

The purpose of this chapter has been to teach you the basic skills for creat-
ing a one-page ASP.NET application with Visual Studio. If you’ve already used
Visual Studio and Visual Basic to develop Windows applications, you shouldn’t
have any trouble mastering these skills. You just need to get used to using the
properties and events for web server controls and validation controls.

As you will see in the next chapter, though, you should also have a solid
set of HTML and CSS skills. That way, you can separate the content for a web
page (the HTML) from its formatting (the CSS), and that makes it easier to
develop and maintain the pages of a web site.

Terms
web project flow layout
Web Forms site IntelliSense
web site snippet
Web Forms application web server control
web application smart tag menu
web form property
Web Forms Designer validation control
Designer validator
Toolbox required field validator
Solution Explorer range validator
Properties window unobtrusive validation
Source view jQuery
Design view event handler
Split view Code Editor
IIS Express syntax error
development server exception
Summary

e  When you use ASP.NET, a web project is either a Web Forms site (or just
web site) or a Web Forms application (or just web application).

e When you use Visual Studio to design web forms, the primary window is the
Web Forms Designer (or just Designer). It is supported by the Toolbox, the
Solution Explorer, and the Properties window.

e When you run a web site developed with a previous version of Visual Studio
or developed on another system, Visual Studio will use the development
server by default. However, you can change that so Visual Studio will use
1IS Express.

e  When you use the Designer to build a web form, you can work in Source
view, Design view, or Split view.
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In Source view, IntelliSense and snippets help you enter the tags and attri-

butes for HTML elements and web server controls. In Design view, the
Toolbox makes it easy to add web server controls to a form and the Proper-
ties window helps you set the properties for the controls.

ASPNET provides validation controls that provide for both client-side and
server-side data validation. For client-side validation, JavaScript must be
enabled in the user’s browser, but most browsers have it enabled.

When unobtrusive validation is used for a web site, ASPNET will use a
JavaScript library called jQuery for the validation. That option is on by
default when you start a new web site.

Visual Studio provides a Code Editor with IntelliSense and snippets that
makes it easier to enter the Visual Basic statements for the event handlers
and other procedures that a web site requires.

Three of the page events that can trigger an event handler are the Init, Load,
and PreRender events. The first two are raised when a page is posted back
to the server. The last one is raised right before the HTML is generated for a
page.

Four of the server control events that can trigger an event handler are the
Click event for a button, the TextChanged event for a text box, the
CheckedChanged event for a check box or radio button, and the
SelectedIndexChanged event for a list.

The IsPostBack property of a page can be used to tell whether a page is
being posted back from a browser or loaded for the first time. The IsValid
property of a page can be used to tell whether the validation controls have
found that all of the entries are valid.

If you try to run a web form that has syntax errors in the Visual Basic code,
Visual Studio stops compiling the assembly and displays the errors in an
Error List window.

An exception occurs when ASP.NET can’t execute one of the statements in
the Visual Basic code, even though it compiles without error. Then, you need
to stop the application, find the cause of the exception, and fix it.

If you view the source code while a page is displayed in a browser, you can
see the hidden fields that are used for view state, the scripts that are used for
data validation, and the HTML that’s generated for the server controls.
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Before you do the exercises for this book...

If you haven’t already done so, you need to install the software that’s required
for this book as well as the downloadable applications. Appendix A shows how
to do that.

Exercise 2-1 Build the Future Value application

This exercise guides you through the development of the Future Value
application that’s presented in this chapter. This will give you a chance to
experiment with the many features that Visual Studio offers.

Start, close, and open the web site and use IIS Express for it
1. Start Visual Studio. If the Start Page is displayed, click its close button to
close this page.

2. Start an empty file-system web site as shown in figure 2-1. It should be named
Ex02FutureValue and stored in the C:\aspnet45_vb directory.

3. Add a web form as shown in figure 2-2 using the default name. Be sure that
the Place Code in Separate File option is checked.

4. Add a folder named Images to your project and add the MurachLogo.jpg file
to it using the techniques in figure 2-4. The jpg file is in the C:\aspnet45_vb
directory, but you’ll have to change the file type to Image Files or All Files
(**) to see this file.

5. Close the web site using the technique in figure 2-5. Then, open the web site
again using the Open Project dialog box that’s shown in this figure. This
shows that a solution file has been created for this web site.

6. Use FILE®>Open—>Web Site (or FILE>Open Web Site for VS Express) to
display the Open Web Site dialog box. Then, click on Local IIS to see that the
web site is an IIS Express web site.

Use the Web Forms Designer to build the form
7. Open the Default.aspx web form and switch to Source view. Type “Chapter 2:
Future Value” in the title element in the head section of the HTML.

8. Move the cursor to the end of the opening body tag and press the Enter key to
create a new line. Next, drag the Murach logo file from the Images folder in
the Solution Explorer to the new line. That should create an img element with
a properly coded src attribute. Now, add an alt attribute to this element with
“Murach Logo” as its value, and switch to Design view to see the changes.

9. Switch to Source view, place the insertion point after the img element, and
add an h1 element that has “401K Future Value Calculator” as its content.




10.

11.

12.

13.

14.

15.

16.
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Switch to Design view to see this change. Then, run the form in the default
browser by pressing the F5. That automatically saves the changes to the
Default.aspx file. When the dialog box asks whether you want to modify the
web.config file to enable debugging, click the OK button. After your form is
displayed in the default brower, close the browser. If your default browser is
Internet Explorer, this should stop the application.

Return to Visual Studio. If the Toolbox isn’t available, that means the web
form is still running. So, click the Stop Debugging button in the Debug
toolbar to stop the application.

In Design view, use the techniques in figure 2-8 to add a table that provides
for six rows and two columns to the div element. Next, add the text shown
in the first four rows to the first column of the table. Then, drag the right
boundary of the first column to reduce its width as shown in this figure.

Switch to Source view to see the HTML for the table. Note that a style
element has been added to the head section and class attributes have been
added to the table element and some of the td elements. This HTML was
generated when you reduced the width of the first column by dragging its
boundary. Note too that non-breaking space characters (&nbsp;) have been
generated for the empty td elements.

Switch to Design view and use the techniques in figure 2-9 to add the
drop-down list, text boxes, label, and buttons shown in that figure to the table.
Then, adjust the size of the list, text box, and buttons, but not the label, so the
table looks the way you want it to.

Use the techniques of figure 2-9 and the summary in figure 2-10 to set the
ID and Text properties of the controls. For the Clear button, also set the
CausesValidation property to False.

Press F5 to run the application, and check the web form to make sure it looks
the way it’s supposed to. Then, switch to Visual Studio and click the Stop
Debugging button in the Debug toolbar.

Add the validation controls

17.

18.

19.

In Source view or Design view, add the validation controls for the text boxes
as shown in figures 2-11 and 2-12.

In Design view, double-click outside the body of the web form to start an
event handler for the Load event of the page in the code-behind file for the
form. Then, turn off unobtrusive validation by adding the statement in the
Load event handler shown in figure 2-13. IntelliSense makes this easy.

Press F5 to run the application. Then, test the field validators by leaving fields
blank or entering invalid data. The validation will be done when the focus
leaves a text box or when you click on the Calculate button.

75



76 Section 1

20.
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Stop the application. Then, if necessary, fix any problems and test again. If,
for example, validation is done when you click the Clear button, you can fix
that by setting its CausesValidation property to False.

Add the Visual Basic code and test as you go

21.

22.

23.

24.

25.

26.

Double-click outside of the body of the form to switch to the Code Editor.
That will take you to the Load event handler that you started earlier.

Finish the code for the Load event handler as shown in figure 2-17, taking full
advantage of the IntelliSense that’s provided. Then, press F5 to compile and
test this event handler. If any syntax errors are detected, use the techniques in
this figure to fix them.

Switch back to Design view, and double-click on the Clear button to start an
event handler for the Click event of that button. Then, enter the code for this
event handler as shown in figure 2-17, and test again.

Enter the code for the CalculateFutureValue procedure that’s shown in figure
2-17. When you’re ready to add the For loop, enter the first two letters (fo),
which will display For in the Intellisense list, and press the Tab key twice to
insert the code. Then, finish the coding for this procedure. You may also want
to try the other technique in figure 2-15 for inserting the snippet for a For
loop.

Switch back to Design view, and double-click on the Calculate button to start
an event handler for the Click event of that button. Next, enter the code for
this event handler, but be sure to use the snippet for the If statement. This
procedure should call the CalculateFutureValue procedure as in figure 2-17.
Then, test this code.

If necessary, fix any design or coding problems that remain. When you’re
through, the application should work the way you want it to.

Do more testing and experimenting

27.

28.

20.

30.

Set the EnableViewState property of the drop-down list to False, and test
the application to see what happens. When an exception occurs, stop the
application and reset the property.

Set the EnableClientScript property for all four validators to False so the
validation will only be done on the server. Then, test the application to make
sure that the validation still works. When you’re through testing, end the
application and reset these properties.

Run the application again, and use the technique in figure 2-19 to review

the HTML that’s sent to the browser. There, you can see the HTML that’s
generated for the web form, the input elements with the “hidden” type that are
used for view state, and the script elements that contain the JavaScript that’s
used for client-side validation.

When you’re through experimenting, close the project. Then, close Visual
Studio.




3

How to use HTML5
and CSS3 with ASP.NET
applications

In chapter 2, you learned how to build the Future Value application without
worrying about the HTML or CSS that was generated by Visual Studio.

But there is a right way to use the HTML and CSS for a web application.
Specifically, the HTML should provide the content and structure for a web
page, and the CSS should provide the formatting. That separates the concerns,
and that’s what you’ll learn how to do in this chapter.
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The Future Value application
with CSS formatting

Figure 3-1 presents another version of the Future Value application that you
learned to develop in the last chapter. This time, a table isn’t used to align the
labels and server controls. Instead, CSS is used for all of the formatting includ-
ing the alignment. This separates the formatting (the CSS) from the content (the
HTML), and that’s a best practice for today’s web sites.

The user interface

In this figure, you can see that the user interface doesn’t look exactly like the
one in the last chapter. Instead, the form is centered on the screen with a black
border around it, and the error messages are displayed to the right of the server
controls that get the entries. In this example, the user has entered 33 for the
annual interest rate, and the error message says the rate must range from 1 to 20.

The HTML that’s generated for a new form

When you create a new form with Visual Studio, it generates the code that’s
shown in the first example in this figure. Then, the second example shows how
you can modify the generated code.

Here, the DOCTYPE declaration at the top of the page says that HTML5
will be used for the HTML document (or page). If you’re familiar with the
declarations for earlier versions of HTML, you know that they were far more
complicated than that.

This declaration is followed by the html element that includes all of the other
elements for the page. Within its opening tag, you can see the xmlns attribute
that was generated by ASP.NET. Although this attribute isn’t necessary when
you use HTMLS, it doesn’t hurt anything. So, you can either leave it the way it is
or delete it, whichever you prefer.

In the head element, you should code a value in the title element that will
be displayed in the browser’s title bar or tab when the application is run. In the
browser in this figure, you can see the contents of the title element in the tab for
the application.

When you use an external style sheet for the CSS that will format a page,
you also code a link element within the head element. This link element identi-
fies the external style sheet that will be used. More about that in a moment.

Last, you can usually delete the div tags that are generated by ASP.NET
because they aren’t needed within a form element. Besides that, you should use
the HTMLS5 semantic elements instead of div elements to show the structure of a
document.
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The user interface for the Future Value application

Ii —'fll’_‘|@ http://localhost:50295/Default.aspx L~RLeX | i g o
(& Chapter 3: Future Value X u
MURACH
401K Future Value Calculator
Monthly investment: 50 [=]
Annual interest rate: 33 Interest rate must range from 1 to 20.
Number of years: 10
Future value:
i Calculate i [ Clear
L

The HTML that’s generated for a new form

<!DOCTYPE html>

<html xmlns="http://www.w3.0rg/1999/xhtml">
<head runat="server">
<title></title>

</head>
<body>

<form id="forml" runat="server">

<div>

</div>

</form>
</body>
</html>

The HTML after it has been modified for this application

<!DOCTYPE html>

<html xmlns="http://www.w3.0rg/1999/xhtml">
<head runat="server">
<title>Chapter 3: Future Value</title>
<link href="Styles.css" rel="stylesheet">

</head>
<body>

<form id="forml" runat="server">

</form>
</body>
</html>

Description

e The DOCTYPE element indicates that HTMLS5 will be used for the document.
o The title element specifies the name that will be shown in the browser’s title bar or

tab.

o The link element references the external style sheet that contains the CSS for the

page.

Figure 3-1 The user interface and starting HTML for the Future Value application
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The aspx code for the application

Figure 3-2 presents the aspx code for this version of the Future Value appli-
cation. It includes a header element for the header of the document and a section
element for all of the other content of the document. These are HTMLS5 semantic
elements.

The header element contains one standard HTML img element. It displays
the logo at the top of the page. The section element starts with a standard HTML
h1 element that displays the heading right below the logo.

Within the form element, you can see four standard label elements. They
precede and identify the four server controls: the drop-down list, the two text
boxes, and the label control that will display the result. The last two server
controls are button controls for the Calculate and Clear buttons.

After each of the server controls for the text boxes, you can see two vali-
dators. The first is a required field validator. The second is a range validator.
Because these validators come right after the text boxes that they validate, CSS
can be used to align them so they are displayed to the right of the boxes that they
relate to.

Using the techniques that you learned in the last chapter, you should be able
to create a page like this without much trouble. But at that point, the layout of
the page will be a mess. Then, you have to create the external style sheet and the
styles that will format the page.

As you will see in a moment, you can use id or class attributes to select the
elements that you want to format with CSS. That’s why the CssClass attributes
have been added to the code in this figure. For instance, the drop-down list and
the two text boxes have been coded with the CssClass attribute set to “entry”.
Similarly, the four validators have their CssClass attributes set to “validator”,
and the two buttons have their CssClass attributes set to “button”. When the form
is rendered, these attributes are converted to HTML class attributes that you can
use for formatting with CSS.

When you start using CSS to format your pages, you may not know which
controls you need to set ID or CssClass attributes for. That’s okay, though,
because you can switch back and forth between the style sheet and the Designer.
Then, after you get more familiar with the use of CSS, you’ll have a better idea
of how to set the ids and classes before you create the styles in the external style
sheet.
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The aspx code for the body of the Future Value application

<body>
<header>
<img id="logo" alt="Murach Logo" src="Images/MurachLogo.jpg" />
</header>
<section>
<h1>401K Future Value Calculator</hl>
<form id="forml" runat="server">
<label>Monthly investment:</label>
<asp:DropDownList ID="ddlMonthlyInvestment" runat="server"
CssClass="entry"></asp:DropDownList><br />
<label>Annual interest rate:</label>
<asp:TextBox ID="txtInterestRate" runat="server"
CssClass="entry">6.0</asp:TextBox>
<asp:RequiredFieldvalidator ID="RequiredFieldvalidatorl"
runat="server" CssClass="validator"
ErrorMessage="Interest rate is required."
ControlToValidate="txtInterestRate"
Display="Dynamic">
</asp:RequiredFieldvalidator>
<asp:RangeValidator ID="RangeValidatorl" runat="server"
CssClass="validator"
ControlTovalidate="txtInterestRate" Display="Dynamic"
ErrorMessage="Interest rate must range from 1 to 20."
MaximumValue="20" MinimumvValue="1"
Type="Double">
</asp:RangeValidator><br />
<label>Number of years:</label>
<asp:TextBox ID="txtYears" runat="server"
CssClass="entry">10</asp:TextBox>
<asp:RequiredFieldvalidator ID="RequiredFieldvalidator2"
runat="server" CssClass="validator"
ControlToValidate="txtYears" Display="Dynamic"
ErrorMessage="Number of years is required.">
</asp:RequiredFieldvalidator>
<asp:RangeValidator ID="RangeValidator2" runat="server"
CssClass="validator" ControlToValidate="txtYears"
Display="Dynamic"
ErrorMessage="Years must range from 1 to 45."
MaximumValue="45"
MinimumValue="1" Type="Integer">
</asp:RangeValidator><br />
<label>Future value:</label>
<asp:Label ID="lblFutureValue" runat="server" Text="">
</asp:Label><br />
<asp:Button ID="btnCalculate" runat="server" Text="Calculate"
CssClass="button" />
<asp:Button ID="btnClear" runat="server" Text="Clear"
CssClass="button" CausesValidation="False" />
</form>
</section>
</body>
</html>

Figure 3-2 The aspx code when CSS is used for the formatting
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The CSS style sheet for the application

Figure 3-3 presents the CSS style sheet for the Future Value application. If
you’re new to CSS (Cascading Style Sheets), you just need to understand what
each of the rule sets in this figure apply to because you’re going to learn more
about CSS in a moment.

For instance, the first three rule sets apply to the HTML body, hl, and label
elements. In this case, the names before the braces { } are just the names of the
HTML elements.

The next three rule sets are for the elements with class attributes equal to
entry, validator, and button. Note that these names are preceded by dots (periods)
to indicate that they are class names.

The last three rules sets are for elements with the id attributes that are speci-
fied. For instance, the first rule set is for the element with an id attribute equal to
ddiMonthlyInvestment. In the style sheet, the ids are preceded by the pound sign
(#) to indicate that they are ids.

As you learn more about CSS, you can refer back to this page to see how the
CSS leads to the formatting shown in figure 3-1. For instance, the width prop-
erty in the rule set for the body says that the body should be 550 pixels wide.
The margin property says the body should have no top or bottom margin, but it
should be centered horizontally in the browser (auto). And the border property
says that the body should have a solid blue border that’s 2 pixels wide.




Figure 3-3
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The external style sheet for the Future Value application

/* The styles for the elements */
body {

font-family: Arial, Helvetica, sans-serif;

font-size: 85%;

width: 550px;

margin: 0 auto;

padding: 10px;
background-color: white;
border: 2px solid #0000FF;

}

hl {
font-size: 140%;
color: #0000FF;
padding: O0;
margin-bottom: .5em;

}

label {
float: left;
width: 10em;

}

/* the styles for classes */

.entry {
margin-left: lem;
margin-bottom: .5em;
width: 1l0em;

}

.validator {
font-size: 95%;
color: red;
margin-left: lem;

}

.button {
margin-top: lem;
width: 1l0em;

}

/* The styles for the server controls */

#ddlMonthlyInvestment {
width: 10.5em;

}

#lblFuturevValue {
font-weight: bold;
margin-left: lem;

}

#btnClear {
margin-left: lem;

}

The CSS for the Future Value application
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The HTML and CSS skills that you need

Although this book assumes that you are already familiar with HTML and
CSS, the next six topics present a quick review of the HTML and CSS skills that
you need for developing web applications. If you don’t already have these skills,
we recommend Murach’s HTMLS5 and CSS3 as a companion to this book.

How to code HTML elements

Figure 3-4 shows how to code HTML elements like those in the table within
an HTML document. To start, each HTML element is coded within a fag that
starts with an opening bracket (<) and ends with a closing bracket (>). For
example, <h1>, <p>, and <br> are all HTML tags.

Most HTML elements are made up of three parts. The start tag marks the
start of the element. It consists of the element name (such as h1) plus one or
more optional attributes (such as id or class) that provide additional information
for the tag. After the start tag is the content, which is the text or other data that
makes up the element. After the content is the end tag that marks the end of the
element. The end tag consists of a slash followed by the element’s name.

Not all HTML elements have content and end tags, though. For instance, the
<br> and <img> elements don’t have closing tags. These can be referred to as
self-closing tags.

Most attributes are coded with an attribute name, an equals sign, and a
value in quotation marks, as shown in the second group of examples in this
figure. Here, for example, the <a> element has an href attribute that provides the
URL that the link should go to when it is clicked, as well as a title attribute that
provides the content for the link.

Boolean attributes, however, can be coded with just the name of the attribute.
For instance, the checked attribute for the input element in the second group
indicates that the checked attribute is “on”, so the check box that this element
represents will be checked. If a Boolean attribute isn’t coded, the attribute is
considered to be “oft™.

You can also code comments within an HTML document as shown in the
second last example in this figure. That way, you can describe sections of code
that might be confusing. You can also use comments to comment out a portion of
HTML code. That way, the code is ignored when the web page is displayed in a
browser. That can be useful when testing a web page.

If you want to code a space within a line that the web browser doesn’t
ignore, you can use &nbsp; (for non-breaking space) as shown in the last
example in this figure. This is just one of the many character entities that you
can use to display special characters in HTML, and Visual Studio automatically
puts these characters into the empty cells of each row when it generates a table.
Note that each character entity starts with an ampersand (&) and ends with a
semicolon (;).

In the table at the top of this figure, you can see that some of the elements
are block elements and some are inline elements. The difference is that by default
block elements are displayed on their own lines. In contrast, inline elements flow
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Common HTML elements

Element Type Defines

hl Block A level-1 heading with content in bold at 200% of the base font size.

h2 Block A level-2 heading with content in bold at 150% of the base font size.

P Block A paragraph at 100% of the base font size.

img Block An image that will be displayed on the page.

form Block A form that can be submitted to the web server for processing.

a Inline A link that goes to another page or a location on the current page
when clicked.

input Inline A control on a form like a text box or button.

label Inline A label that identifies a control on a form.

br A line break that starts a new line.

How to code HTML elements

Two block elements with opening and closing tags
<hl>Halloween SuperStore</hl>
<p>Here is a list of links:</p>

Two self-closing tags
<br>
<img src="logo.gif" alt="Murach Logo">

How to code the attributes for HTML elements

How to code an opening tag with attributes
<a href="contact.html" title="Click to Contact Us" class="nav link">

How to code a Boolean attribute
<input type="checkbox" name="mailList" checked>

How to code an HTML comment

<!-- The text in a comment is ignored -->

How to code a character entity for a space

<td>&nbsp;</td>

Description

An HTML document contains HTML elements that specify the content of a web
page.

By default, block elements are displayed on new lines, but inline elements flow to
the right of the elements that precede it.

An attribute consists of an attribute name, an equals sign, and a value in quotation
marks. But to show that a Boolean attribute is on, you can code just the name of the
attribute.

Comments can be used to describe or comment out portions of HTML code.

Character entities provide for special characters, like a non-breaking space
(&nbsp;).

Figure 3-4 Basic rules for coding HTML elements
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to the right of preceding elements and don’t start new lines. As a result, you need
to use a br element after an inline element if you want to start a new line after it.

When you use HTMLS, you can use the syntax for either of its predecessors:
HTML or XHTML. In this figure, the examples are for HTML, which has a less
rigid syntax. For instance, these self-closing tags have the HTML syntax:

<br>
<img src="logo.gif" alt="Murach Logo">

And these have the XHTML syntax:

<br />

<img src="logo.gif" alt="Murach Logo"/>
For consistency, you might want to use XHTML syntax because that’s what
Visual Studio generates. But the code works either way. We do, however, recom-
mend that you use lowercase for all HTML code, even though HTMLS allows
mixed cases.

Incidentally, you may have noticed in the first two chapters that we refer
to HTML elements by the name used in the opening tag. For instance, we refer
to h1 and img elements. To prevent misreading, though, we enclose one-letter
element names in brackets. As a result, we refer to <a> elements and <p>
elements. That will continue throughout this book.

How to use the HTML5 semantic elements

By default, Visual Studio uses HTMLS when you create a new web page,
and figure 3-5 presents the HTMLS5 semantic elements that improve the structure
of an HTML page. By using them, you improve the search engine optimization
(SEO) of your web pages, at least in some search engines. So, if you aren’t
already using them, you should start soon.

Besides SEO improvements, the semantic elements make it easier to apply
CSS to these elements because you don’t have to code id attributes that are used
by the CSS. Instead, you can apply the CSS to the elements themselves. You’ll
learn more about this in a moment.

Be aware, however, that older browsers won’t recognize the HTML5 seman-
tic elements, which means that you won’t be able to use CSS to apply formatting
to them. So, if you want your CSS to work in older browsers, you need to code
a script element in the head section of the HTML document that provides a
JavaScript shiv. You also need to use CSS to identify the semantic elements as
block elements. In a moment, you’ll learn how to do both.
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The primary HTML5 semantic elements

Element Contents

header The header for a page.

section A generic section of a document that doesn’t indicate the type of content.
article A composition like an article in the paper.

nav A section of a page that contains links to other pages or placeholders.
aside A section of a page like a sidebar that is related to the content that’s near it.
figure An image, table, or other component that’s treated as a figure.

footer The footer for a page.

A page that’s structured with header, section, and footer elements

<body>
<header>
<hl>San Joaquin Valley Town Hall</hl>
</header>
<section>
<p>Welcome to San Joaquin Valley Town Hall. We have some
fascinating speakers for you this season!</p>
</section>
<footer>
<p>&copy; San Joaquin Valley Town Hall.</p>
</footer>
</body>

The page displayed in a web browser

San Joaquin Valley Town Hall

Welcome to San Joaquin Valley Town Hall We have some fascinating speakers for
you this season!

© San Joaguin Valley Town Hall.

Description

HTMLS provides new semantic elements that you should use to structure the
contents of a web page. Using these elements can be referred to as HTMLS
semantics.

All of the HTMLS elements in this figure are supported by the modern browsers.
They will also work on older browsers if you use the workarounds in figure 3-10.
Two benefits that you get from using the semantic elements are (1) simplified
HTML and CSS, and (2) improved search engine optimization (SEO).

Figure 3-5 How to use the HTML5 semantic elements
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How to use the div and span elements
with HTML5

If you’ve been using HTML for a while, you are certainly familiar with the
div element. It has traditionally been used to divide an HTML document into
divisions that are identified by id attributes, as shown in the first example of
figure 3-6. Then, CSS can use the ids to apply formatting to the divisions.

But now that HTMLS is available, div elements shouldn’t be used to struc-
ture a document. Instead, they should only be used when the HTMLS5 semantic
elements aren’t appropriate and no structure is implied. If, for example, you want
to group a series of elements so you can apply CSS to them, you can put them
within a div element. But that doesn’t affect the structure of the content that’s
implied by the HTMLS elements.

Note too that div elements are often used in JavaScript applications. If, for
example, a section element contains three h2 elements with each followed by a
div element, JavaScript can be used to display or hide a div element whenever
the heading that precedes it is clicked. Here again, this doesn’t affect the struc-
ture of the content that’s implied by the HTMLS elements.

Similarly, span elements have historically been used to identify portions of
text that can be formatted by CSS. By today’s standards, though, it’s better to use
elements that indicate the contents of the elements, like the cite, code, and <q>
elements.

But here again, span elements are often used in JavaScript applications. This
is illustrated by the second example in this figure. Here, span elements are used
to display the error messages for invalid entries.

Similarly, ASP.NET generates span elements for the messages that are
displayed by its validators. ASP.NET also generates span elements for its label
server controls. This is illustrated by the third example in this figure.
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The div and span elements
Element Description

div A block element that provides a container for other elements.
span An inline element that lets you identify text that can be formatted with CSS.

The way div elements were used before HTML5

<div id="header">
<hl>San Joaquin Valley Town Hall</hl>
</div>
<div id="contents">
<p>Welcome to San Joaquin Valley Town Hall. We have some
fascinating speakers for you this season!</p>
</div>
<div id="footer">
<p>&copy; San Joaquin Valley Town Hall.</p>
</div>

Span elements in the HTML for a JavaScript application

<label for="email_ addressl">Email Address:</label>
<input type="text" id="email_addressl" name="email_ addressl">
<span id="email_addressl_error">*</span><br>

<label for="email_ address2">Re-enter Email Address:</label>
<input type="text" id="email_ address2" name="email_ address2">
<span id="email_address2_error">*</span><br>

Span elements generated by ASP.NET
for two validators and a label control

<label>Number of years:</label>
<input name="txtYears" type="text" value="10" id="txtYears" class="entry" />
<span id="RequiredFieldvValidator2" class="validator"
style="display:none;">Number of years is required.</span>
<span id="RangeValidator2" class="validator"
style="display:none;">Years must range from 1 to 45.</span><br />
<label>Future value:</label>
<span id="lblFutureValue"></span><br />

Description

e Before HTMLS, div elements were used to organize the content within the body of
a document. Then, the ids for these div elements were used to apply CSS format-
ting to the elements.

e Today, HTMLS5 semantic elements should replace most div elements. That makes
the structure of a page more apparent.

e Before HTMLYS, span elements were used to identify portions of text that you could
apply formatting to. Today, a better practice is to use elements that identify the
contents, like the cite, code, and <g> elements.

e Be aware, however, that ASPNET generates span elements for validators and also
for label server controls.

Figure 3-6 How to use the div and span elements with HTML5
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How to provide CSS styles for an HTML page

Figure 3-7 shows the three ways that CSS styles can be provided for an
HTML page. The first way is to code a link element in the head section of an
HTML document that specifies a file that contains the CSS for the page. This file
is referred to as an external style sheet, and it’s a best practice to provide styles
in this way. That separates the HTML from the CSS.

The second way is to code a style element in the head section that contains
the CSS for the page. This can be referred to as embedded styles. The benefit of
using embedded styles is that you don’t have to switch back and forth between
HTML and CSS files as you develop a page. Overall, though, it’s better to use
external style sheets because that makes it easier to use them for more than one
web page.

The third way to provide styles is to code style attributes within HTML
elements. This can be referred to as inline styles. But then, there’s no separation
between the HTML and the CSS.

When you develop a web page as in chapter 2, Visual Studio generates both
embedded and inline styles. But as you’ve seen in figures 3-2 and 3-3, it’s better
to put all of the styles for a page in an external style sheet. For some web forms,
it also makes sense to use two or more external style sheets for a single page, as
illustrated by the last example in this figure.

When you provide external styles, embedded styles, and inline styles, the
inline styles override the embedded styles, which override the external styles. If,
for example, all three types of styles set the font color for h1 elements, the inline
style will be the one that’s used. Similarly, if two external style sheets are used
for a page, the styles in the second style sheet override the ones in the first sheet.

When you provide the styles for a web page in an external style sheet, you
need to attach the style sheet to the page. To do that, you code a link element
in the head section of the HTML that points to the style sheet, as shown by the
examples in this figure. This figure also shows two ways to generate the link
element for an external style sheet with Visual Studio.
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Three ways to provide styles

Use an external style sheet by coding a link element in the head section
<link rel="stylesheet" href="styles/main.css">

Embed the styles in the head section
<style>
body {
font-family: Arial, Helvetica, sans-serif;
font-size: 87.5%; }
hl { font-size: 250%; }
</style>

Use the style attribute of an element to provide inline styles
<span style="color: red; font-size: 1ldpt;">Warning!</span>

The sequence in which styles are applied
e Styles from an external style sheet

¢ Embedded styles
o Inline styles

A head element that includes two external style sheets

<head>
<title>The Halloween Store</title>
<link rel="stylesheet" href="main.css">
<link rel="stylesheet" href="order.css">
</head>

The sequence in which styles are applied
e From the first external style sheet to the last

How to generate a link element for an external style sheet

To generate a link element in Source view, drag the style sheet from the Solution
Explorer into the head element for the page.

To generate a link element in Design view, choose the FORMAT —Attach Style
Sheet command and select the style sheet from the Select Style Sheet dialog box.

Description

It’s a best practice to use external style sheets because that leads to better separa-
tion of concerns. Specifically, you separate the content for a page (HTML) from its
formatting (CSS).

Using external style sheets also makes it easy to use the same styles for two or
more pages. In contrast, If you use embedded styles or inline styles, you have to
copy the styles to other documents before you can use them again.

If more than one rule for the same property is applied to the same element, the last
rule overrides the earlier rules.

Figure 3-7 Three ways to provide CSS styles for an HTML page
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How to code the basic CSS selectors

Figure 3-8 shows how to code the basic CSS selectors for applying styles to
HTML elements. To start, this figure shows the body of an HTML document that
contains a section and a footer element. Here, the hl element is assigned an id
of “first_heading”, and the two <p> elements in this section have class attributes
with the value “blue”. Also, the <p> element in the footer has a class attribute
with two values: “blue” and “right”. This means that this element is assigned to
two classes.

The three rule sets in the first group of examples are type (or element) selec-
tors. To code a type selector, you just code the name of the element. As a result,
the first rule set in this group selects the body element. The second rule set
selects the section element. And the third rule set selects all <p> elements.

In these examples, the first rule set changes the font for the body element,
and all of the elements within the body inherit this change. This rule set also sets
the width of the body and centers it in the browser. Then, the second rule set puts
a border around the section element and puts some padding inside the section.
Last, the rule set for the paragraphs sets the margins for the sides of the para-
graphs in this sequence: top, right, bottom, and left. That’s why the paragraphs in
the section are indented.

The two rule sets in the second group of examples use class selectors to
select HTML elements by class. To do that, the selector is a period (.) followed
by the class name. As a result, the first rule set selects all elements that have been
assigned to the “blue” class, which are all three <p> elements. The second rule
set selects any elements that have been assigned to the “right” class. That is the
paragraph in the footer division. Here, the first rule set sets the color of the font
to blue and the second rule set aligns the paragraph on the right.

The rule set in the last example uses an id selector to select an element by
its id. To do that, the selector is a pound sign (#) followed by the id value that
uniquely identifies an element. As a result, this rule set selects the h1 element
that has an id of “first_heading”. Then, its rule set sets the margins for the
heading.

One of the key points here is that a class attribute can have the same value
for more than one element on a page. Then, if you code a selector for that class,
it will be used to format all the elements in that class. In contrast, since the id
for an element must be unique, an id selector can only be used to format a single
element.

Another key point is that a more specific style overrides a less specific style.
For instance, an id selector is more specific than a class selector, and a class
selector is more specific than a type selector. That means that a style for an id
selector will override the same style for a class selector, which will override the
same style for a type selector. Beyond that, the rules in a rule set flow from top
to bottom. So, if you’ve set multiple rules for a property of an element, the last
one will override the previous ones.

As you may know, there are many other types of selectors that you can use
with CSS. But the ones in this figure will get you started with CSS. They are also
the only ones that are used by the applications in this book.
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HTML that can be selected by element type, class, or id

<body>
<section>
<hl id="first_heading">The Speaker Lineup</hl>
<p class="blue">October 19: Jeffrey Toobin</p>
<p class="blue">November 16: Andrew Ross Sorkin</p>
</section>
<footer>
<p class="blue right">Copyright SJV Town Hall</p>
</footer>
</body>

CSS rule sets that select by element type, class, and id

Three rule sets with type selectors
body {
font-family: Arial, Helvetica, sans-serif;
width: 400px;
margin: lem auto; }
section {
border: 2px solid black;
padding: lem; }
p { margin: .25em 0 .25em 3em; }

Two rule sets with class selectors
.blue { color: blue; }
.right { text-align: right; }

One rule set with an id selector
#first_heading { margin: 0 lem .25em; }

The elements displayed in a browser

The Speaker Lineup

October 19: Jeffrey Toobin
November 16: Andrew Ross Sorkin

Copyright SJV Town Hall

Description

* You code a selector for all elements of a specific type by naming the element. This
is referred to as a type or element selector.

¢ You code a selector for an element with a class attribute by coding a period fol-
lowed by the class name. Then, the rule set applies to all elements with that class
name. This is known as a class selector.

® You code an id selector for an element with an id attribute by coding a pound sign
(#) followed by the id value. This is known as an id selector.

Figure 3-8 How to code the basic CSS selectors
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How to code CSS rule sets and comments

CSS code consists of rule sets that are applied to HTML elements by their
selectors. This is illustrated by the six rule sets in figure 3-9. As you can see,
each rule set consists of a selector, a set of braces { }, and one or more rules
within the braces. Within each rule, there’s the name for a property, a colon, the
value or values for the property, and an ending semicolon.

Now, to give you a better idea of how CSS works, here’s a quick description
of the rule sets in this figure. Remember, though, that this book is about ASP.
NET, not CSS, so it isn’t going to try to teach you how to use the dozens of
properties that CSS provides. For that, you’ll need our HTML5 and CSS3 book.

The first rule set consists of seven rules. The first rule specifies the font to be
used for the body of the document, and all the elements within the body inherit
that font. The second rule specifies that the base font for the application should
be 85% of the default font size for the user’s browser. If you refer back to figure
3-4, you can see that a <p> element will be 100% of that base font size, and an
h1 element will be 200% of that size.

The third rule for the body of the document sets its width to 550 pixels.
Then, the fourth rule specifies no margin on the top or bottom of the body, and
an automatic margin to the left and right of the body. The automatic margins are
what centers the body in a browser window.

The fifth rule for the body provides 10 pixels of padding within the body.
Then, the last two rules for the body say that the background color should be
white and the body should have a solid border around it that’s two pixels wide
and blue (#0000FF). In figure 3-1, you can see the padding at the top, left, and
bottom of the body, and you can see the border around it.

The second rule set is for all h1 elements. It sets the font size to 140% of the
base font, the color to blue, the padding to 0, and the bottom margin to .5 em.
Since an em is a unit of measure that’s roughly equal to the width of a capital
M in the font that’s being used, it varies based on the font size that’s used for an
element. In this case, that .5 em margin provides the space after the heading that
separates it from the labels and controls that follow it.

The third rule set applies to all of the label elements on the page. Here, the
first rule floats the labels to the left. That means that the control that follows
each label will flow to the right of it. Also, since validators become HTML span
elements, they will flow to the right of the controls. Then, the second rule sets
the width of each label to 10 ems. That provides the alignment for the four labels
and controls without using a table.

The fourth rule set applies to all elements that have their class attributes set
to “entry”. That includes the drop-down list and the two text boxes below it. The
three rules for this rule set provide a left and bottom margin and set the width for
those controls.

The fifth rule set is for the control that has ddIMonthlylnvestment as its id
attribute, which is the drop-down list. This rule set sets the width of the control
to 10.5 ems. But look, that control has already been formatted by the rule set for
the “entry” class, which set its width to 10. However, since an id selector is more
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Some of the styles in the external style sheet in figure 3-3

/* The styles for the elements */
body {
font-family: Arial, Helvetica, sans-serif;
font-size: 85%;
width: 550px;
margin: 0 auto;
padding: 10px;
background-color: white;
border: 2px solid #0000FF;

font-size: 140%;
color: #0000FF;
padding: O0;
margin-bottom: .5em;

}

label {
float: left;
width: 1l0em;

}

/* the styles for classes */

.entry {
margin-left: lem;
margin-bottom: .5em;
width: 1l0em;

}

/* The styles for the server controls */

#ddlMonthlyInvestment {
width: 10.5em;

}

#1lblFuturevValue {
font-weight: bold;
margin-left: lem;

Description

A CSS rule set consists of a selector and one or more rules within braces. In Visual
Studio, a rule set is called a style rule.

A CSS selector consists of the identifiers that are coded at the beginning of the rule
set. If more than one selector is coded for a rule set, the selectors are separated by
commas.

A CSS rule consists of a property, a colon, a value, and a semicolon. Although the
semicolon for the last declaration in a block is optional, it’s a best practice to code
it.

To make your code easier to read, you can use spaces, indentation, and blank lines
within a rule set.

CSS comments begin with the characters /* and end with the characters */. A CSS
comment can be coded on a single line, or it can span multiple lines.

Figure 3-9 How to code CSS rule sets and comments
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specific than a class selector, the second rule overrides the first rule so the width
is set to 10.5 ems.

The last rule set is for the control with IblFutureValue as its id. That’s the
label control that is used to display the Future Value result when the user clicks
the Calculate button. This rule set provides a left margin for the label and sets
the text in the label to bold.

How to ensure cross-browser compatibility

If you want your web site to be used by as many visitors as possible, you
need to make sure that your web pages are compatible with as many browsers as
possible. That’s known as cross-browser compatibility. That means you should
test your applications on as many browsers as possible, including the five brows-
ers summarized in figure 3-10.

The table in this figure shows the current release numbers of these browsers
and their rating for HTMLS5 support. To get an updated version of this informa-
tion, you can go to the URL shown in this figure. This web site will also rate the
browser that you’re using when you access it.

In general, Internet Explorer (IE) gives web developers the most problems
because it’s the least standard. In contrast, the other four browsers generally
support the same features so if a web page runs on one of them, it will also run
on the others. The other four browsers also provide for automatic updates, but IE
typically hasn’t done that.

To provide for old browsers that don’t support the HTMLS5 semantic
elements, you need to use the two workarounds shown in this figure. The
first one is to include a script element that runs a JavaScript shiv that tells the
browser that the semantic elements are being used. The script element in this
example gets the shiv from a Google web site, but it is also available from other
sites. It consists of just one line of code for each of the semantic elements, so it
loads fast and runs quickly.

However, before you can start using CSS to format the semantic elements
in older browsers, you also need to code the CSS rule set that’s shown as the
second workaround. This rule set tells older browsers that the semantic elements
are block elements. Otherwise, the browsers might treat them as inline elements.

Because this is a book on ASP.NET, not HTMLYS5, these workarounds aren’t
shown in any of the applications in this book. You just need to be aware that
you still need to use these workarounds for production applications that use the
semantic elements.

For this book, you should test all of your applications on Internet Explorer as
well as one other browser, like Chrome or Firefox. That will be an adequate test
of browser compatibility. In contrast, you should test production applications on
all five of the browsers, including the older versions of these browsers that are
still in use.
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The current browsers and their HTMLS5 ratings (perfect score is 500)

Browser Release = HTML5 Test Rating
Google Chrome 27 463
Opera 12 419
Mozilla Firefox 22 410
Apple Safari 6 378
Internet Explorer 10 320

The web site for these ratings

http://www.html5test.com

Guidelines for cross-browser compatibility

Test your web pages on all of the major browsers, including all of the older
versions of these browsers that are still commonly used.

Use the HTMLS features that are supported by all of the modern browsers, espe-
cially the HTMLS5 semantic elements. But use the two workarounds that follow so
these applications will run on the older browsers too.

The two workarounds for using the HTML5 semantic elements

The JavaScript shiv that lets older browsers know about the elements
<script src="http://htmlS5shiv.googlecode.com/svn/trunk/html5.js"></script>

The CSS rule set that sets the eight semantic elements to block elements
article, aside, figure, figcaption, footer, header, nav, section {

display: block;
}

Description

Today, there are still differences in the way that different browsers handle HTML
and CSS, and especially HTML5 and CSS3.

As a developer, though, you want your web pages to work on as many different
web browsers as possible. This is referred to as cross-browser compatibility.

To provide for cross-browser compatibility, you need to test your applications on
all of the browsers that your users might use.

In general, Internet Explorer gives web developers the most problems because it is
the least standard and hasn’t provided for automatic updates.

Eventually, all browsers will support HTMLS5 and CSS3 so the workarounds won’t
be necessary.

Figure 3-10 How to ensure cross-browser compatibility
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Visual Studio features for working
with HTML

In the last chapter, you learned the basic techniques for entering and editing
the HTML for a form. Now, you’ll learn about the enhanced features that Visual
Studio offers for working with HTML.

How to use the features for entering HTML

Figure 3-11 shows some of the advanced IntelliSense features for working
with HTML. In particular, snippets of code are offered as you enter the start of
a tag in Source view of the Designer. For instance, the first example shows that
the snippet for the link element is offered when you enter the letter /, Then, if
you press the Tab key twice, the snippet is added to the source code. In this case,
that’s a complete link element with the href attribute ready for your entry.

The second example shows how the smart indent feature works. If you press
the Enter key when the insertion point is in the content area of an element, the
ending tag is dropped down two lines and the cursor is indented in the middle
line ready for your content entry.

This figure also summarizes three other features that help you enter the
HTML for a form. If you experiment with these features, you’ll quickly see what
a big help Visual Studio is.
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IntelliSense as an HTML element is entered in Source view
IntelliSense options including snippets are displayed as you start a tag

E||<htm1>
E<head runat="server">

o
asp:Literal
3 aspiLocalize

<titlexChapter 3: Future Value</title:

& [T i
[ literal Markup snippet for a stylesheet relationship

Press the Tab key twice to enter the snippet for the tag

E||<h‘tm1>
H<head runat="server":

<titlexChapter 3: Future Value</title:
<link href="#" rel="stylesheet” />

The smart indent feature

If you press the Enter key when the cursor is in the content area...

T
El<body:
<header:k/header>

...the ending tag is dropped down two lines with the cursor where you want it

é(body)
<|I'=1leader‘>

</header:>

Other Video Studio features for entering HTML
e If you change the starting tag for an element, the ending tag will be automatically

changed too.

e If you enter the opening tag followed by the letters that are capitalized in the
name of a control, like <cb for the asp:CheckBox control, IntelliSense will list the

control.

e When you start the entry of an attribute, IntelliSense lists the attributes that apply to

the HTML element.

Description

e Visual Studio provides many features that make it relatively easy to enter HTML
code, including IntelliSense and snippets.

Figure 3-11

How to use the Visual Studio features for entering HTML

99



100 Section 1 The essence of ASP.NET programming

How to add the attributes
for the WAI-ARIA accessibility standards

The accessibility of a web site refers to the qualities that make it accessible
to as many users as possible, especially disabled users. For instance, visually-
impaired users may not be able to read text that’s in images so you need to
provide other alternatives for them. Similarly, users with motor disabilities may
not be able to use the mouse, so you need to make sure that all of the content and
features of your web site can be accessed through the keyboard.

To a large extent, this means that you should develop your applications so
the content of your web site is still usable if images aren’t used and the mouse
and JavaScript are disabled. A side benefit of doing that is that your site will also
be more accessible to search engines, which rely primarily on the text portions
of your pages.

Beyond that, you can adhere to the WAI-ARIA specification for the World
Wide Web Consortium (W3C), which makes rich Internet applications even
more accessible to the disabled. As figure 3-12 shows, Visual Studio 2012
provides IntelliSense features that support these recommendations. Here, the first
example shows how IntelliSense lists the WAI-ARIA values for the role attribute
that tells a user what role an HTML element plays on the form. The second
example shows how IntelliSense lists the ARIA attributes for an HTML element.

Because this is a book on ASP.NET, not accessibility, these features aren’t
shown in the applications for this book. For most professional web sites, though,
you should provide a high level of accessibility. To help you learn more about
accessibility, this figure lists three sources of information.
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IntelliSense with a list of WAI-ARIA values for the role attribute

EII <nav role="menubar":
Bl <uls
<1i role=""
</ul> & menu "
</nav> = menubar
=  menuitem
= menuitemcheckbox
= menuitemradio

IntelliSense with a list of ARIA attributes for an HTML element

<div
[=

|accesskey |*

aria-activedescendant
aria-atomic

aria-autocomplete

=]

=]

=]

=]

@ aria-busy
@ aria-checked

@ aria-controls

@ aria-describedby
=]

aria-disabled -

Types of disabilities

e Visual
e Hearing
e Motor

e Cognitive

Information sources

e The WebAIM web site provides a good starting point for learning about accessi-

bility at http://www.webaim.org.

o The World Wide Web Consortium (W3C) provides a full set of accessibility guide-
lines at http://www.w3.org/TR/WCAG.

o W3C also provides a specification called WAI-ARIA (Web Accessibility
Initiative—Accessible Rich Internet Applications) that shows how to make rich
internet applications more accessible to the disabled at
http://www.w3.org/TR/wai-aria.

Description

o Accessibility refers to the qualities that make a web site accessible to users, espe-
cially disabled users.

o The IntelliSense for Visual Studio 2012 supports the WAI-ARIA attributes for
accessibility.

Figure 3-12 How Visual Studio provides for the WAI-ARIA accessibility standards
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Visual Studio features
for working with CSS

Next, you’ll learn how to use the Visual Studio features for working with
CSS. Some of these are especially useful if you don’t have much experience
with CSS.

How to create and edit an external style sheet

Figure 3-13 starts by showing how to create an external style sheet that is
added to the project folder. Then, if you haven’t already done so, you can add
a link element to the head section of the HTML that points to the external style
sheet. To do that, you can use one of the techniques in figure 3-7 or just enter the
link element into the aspx source code.

To enter and edit rule sets in the external style sheet, you first open it in
the Editor window. Then, you can go to work. As you work, IntelliSense will
help you by listing properties, values, and snippets. In this figure, for example,
IntelliSense shows the options that make it easy to select the solid value for the
second parameter in the rule for the border property.

As you enter the selector for a rule set, you may realize that you haven’t set
up the id or class attribute that you need for a style. Or, you may not remember
the id or class attribute that you used. In either case, you can switch to the aspx
code for the form and add the attribute or get the information that you need.

To see the changes that your CSS has made to a page, you can switch to
Design view for the page or pages that your CSS affects. If Design view doesn’t
clearly show the changes that you made, you can test the form in one or more
browsers. That’s the sure way to know how your CSS is working.

As you work with styles, you may want to add comments or you may want
to comment out one or more rule sets or rules. To do that, you can use the
techniques in this figure. This makes working with comments much easier, and
the keystrokes work the same with HTML code.

Visual Studio 2012 also provides hierarchical indentation if you code
relational selectors, like parent, child, and sibling selectors. If, for example, you
provide a rule set for nav elements followed by a rule set for ul elements that
are children of nav elements, the second rule set will be indented to show this
hierarchical structure. For the applications in this book, though, relational selec-
tors aren’t needed so you won’t see this indentation.

If you want to see a summary of the selectors for the rule sets you’ve
created, you can open the CSS Outline window as shown in this figure. Then,
you can expand the Elements, Classes, and Element IDs groups to see the selec-
tors for the styles in your style sheet. If you click on one of the selectors, the
insertion point will jump to the selector for that rule set in the style sheet.

If your CSS skills are strong, this may be all you need to know to create
effective style sheets. Otherwise, the Visual Studio features that are presented
next are likely to be useful.
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An external style sheet in Visual Studio
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How to create an external style sheet
e Right-click on the project in the Solution Explorer. Then, choose the Add—> Style
Sheet command, type the name for the new style sheet, and click OK.

How to enter and edit the styles for an external style sheet
e Open the style sheet in the Editor, and enter the styles into the style sheet.

o If necessary, modify the aspx code so it provides the ids and class names that you
need for the selectors in the style sheet.

e After you enter a rule set or a series of rule sets, switch to Design view to see
whether the styles are working the way you want them to. Or, test the form in a
browser.

How to comment out and uncomment one or more rules
e Press Ctrl+K, Ctrl+C to comment out selected rules, or Ctrl+K , Ctrl+U to uncom-
ment them. Or, click the Comment or Uncomment button in the Style Sheet toolbar.

How to use the CSS Outline window
e Use the VIEW > Other Windows—>Document Outline command to open this window.
Then, to navigate to a rule set in the style sheet, click on its selector in this window.

Description

o If you know how to use CSS, the easiest way to develop a style sheet is to enter and
edit the code in the Style Sheet editor.

e As you enter CSS code, Visual Studio provides IntelliSense and snippets, including
support for CSS3 and vendor-specific properties
(like -moz- and -webkit- properties).

e By default, if you use relational selectors like parent, child, and sibling selectors,
Visual Studio displays the rule sets with hierarchical indentation.

Figure 3-13  How to create and edit an external style sheet
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How to use Visual Studio
to create and modify styles

To simplify the task of creating style rules, you can use the New Style dialog
box shown in figure 3-14. To access it, you can use either of the techniques
in this figure. Then, you can select an element, id, or class from the Selector
drop-down list that will be used as the selector for the rule set. You can choose
Existing Style Sheet from the Define In drop-down list. And you can browse to
the style sheet you want to use by clicking the Browse button. In this example,
the rule set will be added to an external style sheet named Styles.css.

At that point, you can set the rules for the rule set. To help you do that, the
New Style dialog box provides a list of style categories. Then, when you click on
a category, the controls in the dialog box change so it’s easy for you to apply all
of the rules in that category. For instance, the dialog box in this figure shows the
properties in the Box category, which include the padding and margin properties.
Here, the padding has been set to 10 pixels for all four sides of the body, the top
and bottom margins have been set to 0 pixels, the right margin has been set to
“auto”, and the left margin is being set to auto.

As you select style properties, a preview of the style is shown at the bottom
of the dialog box. Here, you can see that the body has a border around it, which
was set in the Border category. Although this illustration doesn’t show the
padding and margin settings, the Description area below the preview lists all of
the rules in the rule set. When you’ve set all the properties for a rule set, you can
click the OK button to create it.

Modifying a style is similar, except that you access the Modify Style dialog
box in the way that’s shown in this figure and the controls at the top of the
New Style dialog box aren’t in the Modify Style dialog box. In that dialog box,
though, you select a category and use the controls to set any of the properties in
that category, just as you do in the Add Style dialog box.

If your CSS skills aren’t that strong, the New Style and Modify Style dialog
boxes make it easier to enter and edit the styles for a selector. By clicking the
categories, you can see all of the properties that can be applied to a selection
so you don’t have to remember them. Then, you can use the controls for each
property to set values that are valid. Although this may take longer than entering
rules from memory, it makes creating and modifying styles relatively foolproof.
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The New Style dialog box
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How to create a new style

From Design view, open the New Style dialog box by choosing the
FORMAT->New Style command or by selecting Apply New Style from the Target
Rule drop-down list in the Formatting toolbar. You can also open this dialog box
from the Apply Styles window in the next figure.

In the New Style dialog box, enter or select the Selector for the style, select
Existing Style Sheet from the Define In list, and use the Browse button for the URL
entry to find the style sheet you want the new style to be placed in.

To specify the rules for the style, select a Category and set the values for the prop-
erties in that category. Then, continue with any of the other categories.

How to modify a style

o In the Editor for a style sheet, right-click in a style and select Build Style or click
on the Build Style button in the Style Sheet toolbar. You can also open this dialog
box from the Apply Styles window in the next figure.

o In the Modify Style dialog box, select a category and set or reset the values for the
properties in that category. Then, continue with any of the other categories.

Description

[ ]

The New Style and Modify Style dialog boxes let you set all the rules for a style.
This can make it easier if your knowledge of properties is limited.

Figure 3-14  How to use Visual Studio to create and modify styles
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How to use the Apply Styles window

This chapter ends by showing how to use three windows that are designed
for working with styles. Each of these can be useful in some circumstances.

So, here’s a quick tour of them, starting with the Apply Styles window in figure
3-15.

In this example, the Apply Styles window shows the styles for the external
style sheet named Styles.css that has been applied to the Future Value form. Note
that the Apply Styles window is only displayed when a form is open in one of
the Designer views, and the Apply Styles window only shows the styles for class
and id selectors. However, if you click on an element in the Designer and a rule
set has been set up for that element type, the selector for the rule set is shown at
the bottom of the window in the Contextual Selectors section, like the h1 selec-
tor in this example.

When the Apply Styles window is open, you can move the pointer over a
style to see its rules. You can also use the drop-down list for a style to start a
new style or modify the style. Those are easy ways to open the New Style and
Modify Style dialog boxes. If you want to delete a style, you can use the
drop-down list for that too.

As the Apply Styles window implies, you can also use it to apply styles. This
works best for class styles. Then, if you select one or more elements and click on
a style for a class, Visual Studio adds the required class attribute to the selected
elements.

If you’re using one external style sheet for all styles, the Apply Styles
window will look the way it does in this figure. But if you’re using more than
one external style sheet, embedded styles, or inline styles, those styles will also
be shown in the Apply Styles window. That makes it easy to delete the styles that
you don’t want.
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The Apply Styles window
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How to display the Apply Styles window
o In any of the Designer views, use the VIEW > Apply Styles command.

How to use the Apply Styles window
o To view the properties for a style, just point to the style in the Apply Styles window.

e To apply a class style to one or more elements, select the elements and click on the
style in the Apply Styles window. That adds the appropriate class attribute to the
HTML for the elements.

e To apply one or more class styles to a single element, select the element, hold down
the Ctrl key, and click on the styles that you want to apply in the Apply Styles
window. Repeat this process to remove one or more classes from an element.

e To start a new style, click the New Style button in the Apply Styles toolbar. Or,
select any style and choose New Style from its drop-down list.

e To modify an existing style, select it and choose Modify Style from its drop-down list.
o To delete a style, select it and choose Delete Style from its drop-down list.

e To remove all class and inline styles for selected elements, click Clear Styles. This
removes the class and style attributes from the elements.

Description

e The Apply Styles window lets you work with the styles defined in external style
sheets as well as embedded styles and inline styles. It lists the styles for class and id
selectors.

e The Apply Styles window has a toolbar that lets you create a new style, attach a style
sheet to the current page, or control how the styles are displayed in the window.

Figure 3-15 How to use the Apply Styles window to work with styles
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How to use the CSS Properties window

Figure 3-16 presents the CSS Properties window. This window makes it easy
to analyze the styles that have been applied to an element in the Designer. This is
useful when the styles for an element aren’t working the way you want them to.
This window also makes it easy to modify a style.

The CSS Properties window is divided into two panes. When you select
an element in Design view, the Applied Rules pane lists the rule sets that have
been applied to the element. In addition, the CSS Properties pane lists all of the
properties that can be applied to the element. Then, if you click on the Summary
button at the top of the window, only those properties that have been applied to
the element are displayed.

In this figure, for example, the drop-down list is selected in the Designer,
and the Applied Rules pane shows that the rule sets for the body element, the
“entry” class, and the ddIMonthlyInvestment id have been applied to it. In addi-
tion, the CSS Properties pane shows the properties that have been applied to the
element. These properties are grouped by the same categories that are used in the
New Style and Modify Style dialog boxes.

In this case, the font-family and font-size properties are set by the rule set
for the body. The margin-bottom, margin-left, and width properties are set by
the rule set for the “entry” class. And the width property is set again by the rule
set for the id. But since an id selector is more specific than a class selector, the
second width property overrides the first, which is indicated by the line through
the first width property.

To use this window to modify a style, you can select the rule set in the
Applied Rules pane to display the style properties in the CSS Properties pane.
Then, you can click on a property to select it and change the value of the prop-
erty in the column to its right. Because of the use of categories, this is similar to
modifying the style in the Modify Style dialog box.
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e Inany of the Designer views, use the VIEW—=>CSS Properties command.

How to use the CSS Properties window

e To review the properties for an element, select it and click the Summary button.
Then, the Applied Rules pane shows all of the rule sets that have been applied to
the element, and the CSS Properties pane shows all of the rules that have been
applied. If a rule has been overridden, it is crossed out in the CSS Properties pane.

e To modify the styles for an element in the Designer, select it. Or, to modify the
styles for an existing rule set, select it in the Applied Rules pane. Then, in the CSS
Properties pane, click on a property and change the value in the column to the right

of it.

o To sort the properties by category, alphabetically, or by the properties that have

been applied, use the buttons in the toolbar for this window.

Description

e The CSS Properties window can be used to review the styles applied to a selected

element. It can also be used to modify styles.

o This window is especially useful for analyzing the styles for a selected element
when more than one rule set applies to it. Then, you can see the sequence in which
the rules are applied, and any rules that are overridden are crossed out.

Figure 3-16

How to use the CSS Properties window to work with styles

J210(dx3 uonnjog  saipadoiy

109



110 Section 1 The essence of ASP.NET programming

How to use the Manage Styles window

Figure 3-17 shows how to use the Manage Styles window. This window is
useful when you want to move a rule set from one style sheet to another. To do
that, you just drag and drop the rule set.

In the example in this figure, you can see the styles in the external style sheet
named Styles.css. You can also see one style in the Current Page style sheet,
which is the embedded style sheet for the page. Then, to move the style from
the embedded style sheet to the external style sheet, you drag it to Styles.css and
drop it there. That doesn’t remove the style element in the head section of the
HTML, but it does leave that element empty.

You can also use this window to change the sequence of rule sets within a
style sheet by dragging and dropping them. But before you can do that, you need
to use the Options list to set the display to Categorize by Order.
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The Manage Styles window
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How to display the Manage Styles window
e Inany of the Designer views, use the VIEW->Manage Styles command.

How to use the Manage Styles window

e To move a style from one style sheet to another, drag and drop it on the style sheet

name or “Current Page”.

e To change the order of the styles in the style sheet, select Categorize by Order from
the drop-down Options list in the Manage Styles toolbar. Then, drag and drop a

style in its new location.

e To display the properties of a style in the Manage Styles window, point to it.

e To show the preview for a style, select it in the Manage Styles window. If the
preview isn’t displayed, select Display Selected Style Preview from the drop-down

Options list.

Description

e The Manage Styles window provides a convenient way to move the styles used by a
page from one style sheet to another. That includes the styles in both embedded and

external style sheets.

e All styles in an external style sheet appear under the name of that style sheet.

o All styles in an embedded style sheet appear under the Current Page heading, but
only when a control that uses an embedded style is selected in the Designer.

Figure 3-17

How to use the Manage Styles window to work with styles

m ChD3FutureValue - Microsoft Visual Studio Quick Launch (Ctrl+Q) P = 0O X
FILE EDIT VIEW  WEBSITE BUILD DEBUG TEAM 5QL FORMAT TABLE TOOLS TEST  ANALYZE  WINDOW  HELP
Q- B-add 9 - P Internet Explorer ~ Debug y- | : butten (Current = (None) = ;
g_' Manage Styles M Default.aspx® & X Styles.css* - _é-u
g Q| 1 Options ~ a2
| I3
> ;
= g
e AaBbYyGgLllj E*
t% 3
! z
0 4 Stylescss 401K Future Value Calculator 5
; 4 EEmEds Monthly investment: |Unh0und vll :
= + body L
m .
= ¥ hl Annual interest rate: Ia_g
“  label ’ Interest rate is required. Interest rate mus
4 Classes range from 1 to 20. _
v .entry Number of years: |1g
R ’ MNumber of years is required. Years must
4 IDs range from 1 to 45.
& valug- [IbIFutureValue]
 #btnClear
+ #ddIMonthlylnvestment Calculate L Clear |
+ #blFutureValue
4 Current Page
4 (Classes v
i bution _ 8

111



112

Section 1 The essence of ASP.NET programming

Perspective

Now that you’ve completed this chapter, you know the right way to use
HTML and CSS in a Web Forms application. That means using HTML for the
content and structure of a page and using CSS in an external style sheet for all
of the formatting. That separates the content and structure of each page from its
formatting. And that makes it easier to create and maintain a web page.

Because this book is about ASPNET programming, not HTML and CSS,
this chapter has presented only what you need to know about HTML and CSS
for this book. As you will see, all of the applications in this book use simple
HTML and CSS, and the programming is the same whether the formatting is
simple or complex.

Of course, there’s a lot more to HTML and CSS than what’s presented in
this chapter. So if you want to learn more, we recommend Murach’s HTMLS5
and CSS3. Its first six chapters are a crash course in the HTMLS and CSS3
skills that every web developer should have, and those skills will help you get
the most from the Visual Studio features for working with HTML and CSS.
After you read those chapters, our HTMLS and CSS3 book becomes your best

on-the-job reference.

Terms

CSS (Cascading Style Sheets)
HTML document

HTML element

tag

start tag

attribute

content (HTML)

end tag

self-closing tag

comment

comment out

character entity

block element

inline element

HTMLS semantic elements
HTMLS semantics

SEO (search engine optimization)
style sheet

external style sheet
attach a style sheet
embedded styles

inline style

CSS selector

element (or type) selector
class selector

id selector

rule set

style rule

rule

property

em

cross-browser compatibility
JavaScript shiv

snippet

accessibility

hierarchical indentation
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Summary

A best practice today is to use HTML for the content and structure of a web
page and CSS for formatting the page. To do that, you use external style
sheets to provide the CSS for your pages.

To attach an external style sheet to a web page, you code a link element in
the head section of the HTML document for the page. That element points to
the location of the style sheet.

By default, block elements in HTML are displayed on their own lines in
browsers. In contrast, inline elements flow into the spaces above them and
don’t start new lines.

The HTML)5 semantic elements include the header, section, nav, aside, and
footer elements. Using them makes it easier to apply CSS and also improves
SEO (search engine optimization) in some search engines.

Now that the HTMLS5 semantic elements are available, a div element should
only be used when there isn’t an appropriate semantic element for the
purpose.

ASPNET generates span elements for validators as well as label controls.
These are inline elements that usually flow to the right of preceding inline
elements.

Embedded styles are coded in a style element in the head section of an
HTML document, which provides some separation between HTML
elements and their styles. But inline styles are coded as attributes in the
HTML elements themselves.

The basic CSS selectors are type (or element) selectors, class selectors, and
id selectors. Those are the ones that are used in the applications for this book.

When you use CSS, you need to understand the order in which styles over-
ride other styles. For instance, more specific styles override less specific
styles, and the last style that’s applied overrides previous styles.

A CSS rule set consists of one or more rules, and each rule consists of a
property name and values. In ASP.NET, rule sets are referred to as style rules.

To assure cross-browser compatibility, you need to test your web applica-
tions in all of the browsers that are likely to access your application.

To make sure the HTMLS semantic elements work in older browsers, you
need to add a script element for a JavaScript shiv to the head section of
the HTML document. You also need to provide a CSS rule set that sets the
semantic elements to block elements.

Visual Studio provides features for working with HTML that include
IntelliSense, snippets, and support for the WAI-ARIA accessibility
specification.

Visual Studio provides features for working with CSS that include
IntelliSense, snippets, and the Apply Styles, CSS Properties, and Manage
Styles windows.
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Exercise 3-1 Develop the Future Value application
with an external style sheet

In this exercise, you’ll develop the Future Value application with an external style
sheet used for all formatting. This will make you work with HTML and CSS.

Open the Future Value web site and convert it to IIS Express

1. Open the Ex03FutureValue web site in the c:aspnet45_vb folder. It already
contains a web form named Default.aspx, a code-behind file for the form that’s
just like the one in chapter 2, and a folder named Images that contains an
image file named MurachLogo.jpg.

2. Use the procedure in figure 2-6 of the last chapter to convert this web site to
IIS Express.

3. Open the Default.aspx file and note that the form already contains the labels
and controls needed by the Future Value application, but it doesn’t contain an
HTML table for layout and it doesn’t contain any styling information.

4. View the form in Design view to see that the labels and controls flow to the
right of the elements that precede them. This is because the labels and controls
are inline elements and ASP.NET uses flow layout by default.

5. Run the application in a browser and click on the buttons to see that the
application works, even though the formatting is a mess.

Begin styling the form

6. Put a br element (<br />) after the drop-down list, each text box, and the label
server control (not the HTML label elements). Then, view the form to see that
each label starts on a new line followed by its control.

7. Set the CssClass attributes for the drop-down list and the text boxes to “entry”.

Create and attach an external style sheet

8. Using figure 3-13 as a guide, add a style sheet to the project named Styles.css,
and add the rule set for the body selector that’s shown in 3-3. If an option like
Helvetica isn’t available through IntelliSense, type it in. For the background
color use “white”, and for the border color use “blue”.

9. Using figure 3-7 as a guide, drag the style sheet from the Solution Explorer
and drop it into the head section of the HTML for the form. That should
generate a link element that attaches the style sheet to the form. Then, run the
form to make sure that the style sheet has been attached properly and the form
is centered in the browser with a blue border around it.

10. Using figure 3-14 as a guide, use the New Style dialog box to add the h1 rule
set in figure 3-3. To do that, you need to use the Font and Box categories.
Then, note the changes in Design view.

11. Use the same technique to add the style for the label elements that’s shown in
figure 3-3. You’ll find the width property in the Position category, and the float
property in the Layout category.




12.
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Using whichever technique you prefer, add the rule sets for the “entry” class
selector that’s shown in figure 3-3. Then, note the changes in Design view as
the formatting starts to take shape.

Create and test the rest of the styles

13.

14.

15.

16.

Add the rule set for the “button” class that’s in figure 3-3 to the style sheet,
and check that change in Design view. Oops! The CssClass attributes for the
buttons haven’t been set yet.

Use the Designer to set the CssClass attributes for the buttons and note that
“button” is available from the drop-down list because that class is already in
the style sheet. Then, check the change in Design view.

Add the three rule sets for the id selectors in figure 3-3. After each one, check
the changes in Design view.

Test the form in one or more browsers. It should look the way it is in figure
3-1. If it doesn’t, fix the problems.

Add the validation controls and their CSS

17.

18.

19.

20.

Add required field validators like those in figure 3-2 after the TextBox
controls. But be sure that each validator comes after the TextBox control
and before the br element that follows it. (You don’t need to add the range
validators.)

Add the rule set for a new “validator” class to the style sheet as in figure 3-3.
Then, add the required CssClass attributes to the validator controls. One way
to do that is to use the Apply Styles window as in figure 3-15.

Open the code-behind file for the form and notice that unobtrusive validation
has been turned off, as shown in figure 2-13.

Test the application. It should work the way it did in chapter 2. The only
difference should be in the formatting.

Experiment with some of the Visual Studio features

21.

22.

23.

Using figure 3-14 as a guide, use the Modify Style dialog box to go through all
of the settings in the rule set for the body element. Then, modify the rule set
for the body element so its border is double.

Using figure 3-16 as a guide, use the CSS Properties window to review the
properties for the DropDownList control. Note that the first width property
has been crossed out because it has been overridden by the second width
property.

Using figure 3-17 as a guide, use the Manage Styles window to review the
styles for the web form. As you do that, experiment with the settings in the
drop-down list in the toolbar.

24. When you’re through experimenting, close the web site.

115






4

How to develop a
multi-page web site

In chapter 2, you learned how to develop a simple, one-page web site. Then,

in chapter 3, you learned how to use HTML and CSS with any web site. Now,
you’ll how to develop a multi-page web site, which requires several new skills,
including how to use session state and how to get the data for a web form from

a database.

Introduction to the Shopping Cart application ............... 118
The two pages of the Shopping Cart application ...........coceceveieereirennencns 118
The files and folders used by the Shopping Cart application...................... 120
How to work with multi-page web sites ..............cccccc....
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Introduction to the Shopping Cart
application

In this chapter, you’ll learn to build two pages of a Shopping Cart applica-
tion. This application gets product data from a database, stores data in session
state, and uses three business classes. So even though this is application is
simple, you’re going to learn a lot about developing web applications with
ASPNET and Visual Basic.

The two pages of the Shopping Cart application

Figure 4-1 shows the two pages of the Shopping Cart application. The Order
page, named Order.aspx, includes a drop-down list from which the user can
select a product. The product names in this list are retrieved from an SQL Server
database via an SqlDataSource control, or just data source. Then, since the
AutoPostBack property of the drop-down list is set to True, the page is posted
back to the server.

On the server, the code-behind file for the Order page gets the data for the
selected product from the data source, which has retrieved the data for all of the
products from the SQL Server database. Then, the data for the selected product
is displayed in several labels, and the ImageUrl property of the Image control on
the right of the page is set to the URL for the image.

Once a product is selected, the user can enter a quantity and click the Add to
Cart button. However, validation controls make sure that the entry is an integer
that ranges from 1 to 500. If the entry is valid, the code-behind file for the Order
page updates a list that represents the user’s shopping cart. Because this list must
be updated each time a product is added to the cart, the list that represents the
shopping cart is saved in a session state object so it is available throughout the
user’s session. Then, the code behind file passes control to the Cart page.

The code-behind file for the Cart page gets the list for the cart from the
session state object and displays the page shown in this figure. Then, the user
can click the Remove Item button to remove the selected item or the Empty Cart
button to remove all of the items. In either case, the code-behind file for the Cart
page updates the cart list for the session state object, makes the changes, and
redisplays the page.

On the Cart page, the user can also click the Continue Shopping button to
return to the Order page or the Check Out button to go to a page that gets the
data for completing the purchase. In this case, though, the checkout page hasn’t
been implemented yet so a message to that effect is displayed when the user
clicks the Check Out button.
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The Order page
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Figure 4-1 The two pages of the Shopping Cart application
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The files and folders used
by the Shopping Cart application

Figure 4-2 summarizes the files and folders used by the Shopping Cart
application. By default, Visual Studio places new web form files and their
code-behind files in the application’s root folder, but other files are placed in
special folders. The first table in this figure lists the most commonly used special
folders. Besides these folders, though, you can create your own folders. For
example, it’s common to create an Images folder to store any image files used by
the application.

The App_Code, App_Data, App_Themes, and Bin folders are used for
certain types of files required by the application. For instance, class files (other
than the class files for web pages) are stored in the App_Code folder, and any
database files used by the application are stored in the App_Data folder. In
contrast, the App_Themes folder is used to store any theme data, which you’ll
learn more about in section 2. And the Bin folder is used to store any compiled
assemblies, such as class libraries, that are used by the application.

The second table in this figure lists the specific files and folders that make
up the Shopping Cart application. As you can see, the App_Code folder contains
three class files named Cartltem.vb, CartltemList.vb, and Product.vb that define
the Cartltem, CartltemList, and Product classes required by the application. And
the App_Data folder contains an SQL Server database file named
Halloween.mdf.

The Shopping Cart application also includes folders named Images and
Styles. The Styles folder contains the CSS files for the web site. The Images
folder includes just one image file, banner.jpg, which provides the banner that’s
displayed at the top of each page. However, this folder also includes a subfolder
named Products, which includes a separate image file for each product in the
Products table of the database. Then, because the name of the file for each
product is retrieved from the SQL Server database, the application can display
the correct image for each product.

Finally, the root folder for the application contains two files for each of the
application’s web pages: one for the page itself, the other for the code-behind
file. The root folder also contains a web.config file that is added automatically
when you create an application.
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The Solution Explorer for the Shopping Cart application
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Special folders used in ASP.NET 4.5

Description
App_Code Non-page class files that are compiled together to create a single assembly.
App_Data Database files used by the application.

App_Themes Themes used by the application.
Bin Compiled code used by the application, including class libraries.

Files in the Shopping Cart application

Folder File Description

App_Code Cartltem.vb A class that represents an item in the shopping cart.
App_Code CartltemList.vb A class that represents the shopping cart.
App_Code Product.vb A class that represents a product.

App_Data Halloween.mdf The Halloween database file.

Images banner.jpg An image file that displays at the top of each page.
Images\Products (multiple) Contains an image file for each product in the database.
Styles (multiple) The CSS files used to style the web pages.

(root) Cart.aspx The aspx file for the Cart page.

(root) Cart.aspx.vb The code-behind file for the Cart page.

(root) Order.aspx The aspx file for the Order page.

(root) Order.aspx.vb The code-behind file for the Order page.

(root) web.config The application configuration file.

Figure 4-2 The files and folders used by the Shopping Cart application




122

Section 1 The essence of ASP.NET programming

How to work
with multi-page web sites

To create a multi-page web site, you need to learn some new skills like
how to change the starting page for a web site, how to transfer from one form
to another, and how to add classes to your site. Before you learn these skills,
though, you’ll learn how to create a web site that includes starting folders and
files.

How to create a web site
that has starting folders and files

All of the web sites in this book are started from the ASPNET Empty Web
Site template. However, there is another template called the ASPNET Web
Forms Site template that you should be aware of. When you start a web site from
this template, it generates a multi-page web application that has Default, About,
Contact, Register, and Login pages, including the folders and files shown in
figure 4-3.

Although this template produces far more folders and files than you need for
most web sites, it is a useful source of ideas and code. If you run this applica-
tion, you can see how it works. Then, you can study the code for its pages to see
how they are implemented. Note, however, that much of this code won’t make
sense until you get further into this book. For instance, you won’t understand the
App_Code and App_Data folders and files until you complete this chapter. And
you won’t understand the Site.master file until you read chapter 9.

One feature of Visual Studio that’s illustrated by the folders and files of this
template is the use of NuGet packages. NuGet is a Visual Studio feature that
makes it easy to install the third-party libraries and tools that are in the NuGet
Gallery. The NuGet Gallery is the central package repository for the Microsoft
development community and is hosted by CodePlex. Codeplex, in turn, is an
open source development community hosted by Microsoft. You can see what’s in
the NuGet Gallery by using the WEBSITE->Manage NuGet Packages command
in Visual Studio or by going to http://nuget.org.

When you install a NuGet package using the Manage NuGet Packages
command, NuGet adds the folders and files for the package to your solution plus
any required references and any required changes to your web.config file. Later,
if you decide to uninstall the package, NuGet removes the folders and files and
undoes any changes it made.

In figure 2-13 of chapter 2, you learned how to install a NuGet package
called AspNet.ScriptManager.jQuery that provides for unobtrusive validation. If
you open the packages.config file in a site that’s created by the Web Forms Site
template, you’ll see that this NuGet package is installed by default, along with
several other packages. The packages.config file also shows the other NuGet
packages that Microsoft thinks you might need for your web site.
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A web site created from the ASP.NET Web Site template
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Some of the folders and files created by the Web Forms Site template

Folder File Description
Content (multiple) CSS files for themes, including jQuery UI CSS files.
Scripts (multiple) JavaScript, jQuery, and jQuery Ul files.
(root) Global.asax A file for working with application objects.
(root) packages.config Config file for NuGet packages.
(root) Site.master The master page for the web site.
Description

e When you start a web site from the ASP.NET Web Forms Site template, you get an
application that provides Default, About, and Contact web pages, plus Register and
Login pages. Then, you can modify these files to jump start your own application
or just study them to see how they work.

o Besides the files for the web pages, this template provides other folders and files
that are a useful source of code and ideas. As you progress through this book, you’ll
learn more about many of these files.

Figure 4-3

How to create a web site with starting folders and files
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How to change the starting page for a web site

If a web site consists of a single form, that form is displayed when you run
the application. However, if a web site contains two or more forms, the current
form (the one that’s selected in the Solution Explorer) is displayed when you
run the application. Or, if a form isn’t selected, the form named Default.aspx is
displayed.

But what if a form isn’t selected and the web site doesn’t contain a
Default.aspx file? Then, the browser displays a directory listing in the browser
when the application is run. So, to make sure that the correct page is displayed
when you run an application, you should always set the starting page for a
multi-page application, as shown in figure 4-4.

How to rename or delete folders and files

Figure 4-4 also shows how to rename or delete the folders and files in a web
site. Note, however, that we don’t recommend the use of the Rename command
for web forms. That’s because this command renames the aspx and code-behind
files for a form, but doesn’t change the name of the Inherits class in the page
directive for the form. And that can lead to errors later on.

If you do have to rename a web form, we recommend the technique in this
figure. That is, create a new web form, copy and paste the code from the old files
into the new ones, and then delete the old files.

For other types of folders and files, the Rename and Delete commands work
well. However, if you think that you might need a file or web form later on, you
can use the Exclude from Project command instead of the Delete command. That
doesn’t actually delete the file, and you can restore it by using the Include in
Project command.
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The menu for changing the starting page, renaming files, and deleting files

How to develop a multi-page web site
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How to change the starting page for a web site

e Right-click on the aspx file and select Set As Start Page from the shortcut menu.

How to rename a web form

e Create a web form with the new name. Next, copy and paste the aspx and Visual
Basic code from the old web form into the new one, but don’t include the page

directive for the old aspx file. Then, delete the old form.

How to rename a single file

e Right-click on the file, select Rename from the shortcut menu, and change the name.

How to delete a file from the web site

e Right-click on the file and select Delete from the shortcut menu. If the file is an aspx
file, that will delete both the aspx file and its code-behind file from the web site.

e Another alternative is to select Exclude from Project from the shortcut menu for the file.

Description

e By default, the starting page for an ASPNET web site is Default.aspx. If that isn’t
the page that you want the site started with, you need to change the starting page.

e  Warning: If you use the Rename command to rename a web form, the file names are
changed, but the name of the Inherits class in the page directive isn’t changed.

Figure 4-4 How to change the starting page and rename

or delete folders and files
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How to add a class to a web site

To add a new class to the web site, you use the Add New Item dialog box,
as shown figure 4-5. From this dialog box, you select the Class template, enter
the name for the class, and click the Add button. Then, Visual Studio will create
a file that contains the declaration for the new class, and you can complete the
class by coding its properties and methods.

Before you create a new class, you’ll typically add the special App_Code
folder to the web site so you can add the class to that folder. But if you don’t do
that, Visual Studio will display a dialog box when you create a new class that
indicates that the class should be placed in an App_Code folder and asks if you
want to place the class in that folder. If you click the Yes button in this dialog
box, Visual Studio will create the App_Code folder and place the new class in it.

To add an existing class to a web site, you use the Add Existing Item
command. Then, the class file that you select is copied to your web site.

You can also use an existing class that is stored in a class library. This is
a collection of classes compiled into a single assembly with a .dll file exten-
sion. To use the classes in a class library, you add a reference to the library as
described in this figure. That will add the library to the Bin folder and make its
classes available to your web site.
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The dialog box for adding a new class to the App_Code folder
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Two ways to open the Add New ltem dialog box

Right-click the App_Code folder in the Solution Explorer, and then choose
Add->Add New Item from the shortcut menu.

Click on the App_Code folder in the Solution Explorer to select it, and then choose
the WEBSITE->Add New Item command.

How to add a new class to a web site

From the Add New Item dialog box, select the Class template, name the class, and
click the Add button. Then, Visual Studio will create the file with the declaration
for the class.

If you try to add a class directly to the project instead of to the App_Code folder,
Visual Studio will warn you that the class should be placed in the App_Code folder
and ask you if you’d like to place the class in this folder. If you click the Yes button,
Visual Studio will create the App_Code folder and place the class in this folder.

How to add an existing class to a web site

To add a class from another project to a web site, right-click the App_Code folder
in the Solution Explorer and select Add->Existing Item. Then, locate the class
file you want to add, select it, and click the Add button. The file is copied to your
project.

How to use a class that’s part of a class library

Right-click the project in the Solution Explorer and select Add Reference from the
shortcut menu. Click the Browse tab in the dialog box that’s displayed, and then
locate and select the dllI file for the class library you want to use. The class library is
added to the project’s Bin folder, which is created if it doesn’t already exist. To use
the classes in the class library without qualification, add a using statement for the
class library.

Figure 4-5 How to add a class to a web site
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How to redirect or transfer to another page

When you develop an application with two or more pages, you’ll need to
know how to go from one page to another page. For example, when the user
clicks the Add to Cart button on the Order page of the Shopping Cart applica-
tion, the Cart page should be displayed. Similarly, when the user clicks the
Continue Shopping button on the Cart page, the Order page should be displayed.
Three ways to do that are presented in figure 4-6.

When you use the Transfer method of the HttpServerUtility class, ASP.
NET immediately terminates the execution of the current page. Then, it loads
and executes the page specified on the Transfer method and returns it to the
browser. The drawback to using this method is that when the new page is sent to
the browser, the browser has no way of knowing that the application returned a
different page. As a result, the URL for the original page is still displayed in the
browser’s address box. This can be confusing to the user and prevents the user
from bookmarking the page.

The Redirect method of the HttpResponse class works somewhat differ-
ently. When this method is executed, it sends a special message called an HTTP
redirect message back to the browser. This message causes the browser to send
a new HTTP request to the server to request the new page. Then, the server
processes the page and sends it back to the browser. Although this requires an
extra round trip, the user friendliness of this method usually outweighs the small
performance gain that you get when you use the Transfer method.

Unlike the Transfer and Redirect methods, the RedirectPermanent method is
typically used when a page is physically moved or renamed within a web site.
Suppose, for example, that you create a web site that includes a page named
Products.aspx that’s stored in the project folder. But later, you decide to create a
subfolder named Customer, and you move the Products page to this folder. Then,
you can use the RedirectPermanent method as in the third example in this figure
to redirect to the page. The main advantage of using this method is that search
engines will store the new URL. That way, if the page is requested at the old
location, it can be displayed from its new location.
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The Transfer method of the HttpServerUtility class

Method Description

Transfer (URL) Terminates the execution of the current page and
transfers control to the page at the specified URL.

The Redirect and RedirectPermanent methods of the HttpResponse class

Method Description

Redirect (URL) Redirects the client to the specified URL and
terminates the execution of the current page.

RedirectPermanent (URL) Permanently redirects to the specified URL and
terminates the execution of the current page.

Code that transfers control to another page

Server.Transfer("Cart.aspx")

Code that redirects the client to another page

Response.Redirect("Cart.aspx")

Code that permanently redirects the client to another page

Response.RedirectPermanent ("Customer/Products.aspx")

Description

o The Transfer method is a member of the HttpServerUtility class, which contains
helper methods for processing web requests. To refer to this class, you use the
Server property of the page.

o The Redirect and RedirectPermanent methods are members of the HttpResponse
class, which contains information about the response. To refer to this class, you use
the Response property of the page.

e  When you use the Transfer method, the current page is terminated and a new page
is processed in its place. This processing is efficient because it takes place on the
server, but the URL in the browser’s address bar isn’t updated.

e When you use the Redirect method, the server sends a special message to the
browser called an HTTP redirect message. Then, the browser sends an HTTP
request to the server that requests the new page. This requires an extra round trip,
but the URL for the current page is shown in the browser’s address bar.

o If you change the name or location of a page, you can use the RedirectPermanent
method to identify the new URL for the page. Then, search engines will store that
URL and use it to display the page when they receive a request for the old URL.

Figure 4-6 How to redirect or transfer to another page
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How to use cross-page posting

A fourth way to transfer to a different web page is to use cross-page posting
as described in figure 4-7. To use cross-page posting, you specify the URL of
another page in the PostBackUrl property of a button control. Then, when the
user clicks the button, an HTTP Post message that contains the URL specified
by the PostBackUrl property is sent back to the server. As a result, the page
with that URL is loaded and executed instead of the page that was originally
displayed.

For example, the Go to Cart button on the Order page uses cross-page post-
ing to go to the Cart page. As a result, the PostBackUrl property of this button
is set to Cart.aspx as shown in this figure. Then, when the user clicks the Go
to Cart button, ASP.NET loads and executes the Cart.aspx page instead of the
Order.aspx page.

Notice that the URL in the PostBackUrl property of this control starts with
a tilde (~) operator. This operator is added automatically when you set the
PostBackUrl property from the Properties window, and you’ll learn more about
it in the next topic.

If the user enters data into one or more controls on a page that uses
cross-page posting, you can use the PreviousPage property to retrieve the data
entered by the user. Usually, you’ll do this in the page’s Load event handler. As
the example in this figure shows, you should first check to make sure that the
PreviousPage property refers to a valid object. If it doesn’t, it means that either
the page isn’t being loaded as the result of a cross-page posting, or the request
came from another web site. In either case, no previous page is available.

If the PreviousPage property refers to a valid object, there are two ways
you can use it to retrieve data from the previous page. First, you can use the
FindControl method to find a control on the previous page. Because this method
returns an object, you’ll need to convert it to the appropriate control before you
can work with its properties. For example, the code in this figure finds a text box
on the previous page, converts it to a text box, and then uses its Text property to
retrieve the data that the text box contains.

The other alternative is to use custom properties as in the third example in
this figure. This requires code in two more places. First, you must add a custom
property in the code-behind file of the previous page. Second, you must add
a PreviousPageType directive at the top of the aspx file of the new page, just
below the Page directive. Once these two pieces of code are in place, the custom
property is available from the PreviousPage object.

Because of the extra programming that’s required to retrieve data entered
by the user, cross-page posting is best used when no user input needs to be
processed. For instance, since no data needs to be processed when the user clicks
the Go to Cart button on the Order page, cross-page posting is used instead
of the Response.Redirect or Server. Transfer method. However, the Response.
Redirect method is used for the Add to Cart button on the Order page so the
selected product and the quantity entered by the user can be easily retrieved.
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The PostBackUrl property of the Button control
Property Description

PostBackUrl Specifies the URL of the page that should be
requested when the user clicks the button.

Members of the Page class used with cross-page posting
Property Description

PreviousPage Returns a Page object that represents the previous page.

Method Description

FindControl(id) Returns a Control object with the specified id. You must cast the
Control object to a specific control before you can work with it.

The aspx code for a button that posts to a different page

<asp:Button ID="btnCart" runat="server" Text="Go to Cart"
CausesValidation="False" PostBackUrl="~/Cart.aspx" />

How to use the FindControl method to get data from another page

Protected Sub Page_Load(sender As Object,
e As EventArgs) Handles Me.Load
If PreviousPage IsNot Nothing Then
lblQuantity.Text =
CType (PreviousPage.FindControl("txtQuantity"), TextBox).Text
End If
End Sub

How to use a custom property to get data from a previous page

Code that sets a property in the previous page
Public Property QuantityText As String
Get
Return Me.txtQuantity.Text
End Get
End Property

A PreviousPageType directive in the new page
<%@ PreviousPageType VirtualPath="~/Order.aspx" %>

Code in the new page that gets the value from the property
If PreviousPage IsNot Nothing Then
lblQuantity.Text = PreviousPage.QuantityText

Description

e Cross-page posting lets you use the PostBackUrl property of a button to specify the
page that should be requested when the user clicks the button.

e When you post to another page, the previous page is available via the PreviousPage
property. If you use custom properties to get data from the previous page, you must
code a PreviousPageType directive right below the Page directive at the top of the
aspx file.

Figure 4-7 How to use cross-page posting
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How to code absolute and relative URLs

In chapter 1, you learned about the basic components of an absolute URL,
which includes the domain name of the web site. When coded within a Transfer
or Redirect method, an absolute URL lets you display a page at another web site.
For example, the first two statements in figure 4-8 display a page at the web site
with the domain name www.murach.com. The first statement displays a page
named Default.aspx in the root directory of the web site. The second statement
displays a page named Search.aspx in the Books directory of the web site.

To display a page within the same web site, you can use a relative URL.
This type of URL specifies the location of the page relative to the directory that
contains the current page. This is illustrated by the third and fourth statements in
this figure. The third statement displays a page that’s stored in the same directory
as the current page. The fourth statement displays a page in the Login subdirec-
tory of the directory that contains the current page.

The next two statements show how you can use a relative URL to navigate
up the directory structure from the current directory. To navigate up one direc-
tory, you code two periods followed by a slash as shown in the fifth statement.
To navigate up two directories, you code two periods and a slash followed by
two more periods and a slash as shown in the sixth statement. To navigate up
additional directories, you code two periods and a slash for each directory.

To navigate to the root directory for the host, you code a slash as shown in
the seventh statement. You can also navigate to a directory within the root direc-
tory by coding the path for that directory after the slash, as shown in the eighth
statement.

In addition to coding URLs on Transfer, Redirect, and RedirectPermanent
methods, you can code them for the attributes of some server controls. This is
illustrated by the last two examples in this figure. The next to last example shows
how you might set the PostBackUrl attribute of a button control. And the last
example shows how you might set the ImageUrl attribute of an image control.

Notice that both of these URLs start with a tilde (~) operator. This operator
causes the URL to be based on the root directory of the web site. For example,
the Cart.aspx file in the first URL is located in the root directory, and the banner.
jpg file in the second URL is located in the Images subdirectory of the root
directory.

Keep in mind, though, that the tilde operator only works on the server.

For example, it will work in the Response.Redirect method or in the ImageUrl
property of an Image server control, but it won’t work in the src property of an
HTML img element unless the img element has a runat="server” attribute.

Although you can use relative URLs in examples like these, it’s easier to
maintain URLSs that use the tilde operator when you move pages or files from
one folder to another. That’s because it’s easier to maintain a URL that’s relative
to the root directory of the web site than it is to maintain a URL that’s relative
to another page. For that reason, you should use the tilde operator whenever you
code a URL for an attribute of a server control.




Chapter 4 How to develop a multi-page web site

Examples of absolute and relative URLs

Statements that use absolute URLs
Response.Redirect ("http://www.murach.com/Default.aspx")
Response.Redirect ("http://www.murach.com/Books/Search.aspx")

Statements that use relative URLs that are based on the current directory
Response.Redirect ("Checkout.aspx")
Response.Redirect("Login/Register.aspx")

Statements that use relative URLs that navigate up the directory structure
Response.Redirect("../Register.aspx")
Response.Redirect("../../Register.aspx")

Response.Redirect ("/Register.aspx")

Response.Redirect ("/Login/Register.aspx")

Server control attributes that use URLs that are based on the root directory

of the current web site
PostBackUrl="~/Cart.aspx"
ImageUrl="~/Images/banner.jpg"

Description

When you code an absolute URL, you code the complete URL including the
domain name for the site. Absolute URLSs let you display pages at other web sites.

When you code a relative URL, you base it on the current directory, which is the
directory that contains the current page.

To go to the root directory for the host, you code a slash. Then, you can code one or
more directories after the slash.

To go up one level from the current directory, you code two periods and a slash. To
go up two levels, you code two periods and a slash followed by two more periods
and a slash. And so on.

If you’re specifying a URL for the attribute of a server control, you can use the web
application root operator (~) to base the URL on the root of the web site.

Figure 4-8 How to code absolute and relative URLs
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How to create and use data sources

To connect to a database and work with its data, you can use an
ASP.NET control called a data source. To illustrate how this works, the
following topics show you how to work with a data source control called
SglDataSource. This control can be used to retrieve data from an SQL database
file, such as a Microsoft SQL Server database file.

How to create an SQL data source

ASP.NET provides several data source controls in the Data group of the
Toolbox, including the SqlDataSource control. Figure 4-9 shows how to create
this type of data source.

If you are going to use the SQL data source to connect to a local database
file, you must first create a database and add it to the App_Data folder of the web
site. For example, the Shopping Cart application for this chapter has an SQL
Server database file named Halloween.mdf in the App_Data folder.

Since the data source isn’t displayed on the page when the application is run,
it doesn’t matter where you place it on the page. However, if the data source is
going to be bound to a control, it makes sense to place it near that control.

After you add the SQL data source to the page, a smart tag menu is avail-
able. Click it and then choose the Configure Data Source command to bring up
the first page of the Configure Data Source wizard, which is shown in this figure.
From this dialog box, select the database file you want to use for the data source.

Once you’ve selected the data source, you must configure the data source
as described in the next figure. Then, you can bind it to the drop-down list as
described in the figure after that.
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The first page of the Configure Data Source wizard

[ Al
Configure Data Source - SglDataSourcel m

ij Choose Your Data Connection
N

Which data connection should your application use to connect to the database?

[ ’ MNew Connection...
Halloween.mdf

[#] Connection string

Previous lext > Finish Cancel

How to create an SQL data source

1. In the Web Forms Designer, open the Data group of the Toolbox and drag the
SqlDataSource control to the form in either Design or Source view.

2. Select Configure Data Source from the smart tag menu for the data source, which
displays the Configure Data Source dialog box shown above.

3. From the drop-down list, select the database file or connection string that you want
to use, and click Next.

4. If this is the first time you’re connecting to the database file, a dialog box asks

whether you want to save the connection to the application configuration file. Then,

leave the Yes box checked, enter a name for the connection, and click Next.
5. Complete the Configure Data Source wizard as described in the next figure.

Description

o Before you create a data source for a local database file, you must add the database
file to the App_Data folder.

o Data source controls are visible in the Designer, but don’t show when the web site
runs.

Figure 4-9 How to create an SQL data source
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How to configure an SQL data source

The previous figure showed you how to complete the first page of the
Configure Data Source wizard by selecting the SQL database file to use. Figure
4-10 shows you how to complete the rest of the Configure Data Source wizard.
The second page of the wizard, shown in this figure, lets you specify the query
that retrieves data from the database.

To create a query, you can code an SQL Select statement. Or, you can
choose columns from a single table or view and let the wizard generate the
Select statement for you. For now, we’ll use the second technique.

To select columns from a table, use the Name drop-down list to select the
table you want to select the columns from. Then, check each of the columns you
want to retrieve in the Columns list. In this figure, I chose the Products table
and selected six of its columns. As you check the columns, the wizard creates
an SQL Select statement that’s shown in the text box at the bottom of the dialog
box.

The first two buttons to the right of the Columns list let you specify addi-
tional options for selecting data. If you want to select just the rows that meet
certain criteria, click the WHERE button and specify the criteria you want. Or,
if you want to specify a sort order, click the ORDER BY button and choose
the columns you want the data sorted by. In this figure, I used the ORDER BY
button to specify that the data should be sorted on the Name column, so the
Select statement includes an Order By clause.

When you finish specifying the data you want the data source to retrieve,
click Next. This takes you to the last page of the wizard, which includes a Test
Query button. If you click this button, the wizard retrieves the data that you have
specified. You can then look over this data to make sure it’s what you expected.
If it isn’t, click the Previous button and adjust the query. If it is, click Finish.
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The second page of the Configure Data Source wizard
rConﬁgure Data Source - SglDataSourcel m1

ij Configure the Select Statement

How would you like to retrieve data from your database?

() Specify a custom SQL statement or stored precedure

@ Specify columns from a table or view

Mame:

’Products hd

Columns:

[k [T] Return only unique rows
ProductlD l WHERE... ]
Name

ShortDescription l
LongDescription

[ CategorylD l
ImageFile

[] OnHand

ORDER BY... l

Advanced... l

SELECT statement:

SELECT [PreductID], [Mame], [ShortDescription], [LongDescription], [ImageFile], [UnitPrice] FROM [Preducts] ORDER BY =«
[Mame]

-

The aspx code for an SQL data source control

<asp:SqglDataSource ID="SqglDataSourcel" runat="server"
ConnectionString='<%$ ConnectionStrings:HalloweenConnectionString %>'
SelectCommand="SELECT [ProductID], [Namel, [ShortDescription],
[LongDescription], [ImageFile], [UnitPrice]
FROM [Products] ORDER BY [Namel]">
</asp:SqglDataSource>

Description

e The Configure Data Source wizard lets you create a query using SQL. You can

enter the Select statement for the query directly, or you can let the wizard construct
the Select statement from your selections.

You can click the WHERE button to specify one or more conditions that will be
used to select the records.

® You can click the ORDER BY button to specify a sort order for the records.

e You can click the Advanced button to include Insert, Update, and Delete statements
for the data source.

e  When you click the Next button, you are asked whether you want to preview the
data that’s going to be returned by the data source. To do that, click Test Query.

Figure 4-10  How to configure an SQL data source
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How to bind a drop-down list to a data source

Once you’ve created a data source, you can bind it to a drop-down list,
as shown in figure 4-11. To start, select the Choose Data Source command
from the smart tag menu for the drop-down list. Then, when the Data Source
Configuration Wizard is displayed, choose the data source in the first drop-down
list. In this figure, I chose SqlDataSourcel, the data source that was created in
the previous figures.

Next, select the column that provides the data you want displayed in the
drop-down list. The column that you select here is used for the drop-down list’s
DataTextField property. In this figure, I chose the Name column so the
drop-down list displays the name of each product in the data source.

Finally, select the column that you want to use as the value of the
item selected by the user. The column you select here is used for the list’s
DataValueField property, and the value of that column can be retrieved by using
the list’s Selected Value property. In this figure, I selected the ProductID column.
As a result, the program can use the SelectedValue property to get the ID of the
product selected by the user.
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The Data Source Configuration Wizard dialog box
r Data Source Configuration Wizard M1

i? Choose a Data Source

Select a data source:

’SqIDataSource_‘I. -

Select a data field to display in the DropDownList:

MName -

Select a data field for the value of the DropDownList:
ProductlD R

Refresh Schema

l OK l l Cancel

The aspx code for a drop-down list that’s bound to a data source

<asp:DropDownList ID="ddlProducts" runat="server"
AutoPostBack="True" DataSourceID="SqglDataSourcel"
DataTextField="Name" DataValueField="ProductID">
</asp:DropDownList>

Attributes for binding a drop-down list

Attribute Description
DataSourceID The ID of the data source that the drop-down list should be bound to.
DataTextField The name of the data source field that should be displayed in the

drop-down list.

DataValueField The name of the data source field whose value should be returned by
the SelectedValue property of the drop-down list.

Description

e You can bind a drop-down list to a data source so the list automatically displays
data retrieved by the data source.

e You can use the Data Source Configuration Wizard dialog box to configure the data
binding for a drop-down list. To display this dialog box, select the Choose Data
Source command from the list’s smart tag menu.

e Alternatively, you can use the Properties window or edit the aspx code directly to
set the data binding attributes for a drop-down list.

Figure 4-11 How to bind a drop-down list to a data source
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How to use Visual Basic code
to get data from a data source

For the Shopping Cart application to work, it must retrieve the data for the
product selected by the user from the drop-down list. Although there are several
ways to do that, none of them are easy.

One way is to create a second data source that queries the database again
to retrieve the data for the selected product, and then use a special type of ASP.
NET server control called a DetailsView control that is bound to this second data
source. You’ll learn how to do that in section 3.

Another way is to write code that retrieves the product data from the existing
SQL data source. That’s the technique that the Shopping Cart application uses.
However, to make this work, you must use the classes, methods, and properties
that are summarized in figure 4-12.

The example in this figure shows how to retrieve data from a row that
matches the ProductID value returned by the SelectedValue property of the
drop-down list. First, you use the Select method of the SqlDataSource class with
the Empty argument to retrieve all of the rows specified by the data source from
the underlying SQL database. Then, because the return type of this method is
IEnumerable, you must convert the returned object to a DataView object so you
can use the methods of that class.

Once you have the rows in a DataView object, you can use the RowFilter
property to filter the rows so only the row selected by the user is available.

To do that, you build a filter expression that lists the column name and value.
For example, ProductID="jar01' filters the data view so only the row whose
ProductID column contains jar01 is included. The second statement in this figure
creates a filter expression for the ID of the product the user selected.

Once you’ve filtered the DataView object so only the selected row is avail-
able, you can use the Item property of the DataRow View object to retrieve the
data for a column. Also, since the Item property is the default property, you can
omit “Item” from your code.

Here, the first Item property identifies the only row that has been selected, so
its value is 0, and this row is returned as a DataRowView object. Then, you can
use the Item property of the DataRowView object to specify the index or name
of the column you want to retrieve from the row. In this example, column names
are used for the columns that need to be retrieved. (Although using an index
value is a little more efficient, specifying the column name makes the code more
understandable.)

Once you establish the row and column index for each value, all that
remains is to convert this value to the appropriate type. In this example, all of
the columns except the UnitPrice column are converted to strings using their
ToString methods, and the UnitPrice column is converted to a decimal type.

In this example, the values that are retrieved from the data source are stored
in local variables. Later in this chapter, though, you will see similar code that
retrieves these values and stores them in a Product object.
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The Select method of the SqlDataSource class

Method Description

Select(selectOptions) Returns an I[Enumerable object that contains the rows retrieved
from the underlying database. To get all the rows, the selectOptions
parameter should be DataSourceSelectArguments.Empty.

Properties of the DataView class for retrieving rows

Property Description

RowFilter A string that is used to filter the rows retrieved from the database.
Item(index) Returns a DataRowView object for the row at the specified index position.

Properties of the DataRowView class for retrieving columns

Property Description

Item(index) Returns the value of the column at the specified index position as an object.
Item(name) Returns the value of the column with the specified name as an object.

Code that gets product information for the selected product

Dim productTable As DataView = CType(SglDataSourcel.Select(
DataSourceSelectArguments.Empty), DataView)

productTable.RowFilter = "ProductID = '" & ddlProducts.Selectedvalue & "'"

Dim row As DataRowView = CType(productsTable(0), DataRowView)

Dim id As String = row("ProductID").ToString

Dim name As String = row("Name").ToString

Dim shortDescription As String = row("ShortDescription").ToString
Dim longDescription As String = row("LongDescription").ToString
Dim unitPrice As Decimal = CDec(row("UnitPrice"))

Dim imageFile As String = row("ImageFile").ToString

Description

e The Select method of the SqlDataSource class returns an IEnumerable object that
contains the rows retrieved from the database. To work with these rows, you must
cast the IEnumerable object to a DataView object.

e The RowFilter property of the DataView class lets you filter rows in the data view
based on a criteria string.

® You can use the Item property of the DataView class to return a specific row as a
DataRowView object. Then, you can use the Item property of the DataRow View
class to return the value of a specified column. The parameter for the column can be
an integer that represents the column’s position in the row or a string that represents
the name of the column. Since Item is the default property for these classes, you
can omit it in your code.

e The DataView and DataRow View classes are stored in the System.Data namespace.

Figure 4-12 How to use Visual Basic code to get data from a data source
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How to use session state

In chapter 1, you learned that HTTP is a stateless protocol. You also learned
that ASPNET uses session state to keep track of each user session and that you
can use session state to maintain program values across executions of an applica-
tion. Now, you’ll learn how to use session state.

How session state works

Figure 4-13 shows how session state solves the problem of state manage-
ment for ASP.NET applications. As you can see, session state tracks individual
user sessions by creating a session state object for each user’s session. This
object contains a session ID that uniquely identifies the session. This session
ID is passed back to the browser along with the HTTP response. Then, if the
browser makes another request, the session ID is included in the request so
ASP.NET can identify the session. ASP.NET then matches the session with the
session state object that was previously saved.

By default, ASP.NET sends the session ID to the browser as a cookie. Then,
when the browser sends another request to the server, it automatically includes
the cookie that contains the session ID with the request. In section 2, you’ll learn
more about how cookies work. You’ll also learn how to implement session state
by including the session ID in the URL for a page instead of in a cookie.

Although ASP.NET automatically uses session state to track user sessions,
you can also use it to store your own data across executions of an application.
This figure lists three typical reasons for doing that. First, you can use session
state to maintain information about the user. After a user logs in to an applica-
tion, for example, you can use the login information to retrieve information
about the user from a file or a database. Then, you can store that information in
the session state object so it’s available each time the application is executed.

Second, you can use session state to save objects that the user is working
with. To illustrate, consider a maintenance application that lets the user change
customer records. In that case, you can save the customer record that’s currently
being modified in the session state object so it’s available the next time the
application is executed.

Third, you can use session state to keep track of the operation a user is
currently performing. For example, if a maintenance application lets the user
add or change customer records, you can save an item in the session state object
that indicates if the user is currently adding or changing a record. That way, the
application can determine how to proceed each time it’s executed.
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How ASP.NET maintains the state of a session

First HTTP request:

The browser requests a page.
ASP.NET creates a session
state object and assigns an ID
for the session.

Client Server

Browser » Web server

First HTTP response:

The server returns the
requested page along with the
session ID.

Session ID Web server

Browser

Next HTTP request:

The browser requests another
page. The server uses the session
ID included in the request to
associate the browser with the
correct session state object.

Browser Session ID | Web server

Typical uses for session state

To keep information about the user, such as the user’s name or whether the user
has registered.

To save objects the user is working with, such as a shopping cart or a customer
record.

To keep track of pending operations, such as what steps the user has completed
while placing an order.

Description

ASP.NET uses session state to track the state of each user of an application. To do
that, it creates a session state object.

The session state object includes a session ID that’s sent back to the browser as a
cookie. Then, the browser automatically returns the session ID cookie to the server
with each request so the server can associate the browser with an existing session
state object.

If you want your application to work on browsers that don’t support cookies, you

can configure ASP.NET to encode the session ID in the URL for each page of the
application. You’ll learn more about this in chapter 8.

You can use the session state object to store and retrieve items across executions of
an application.

Figure 4-13  How session state works
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How to work with data in session state

Figure 4-14 shows how you can use the session state object to store applica-
tion data. To do that, you use the members of this object, which is created from
the HttpSessionState class. To access this object from a web form, you use the
Session property of the page.

The session state object contains a collection of items that consist of the
item names and their values. One way to add an item to this collection is to use
the Item property as shown in the first example. (In this case, since Item is the
default property, it is omitted.) Here, an object named “cart” is assigned to a
session state item named Cart. If the Cart item doesn’t exist when this statement
is executed, it will be created. Otherwise, its value will be updated.

Another way to add an item to the session state collection is to use the
Add method, as in the second example. Here again, if the item already exists,
it’s updated when the Add method is executed. Otherwise, it’s added to the
collection.

You can also use the Item property to retrieve the value of an item from the
session state collection as shown in the third example. Here, the value of the Cart
item is retrieved and assigned to the cart variable. Once again, you don’t have to
explicitly specify the Item property in this example because the Item property
is the default property. However, because the value of a session state item is
stored as an Object type, you typically convert it to the appropriate type. In this
example, the value of the Cart item is converted to a sorted list because the cart
variable it’s assigned to is defined as a sorted list.

Because the session state object uses valuable server memory, you should
avoid using it to store large items. Or, if you must store large items in session
state, you should remove the items as soon as you’re done with them. To do that,
you use the Remove method as in the fourth example in this figure.

The first four examples in this figure use the Session property of the page to
access the session state object. Because Session is a property of the System.Web.
Ul Page class, however, you can only use this property from a class that inherits
the System.Web.UIL Page class. In other words, you can only use it from a
code-behind file for a page.

To access session state from a class that doesn’t inherit the System.Web.

Ul Page class, such as a database or business class, you use the Session property
of the HttpContext object for the current request. To get this HttpContext object,
you use the Current property of the HttpContext class as illustrated in the last
example in this figure.




Chapter 4 How to develop a multi-page web site

Common members of the HitpSessionState class

Property Description

SessionID The unique ID of the session.

Item(name) The value of the session state item with the specified name. (Item is
the default property of the HttpSessionState class, so you can omit it
when you access a session state item.)

Count The number of items in the session state collection.

Method Description

Add(name, value) Adds an item to the session state collection.
Clear() Removes all items from the session state collection.
Remove (name) Removes the item with the specified name from the session state collection.

A statement that adds or updates a session state item

Session("Cart") = cart

Another way to add or update a session state item

Session.Add("Cart", cart)

A statement that retrieves the value of a session state item
Dim cart As SortedList = CType(Session("Cart"), SortedList)

A statement that removes an item from session state

Session.Remove("Cart")

A statement that retrieves the value of a session state item from a class
that doesn’t inherit System.Web.Ul.Page

Dim cart As SortedList = CType(HttpContext.Current.Session("Cart"),
SortedList)

Description

o The session state object is created from the HttpSessionState class, which defines a
collection of session state items.

e To access the session state object from the code-behind file for a web form, use the
Session property of the page.

e To access the session state object from a class other than the code-behind file for a
web form, use the Current property of the HttpContext class to get the HttpContext
object for the current request. This object contains information about the HTTP
request. Then, you can use its Session property to get the session state object.

o By default, session state objects are maintained in server memory. As a result, you
should avoid storing large items in session state.

Figure 4-14 How to use session state for storing and retrieving data
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The business classes
of the Shopping Cart application

Now that you’ve learned the basic skills for developing a multi-form appli-
cation, you’re ready to see all the aspx and Visual Basic code for the Shopping
Cart application that’s shown in figure 4-1. This starts with the Visual Basic code
for the business classes.

The members of the three business classes

Figure 4-15 summarizes the members of the three business classes used by
the Shopping Cart application. As you can see, the Product class is a simple class
that contains only properties. An object created from this kind of class is some-
times referred to as a Data Transfer Object, or DTO. As its name implies, a DTO
is used primarily to store and transfer data. Product objects are used to transfer
data between the Order page and the business classes.

The Cartltem class contains a Product property, which is a Product object,
and a Quantity property, which is an integer. Its constructor lets you either create
a Cartltem object and populate its Product and Quantity properties. In contrast
to the Product class, the Cartltem class contains methods as well as properties.
Its first method adds to the Quantity property. Its second method returns a string
containing quantity and product information, formatted in a single line. Although
a Cartltem object is also used to transfer data, it isn’t a DTO because it has
additional functionality.

The CartltemList class is a container class. In effect, it is the shopping cart.
An object created from this class stores and keeps track of Cartltem objects. It
contains an internal list to store Cartltem objects, a read-only property to display
the number of Cartltem objects it contains, Item properties to set a Cartltem
object by index and to get a Cartltem object by index or product ID, and meth-
ods to add and remove Cartltem objects and to clear the entire CartltemList
object.

The CartltemList class also contains a shared method called GetCart that
retrieves a CartltemList object from the session state object if one is there.
Otherwise, this method creates a CartltemList object and adds it to the session
state object.
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Common members of the Product class

Property Description.

ProductID Gets and sets the ID of a Product.
Name Gets and sets the name of a Product.
ShortDescription Gets and sets the short description of a Product.

LongDescription Gets and sets the long description of a Product.
UnitPrice Gets and sets the unit price of a Product.
ImageFile Gets and sets the name of the image file for a Product.

Common members of the Cartltem class

Constructor Description

Property Description

Product Gets and sets the Product of a Cartltem.

Quantity Gets and sets the quantity of a Cartltem.
AddQuantity(quantity) Adds the quantity that’s passed to it to the quantity for a

Cartltem. Only called when the item is already in the cart.

Display() Returns a string with Cartltem data formatted so it can be
displayed in one line of the list box on the Cart page.

Common members of the CartltemList class

Constructor Description

Property Description

Count Gets the number of items in the CartItemList.
Item(index) Gets and sets a Cartltem using the index that’s passed to it.
Item(id) Gets a Cartltem using the product ID that’s passed to it. If

the product isn’t found, it returns null.

Method Description

GetCart() Gets the CartltemList from or creates it in session state.
AddItem(product, gquantity) Adds a Cartltem to the CartltemList.

RemoveAt (index) Removes the Cartltem at the index from the CartltemList.
Clear() Removes all Cartltem objects from the CartltemList.

Figure 4-15 The members of the classes used by the Shopping Cart application
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The code for the Product class

Now that you have a general idea of what the members of three business
classes do, you can study the code for these classes. To start, figure 4-16 shows
the Visual Basic code for the Product class. This class represents a product that
the user can order from the Shopping Cart application. It has a property for
each of the columns in the Products table in the SQL Server database except
CategoryID and OnHand.

The code for the Cartltem class

Figure 4-16 also shows the code for the Cartltem class, which represents one
item in the shopping cart. Its constructor accepts two parameters that are used to
initialize the Product and Quantity properties. These properties hold the Product
object and quantity for the cart item.

The Cartltem class also includes two methods. The first one, AddQuantity, is
used to add the quantity that’s passed to it to the cart item. This method is called
when the user adds a quantity to the cart for a product that’s already in the cart.
The second one, Display, returns a string that formats the data in a cart item so it
can be displayed in one line of the list box on the Cart page.

Note here that the Cartltem class and the Product class are defined using
auto-implemented properties. This is because the properties don’t do anything
but store and retrieve the values passed to them. Usually, this is all you will
need when working with properties. Sometimes, though, you will want to do
something with the property value, like run some data validation code or use it
in a calculation. When that is the case, you will need to use private fields that are
accessible through standard properties.
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The code for the Product class

Imports Microsoft.VisualBasic

Public Class Product
Public Property ProductID As String
Public Property Name As String
Public Property ShortDescription As String
Public Property LongDescription As String
Public Property UnitPrice As Decimal
Public Property ImageFile As String

End Class

The code for the Cartltem class

Imports Microsoft.VisualBasic
Public Class CartItem

Public Sub New(product As Product, quantity As Integer)
Me.Product = product
Me.Quantity = quantity

End Sub

Public Property Product As Product
Public Property Quantity As Integer

Public Sub AddQuantity(quantity As Integer)
Me.Quantity += quantity
End Sub

Public Function Display() As String
Dim displayString As String = Product.Name & " (" &
Quantity.ToString & " at " &
FormatCurrency(Product.UnitPrice) & " each)"
Return displayString
End Function
End Class

Description
e The Product class represents a product.

e The Cartltem class represents a product that the user has added to the shopping cart
plus the quantity ordered.

e The Product and Cartltem classes are defined with auto-implemented properties.
However, if you need to do more than just store the property values, you need to
use private fields that are accessible through standard properties.

Figure 4-16  The code for the Product and Cartltem classes
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The code for the CartlitemList class

Figure 4-17 shows the code for the CartltemList class, which represents a
list of Cartltem objects. This list is defined in a private field named cartltems at
the beginning of the class. Then, the constructor for this class initializes this field
with a new List(Of Cartltem) object.

Next, the Count property is a read-only property that simply returns a count
of the items in the list. It’s followed by an overloaded Item property, which is
the default property. The first Item property gets and sets a cart item in the list
using the index that’s passed to it. This property is used to get the items in the
cart when they’re displayed in the list box on the Cart page. The second Item
property is a read-only property that gets a cart item using the product ID that’s
passed to it. This property is used to determine if a product is already in the cart.
Notice that if a product with the specified ID isn’t found, this property returns
Nothing.

The first method, GetCart, gets the CartltemList object that’s stored in
session state. Then, it checks to see if that object is equal to Nothing. If it is,
it means that a cart hasn’t yet been created for the current user. Then, a new
CartltemList object is created and added to Session state.

You should notice two things about this method. First, it’s a shared method.
That makes sense because it simply retrieves the CartltemList object that’s
stored in session state. It doesn’t work with the current CartltemList object.
Second, because this code is not in a code-behind file, you can’t use the Session
property of the page to refer to the session state object. Instead, you have to refer
to the session state object through the HttpContext object for the current request.

The next method, AddItem, adds a new cart item to the cart item list. It
accepts a Product object and quantity as parameters. Then, it creates a Cartltem
object from these values and adds the cart item to the cart item list.

The last two methods, RemoveAt and Clear, should be easy to understand.
The RemoveAt method simply removes the cart item at the given index from the
list of cart items. And the Clear method removes all the cart items from the list.

Notice that the methods that add and remove items from the cart don’t refer
to session state directly. That’s because session state is an object. So when you
retrieve the cart from session state, you store it in a reference type variable.
Then, when you use that variable to add and remove items from the cart, the
session state object is updated automatically. This will make more sense when
you see the code for the Order and Cart pages.
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The code for the CartltemList class

Imports Microsoft.VisualBasic
Public Class CartItemList
Private cartItems As List(Of CartItem)
Public Sub New()
cartItems = New List(Of CartItem)
End Sub

Public ReadOnly Property Count As Integer
Get
Return cartItems.Count
End Get
End Property

Default Public Property Item(index As Integer) As CartItem
Get
Return cartItems(index)
End Get
Set(value As CartItem)
cartItems(index) = wvalue
End Set
End Property

Default Public ReadOnly Property Item(id As String) As CartItem

Get
For Each c¢ As CartItem In cartlItems
If c.Product.ProductID = id Then
Return c
End If
Next
Return Nothing
End Get

End Property

Public Shared Function GetCart() As CartItemList
Dim cart As CartItemList =
CType (HttpContext.Current.Session("Cart"), CartItemList)
If cart Is Nothing Then
HttpContext.Current.Session("Cart") = New CartItemList
End If
Return CType (HttpContext.Current.Session("Cart"), CartItemList)
End Function

Public Sub AddItem(product As Product, quantity As Integer)
Dim ¢ As New CartItem(product, quantity)
cartItems.Add(c)

End Sub

Public Sub RemoveAt(index As Integer)
cartItems.RemoveAt (index)
End Sub

Public Sub Clear()
cartItems.Clear()
End Sub
End Class

Figure 4-17  The code for the CartltemList class
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The web forms
of the Shopping Cart application

This chapter ends by presenting the aspx and Visual Basic code for the Order
and Cart pages. If you’ve followed everything to this point, you shouldn’t need
much explanation. But the code is described in detail in case you need that.

The aspx code for the Order page

Figure 4-18 shows the aspx code for the Order page, which is shown in its
rendered form in figure 4-1. This code includes HTMLS5 semantic elements like
the header and section elements, and it is formatted by the two external style
sheets that are in the Styles folder. This is consistent with the recommendations
of chapter 3.

The header element defines an image that’s used for the banner. The section
element defines the page’s form, and within the form are the HTML elements
and server controls that make up the main section of the page.

To start, there is a label with the text ‘“Please select a product”, a drop-down
list named ddIProducts, and the SQL data source that the drop-down list is bound
to. Here, the AutoPostBack attribute for the drop-down list is set to True so the
page will be posted back to the server when the user selects a product. In addi-
tion, the DataSourcelD, DataTextField, and DataValueField attributes specify
how the drop-down list is bound to the SQL data source.

This is followed by a div element with an ID of productData. This element
starts with four label controls that will display the product information like
name, short description, and long description. This is followed by a label for the
Quantity entry and a text box control for receiving the entry. That is followed by
two validation controls that will test the entry to make that it’s there and that it
ranges from 1 to 500.

The div element ends with two button controls. In the code-behind file for
this page, you’ll see the event handler that is called when the first button is
clicked. In contrast, the btnCart button uses the PostBackUrl property to indicate
that the Cart.aspx page should be requested when the button is clicked. Since its
CausesValidation attribute is set to False, the validation controls for the
txtQuantity text box won’t be executed when the Go to Cart button is clicked.

Finally, just under the productData div, there is an Image server control. This
control displays the image associated with the specified product. The CSS in the
external style sheet for this page causes this image to flow to the right of the div
element that contains the labels, text boxes, and buttons.

Note that the page uses HTML img and label elements as well as Image and
Label server controls. How do you know which to use? You should use HTML
elements for items that don’t change, like logo images and descriptive labels.
You should use server controls for items that will be changed by the code-behind
Visual Basic code, like the descriptions, price, and image for each product.
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The aspx file for the Order page (Order.aspx)

<%@ Page Language="VB" AutoEventWireup="false" CodeFile="Order.aspx.vb"
Inherits="Order" %>

<!DOCTYPE html>
<html xmlns="http://www.w3.0rg/1999/xhtml">
<head runat="server">
<title>Chapter 4: Shopping Cart</title>
<link href="Styles/Main.css" rel="stylesheet" />
<link href="Styles/Order.css" rel="stylesheet" />
</head>
<body>
<header>
<img src="Images/banner.jpg" alt="Halloween Store" />
</header>
<section>
<form id="forml" runat="server">
<label>Please select a producté&nbsp;</label>
<asp:DropDownList ID="ddlProducts" runat="server"
AutoPostBack="True" DataSourceID="SglDataSourcel"
DataTextField="Name" DataValueField="ProductID">
</asp:DropDownList>
<asp:SqglDataSource ID="SqglDataSourcel" runat="server"
ConnectionString='<%$ ConnectionStrings:HalloweenConnectionString %>'
SelectCommand="SELECT [ProductID], [Name], [ShortDescription],
[LongDescription], [ImageFile], [UnitPrice]
FROM [Products] ORDER BY [Name]">
</asp:SqglDataSource>
<div id="productData">
<asp:Label ID="lblName" runat="server"></asp:Label>
<asp:Label ID="lblShortDescription" runat="server"></asp:Label>
<asp:Label ID="lblLongDescription" runat="server"></asp:Label>
<asp:Label ID="1blUnitPrice" runat="server"></asp:Label>
<label id="lblQuantity">Quantity&nbsp;</label>
<asp:TextBox ID="txtQuantity" runat="server"></asp:TextBox>
<asp:RequiredFieldvalidator ID="RequiredFieldvalidatorl"
CssClass="validator" runat="server"
ControlTovValidate="txtQuantity" Display="Dynamic"
ErrorMessage="Quantity is a required field.">
</asp:RequiredFieldvalidator>
<asp:RangeValidator ID="RangeValidatorl"
CssClass="validator" runat="server"
ControlToValidate="txtQuantity" Display="Dynamic"
ErrorMessage="Quantity must range from 1 to 500."
MaximumValue="500" MinimumValue="1" Type="Integer">
</asp:RangeValidator><br />
<asp:Button ID="btnAdd" runat="server" Text="Add to Cart" />
<asp:Button ID="btnCart" runat="server" Text="Go to Cart"
PostBackUrl="~/Cart.aspx" CausesValidation="False" />
</div>
<asp:Image ID="imgProduct" runat="server" />
</form>
</section>
</body>
</html>

Figure 4-18  The aspx code for the Order page
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The Visual Basic code for the Order page

Figure 4-19 presents the code for the Order page’s code-behind file. This
code starts by declaring a module-level variable that will hold a Product object
that represents the item that the user has selected from the
drop-down list.

The Page_lLoad procedure starts by calling the DataBind method of the
drop-down list if the page is being loaded for the first time (IsPostBack isn’t
True). This method binds the drop-down list to the SQL data source, which
causes the data source to retrieve the data specified in its SelectCommand
property.

Then, the Page_load procedure calls the GetSelectedProduct procedure,
which is coded in this file. This procedure gets the data for the selected product
from the SQL data source and returns a Product object. That object is stored in
the selectedProduct variable, which is available to all of the procedures in this
class.

Finally, the Page_lLoad procedure formats the labels and the image control
to display the data for the selected product. At that point, the Order page is sent
back to the user’s browser.

For many applications, you don’t need to call the DataBind method in the
Page_l.oad procedure when you use data binding. Instead, you let ASPNET
automatically bind any data-bound controls. Unfortunately, this automatic data
binding doesn’t occur until after the Page_ILoad procedure has been executed. In
this case, because the GetSelectedProduct procedure won’t work unless the
drop-down list has already been bound, the application calls the DataBind
method to force the data binding to occur earlier than it normally would.

If the user clicks the Add to Cart button, the btnAdd_Click procedure is
executed. After checking that the page is valid, this procedure calls the GetCart
method of the CartltemList class to get the cart that’s stored in session state.
Remember that if a cart doesn’t already exist in session state, this method creates
a new CartltemList object and stores it in session state. Also remember that
GetCart is a shared method, so you call it from the class rather than an object
created from the class.

Next, this procedure tries to get the cart item for the product that’s selected
by the drop-down list. To do that, it uses the Item property of the CartltemList
object with the ID of the selected product as the index. If an item isn’t found
with this ID, the AddItem method of the CartltemList object is called to add an
item with the selected product and quantity to the list. In contrast, if an item is
found with the product ID, the AddQuantity method of the Cartltem object is
called to add the quantity to the item. Finally, this procedure uses
Response.Redirect to go to the Cart.aspx page.
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The code-behind file for the Order page (Order.aspx.vb)

Imports System.Data

Partial Class Order
Inherits System.Web.UI.Page

Private selectedProduct As Product

Protected Sub Page_Load(sender As Object, e As EventArgs) Handles Me.Load
If Not IsPostBack Then ddlProducts.DataBind()

selectedProduct = Me.GetSelectedProduct()

1blName.Text = selectedProduct.Name

lblshortDescription.Text = selectedProduct.ShortDescription

lblLongDescription.Text = selectedProduct.LongDescription

1blUnitPrice.Text =

FormatCurrency(selectedProduct.UnitPrice) & " each"

imgProduct.ImageUrl = "Images/Products/" & selectedProduct.ImageFile

End Sub

Private Function GetSelectedProduct() As Product
Dim productsTable As DataView =
CType(SglDataSourcel.Select(DataSourceSelectArguments.Empty),

DataView)
productsTable.RowFilter =
"ProductID = '" & ddlProducts.SelectedValue & "'"

Dim row As DataRowView = CType(productsTable(0), DataRowView)

Dim p As New Product
p.ProductID = row("ProductID").ToString
p.Name = row("Name").ToString
p.ShortDescription = row("ShortDescription").ToString
p.LongDescription = row("LongDescription").ToString
p.UnitPrice = CDec(row("UnitPrice"))
p.ImageFile = row("ImageFile").ToString
Return p
End Function

Protected Sub btnAdd_Click(sender As Object,
e As EventArgs) Handles btnAdd.Click
If Page.IsValid Then
Dim cart As CartItemList CartItemList.GetCart
Dim cartItem As CartItem = cart(selectedProduct.ProductID)

If cartItem Is Nothing Then
cart.AddItem(selectedProduct, CInt(txtQuantity.Text))

Else
cartItem.AddQuantity(CInt (txtQuantity.Text))

End If

Response.Redirect("Cart.aspx", False)

End If
End Sub
End Class

Figure 4-19  The Visual Basic code for the Order page
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The aspx code for the Cart page

Figure 4-20 shows the aspx code for the second page of the Shopping Cart
application, Cart.aspx, which is rendered in figure 4-1. Here, the shopping cart
is displayed in a ListBox control, and the CSS in the external style sheet for this
page causes the Remove and Empty buttons to flow to the right of the list box.

The Click events of these two buttons, as well as the CheckOut button, will
be handled by event handlers in the code-behind file. In contrast, the Continue
button uses the PostBackUrl attribute to return to the Order.aspx page. All four
buttons are styled by a CSS rule set for the button class.

The IblMessage label is used to display messages to the user. Notice here
that the EnableViewState property of this label is set to False. That way, the
value of this label isn’t maintained between HTTP requests. So if an error
message is displayed in this label, it won’t be displayed the next time the page is
displayed.




Chapter 4 How to develop a multi-page web site

The aspx file for the Cart page (Cart.aspx)

<%@ Page Language="VB" AutoEventWireup="false" CodeFile="Cart.aspx.vb"

Inherits="Cart" %>

<!DOCTYPE html>
<html xmlns="http://www.w3.0rg/1999/xhtml">
<head runat="server">
<title>Chapter 4: Shopping Cart</title>
<link href="Styles/Main.css" rel="stylesheet" type="text/css" />

<link href="Styles/Cart.css" rel="stylesheet" type="text/css" />
</head>

<body>
<header>
<img src="Images/banner.jpg" alt="Halloween Store" />
</header>
<section>
<form id="forml" runat="server">
<hl>Your shopping cart</hl>
<asp:ListBox ID="lstCart" runat="server"></asp:ListBox>
<div id="cartbuttons">
<asp:Button ID="btnRemove" runat="server" Text="Remove Item"
CssClass="button" /><br />
<asp:Button ID="btnEmpty" runat="server" Text="Empty Cart"
CssClass="button" />
</div>
<div id="shopbuttons">
<asp:Button ID="btnContinue" runat="server"
PostBackUrl="~/Order.aspx" Text="Continue Shopping"
CssClass="button" />
<asp:Button ID="btnCheckOut" runat="server" Text="Check Out"
CssClass="button" />
</div>
<p id="message">
<asp:Label ID="lblMessage" runat="server"
EnableViewState="False"></asp:Label>
</p>
</form>
</section>
</body>
</html>
Description

e The Cart.aspx page uses a list box to display the shopping cart.

e The IblMessage server control has its EnableViewState property set to False so
messages set by the Visual Basic code will clear when the page posts back.

e The btnContinue button uses cross-page posting to post back to the Order.aspx
page. The other buttons post back to the Cart page.

Figure 4-20  The aspx code for the Cart page
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The Visual Basic code for the Cart page

Figure 4-21 presents the code-behind file for the Cart page. This code starts
by declaring a module-level variable that will hold the CartltemList object for
the shopping cart. Then, each time the page is loaded, the Page_Load procedure
calls the GetCart method of the CartltemList class to retrieve the shopping cart
from session state and store it in this variable.

If the page is being loaded for the first time, the Page_Load procedure also
calls the DisplayCart procedure. This procedure starts by clearing the list box
that will display the shopping cart items. Then, it uses a For loop to add an item
to the list box for each item in the shopping cart list. Notice that this statement
uses the Count property of the CartltemList object to get the number of Cartltem
objects in the cart, and the Display method of the Cartltem objects to get the
strings to display in the list box control.

If the user clicks the Remove Item button, the btnRemove_Click procedure
is executed. This procedure begins by making sure that the cart contains at least
one item and that an item in the shopping cart list box is selected. If so, the
RemoveAt method of the CartltemList object is used to delete the selected item
from the shopping cart. Then, the DisplayCart procedure is called to refresh the
items in the list box.

If the user clicks the Empty Cart button, the btnEmpty_Click procedure is
executed. This procedure calls the Clear method of the CartltemList object to
clear the shopping cart. Then, it calls the Clear method of the Items collection of
the list box to clear that list.

Please note, though, that instead of using the Clear method to clear the list
box, this procedure could call the DisplayCart procedure. Similarly, the
btnRemove_Click procedure could use the Remove method of the Items collec-
tion of the list box to remove the item at the selected index instead of calling the
DisplayCart procedure. This just shows that there is usually more than one way
that functions like these can be coded.

Also note that the Cart page doesn’t contain a procedure for the Click
event of the Continue Shopping button. That’s because this button uses the
PostBackUrl property to post directly to the Order.aspx page. As a result, the
Cart page isn’t executed if the user clicks the Continue Shopping button.
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The code-behind file for the Cart page (Cart.aspx.vb)

Partial Class Cart
Inherits System.Web.UI.Page

Private cart As CartItemList

Protected Sub Page_Load(sender As Object, e As EventArgs) Handles Me.Load
cart = CartItemList.GetCart
If Not IsPostBack Then Me.DisplayCart()

End Sub

Private Sub DisplayCart()
lstCart.Items.Clear()
Dim item As CartItem
For i As Integer = 0 To cart.Count - 1
item = cart(i)
lstCart.Items.Add(item.Display)
Next
End Sub

Protected Sub btnRemove_Click(sender As Object,
e As EventArgs) Handles btnRemove.Click
If cart.Count > 0 Then
If 1lstCart.SelectedIndex > =1 Then
cart.RemoveAt (lstCart.SelectedIndex)
Me.DisplayCart()
Else
lblMessage.Text = "Please select the item you want to remove."
End If
End If
End Sub

Protected Sub btnEmpty Click(sender As Object,
e As EventArgs) Handles btnEmpty.Click
If cart.Count > 0 Then
cart.Clear()
lstCart.Items.Clear()
End If
End Sub

Protected Sub btnCheckOut_Click(sender As Object,
e As EventArgs) Handles btnCheckOut.Click
lblMessage.Text = "Sorry, that function hasn't been " &
"implemented yet.'
End Sub
End Class

Figure 4-21 The Visual Basic code for the Cart page
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Perspective

The purpose of this chapter has been to get you started with the develop-
ment of multi-page web applications. Now, if this chapter has worked, you
should be able to develop multi-page applications of your own. Yes, there’s a
lot more to learn, but you should be off to a good start.

Frankly, though, much of the Visual Basic code in the Shopping Cart
application is difficult, even in a simple application like this one. So if your
experience with Visual Basic is limited, you may have trouble understanding
some of the code. You may also have trouble writing the same type of code for
your new applications.

If that’s the case, we recommend that you get our latest Visual Basic book.
It will quickly get you up to speed with the Visual Basic language. It will show
you how to use dozens of the .NET classes, like the List(Of T) class. It will
show you how to develop object-oriented Windows applications. It is a
terrific on-the-job reference. And it is the perfect companion to this book,
which assumes that you already know Visual Basic.

Terms

NuGet package data source

class library bind a data source

HTTP redirect message session state

cross-page posting session state object

custom property session ID

absolute URL cookie

relative URL Data Transfer Object (DTO)
Summary

In an ASP.NET web site, the App_Code folder is used for non-page classes,
and the App_Data folder is used for database files.

When you start a new web site from the ASP.NET Web Forms Site template
instead of the Empty Web Site template, many folders and files are included.
These can be a source of ideas for the new web site as well as other web
sites.

By default, the starting page for a web site is the Default.aspx page, but you
can change that to whichever page you want.

If your web site needs to use classes that are part of a class library, you can
add the class library assembly to the Bin folder of the web site.

In the code-behind file for a web form, you can use the Transfer method
to go to another page without going back to the browser. Or, you can use
the Redirect method to send an HTTP redirect message to the browser that
causes the browser to request the new page.
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With cross-page posting, the PostBackUrl property of a button specifies the
page that’s requested when the user clicks the button. Then, you can use the
PreviousPage property along with the FindControl method or custom proper-
ties to get the data from the previous page.

To identify the page that control should be transferred to, you can use an
absolute or a relative URL.

In an ASP.NET web site, a data source can be used to get the data from
specific rows and columns of a database like an SQL Server database. Then,
you can bind the data source to a control like a drop-down list. You can also
use Visual Basic to get data from a data source.

ASP.NET uses session state to create a session state object for each user of
an application. This object can be used to store data that’s used across the
pages of an application.

To make session state work, ASP.NET creates a session ID that’s sent to
the browser as a cookie. Then, the browser returns this ID to the server with
each request so the server can associate the user with the right session state
object.

Exercise 4-1 Build the Shopping Cart
application

This exercise guides you through the process of building a Shopping Cart
application like the one that’s presented in this chapter. To save time, though,
youwll start from a web site that has the folders and files for the images, database,
non-page classes, and style sheets needed by the application.

Open the web site and review its folders and files
1. Open the web site named Ex04Cart in the C:\aspnet45_vb directory. Then,
change this web site to IIS Express.

2. Run the application to see that a Directory Listing is displayed in the browser,
which means the starting page hasn’t been set. Then, stop the application, and
set the starting page to the Order form.

3. Run the application again. When the Order page is displayed, click on the
Go to Cart button to go to the Cart page. Note that both forms have all of the
controls that are required, but only the Go to Cart button works.

4. Stop the application, return to Visual Studio, and review the folders and files.
Note that the App_Code folder contains the three class files that this web site
uses, the App_Data folder contains an SQL Server database (Halloween.mdf),
and the Styles folder contains three style sheets that format the controls on
the two forms. Note also that the aspx files for the web forms include all of
the controls including the validation controls, but their code-behind files don’t
contain any procedures.

5. Open the web.config file and note that unobtrusive validation has been turned
off for the entire web site by using the third method shown in figure 2-13 of
chapter 2.
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Build out the Order page

6.
7.

Open the Order form in Source view.

Add an SqlDataSource control right after the code for the drop-down list, and
configure the data source to get product data from the Halloween database as
shown in figures 4-9 and 4-10. Use HalloweenConnectionString as the name
of the connection string for the database, and click on the Test Query button in
the last step to see the data that’s returned by the data source.

Switch to Design view and display the smart tag menu for the drop-down list.
Then, set Enable AutoPostBack to True, and bind the drop-down list to the
data source as described in figure 4-11. If necessary, click the Refresh Schema
link so you can see the field names in the drop-down lists of the dialog box.

Run the application to see how the drop-down list works. Now, you should be
able to select a product from the list. Although the page will post back when
you do that, nothing will happen.

Add the Visual Basic code for the Order form
As you enter the Visual Basic code for the Order form, be sure to take full
advantage of the IntelliSense and snippets that Visual Studio provides.

10.

11.

12.

13.

14.

In Design view, double-click outside the body of the Order form to switch to
the code-behind file in the Code Editor and start an event handler for the Load
event. Then, add a module-level declaration for a Product object before the
Load event handler, as shown in figure 4-19. This is the object that’s defined
by the Product class in the App_Code folder.

Before coding the Load event handler, enter the GetSelectedProduct
procedure that’s shown in figure 4-19. This should be coded right after the
code for the Load event handler. The GetSelectedProduct procedure gets the
data for the product that’s selected in the drop-down list. Then, it instantiates
a new Product object. Last, it puts the database data for the product in the
properties of the Product object, and it returns that Product object. After you
code this procedure, be sure to add an Imports statement for the
System.Data namespace.

Enter the code for the Load event handler that binds the SQL data source

to the drop-down list the first time the page is requested. After that, add the
code that displays the data and image for the selected product in the Order
form each time the page is requested. To do that, use the GetSelectedProduct
procedure that you just entered.

Run the application to test the code. Now, when you select a product from the
list, the appropriate data for the product should be displayed on the page.

In Design view, double-click on the Add to Cart button to open the Code
Editor and start an event handler for the Click event of that button. Then, add
code to the event handler so it adds the selected product to the session object.
To do that, you can use the GetCart and AddItem methods of the CartltemList
class, the Item property of the CartltemList class, and the AddQuantity
method of the Cartltem class, as shown in figure 4-19.
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Build out the Cart page and add its Visual Basic code

15.

16.

17.

18.

19.

Open the aspx file for the Cart page in Design view, and set the PostBackUrl
property of the Continue Shopping button so it displays the Order page. Now,
test that change to make sure the button works correctly.

In Design view, double-click outside the body of the page to start a Load event
handler and switch to the Code Editor. But before you code the Load event
handler, code the DisplayCart procedure that’s called by the event handler. It
is shown in figure 4-21. Here, IstCart refers to the list box that’s on the form.

Before the Load event handler, declare a module-level CartltemList variable
that can be accessed by all the procedures for this form. Then, code the Load
event handler. Within this event handler, you can use the GetCart method of
the CartltemList class to get the cart from session state, and you can use the
DisplayCart procedure to display the cart items in the list box, as shown in
figure 4-21.

Run the application to test this code. Now, when you select a product on the
Order page, enter a quantity, and click the Add to Cart button, the application
should add the item to the cart and display it in the Cart page.

Add the event handlers for the Click events of the Remove, Empty, and Check
Out buttons. To start the event handler for each button, switch to Design view
and double-click on the button. Then, add the code for the event handlers as
shown in figure 4-21.

Test everything and experiment

20.

21.

22.

At this point, the entire application should work correctly. If it doesn’t, find
the problem and fix it.

If you want to experiment with any aspect of this application, do that now. For
instance, add the total price (quantity times unit price) for each item in the
cart so each line in the cart looks like this:

Austin Powers (2 @ $79.99 each = $159.98)

When you’re through experimenting, close the solution.
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How to test and debug
ASP.NET applications

If you’ve done much programming, you know that testing and debugging are
often the most difficult and time-consuming phase of program development.
Fortunately, Visual Studio includes an integrated debugger that can help you
locate and correct even the most obscure bugs. And ASP.NET includes a trace
feature that displays useful information as your ASP.NET pages execute.

In this chapter, you’ll learn how to use both of these debugging tools.
You’ll also learn how to test an application to determine if it works properly
in multiple browsers at the same time. And you’ll learn how to use the Page
Inspector to analyze the HTML and CSS for a page.

How to test an ASP.NET web site
How to test @ Web SIte ........covvieiiiiiieiicciiiecee e
How to test a web site in two or more browsers at the same time....
How to use the Exception ASSISTANt .......ccccvvevererieieieierienenenenesenieeieene
How to use the Page INSPeCtor ......c..eveviererenininiiiiiceereeneseeeeeeene

How to use the debugger ........cccoommmmiinimemmmnnneeermnneeneen
How to use breakpoints ........ocveceeriereriereneniieieeeeeeieeee e
HOW t0 USE traCePOINLS .....ecveevieieieieierie ettt
How to work in break mode ...
How to use the debugging windows to monitor variables................

How to use the trace feature ..........coecmeremrincrernssnseninen
How to enable the trace feature ........c.coceeeeerieenenienicceecece

How to interpret trace output..........cccecevueeeeernenene

How to create custom trace messages

Perspective ..eiriimissmrrnmmssssssnrisssssssnesssssss s esssssssnsensnsssenennnns




166 Section 1 The essence of ASP.NET programming

How to test an ASP.NET web site

When you test a web site or application, you try to make it fail. In other
words, the goal of testing is to find all of the errors. When you debug an applica-
tion, you find the cause of all of the errors that you’ve found and fix them.

To test an ASP.NET application, you typically start by running it from Visual
Studio in the default browser. Then, you test the application with other web
browsers to make sure it works right in all of them, even if they’re all using the
same application at the same time.

How to test a web site

Unless you’ve changed it, Windows uses Internet Explorer as its default
browser. Figure 5-1 presents six different ways you can run a web application
with the default browser. Three of these techniques start the debugger so you can
use its features to debug any problems that might arise. The other three don’t
start the debugger.

The first time you run a web application using one of the first three tech-
niques, Visual Studio displays a dialog box indicating that debugging isn’t
enabled in the web.config file. From this dialog box, you can choose to enable
debugging, or you can choose to run the application without debugging. In
most cases, you’ll enable debugging so you can use the debugger with your
application.

All of the techniques in this figure except the View in Browser command
start the application and display the application’s designated start page. However,
the View in Browser command displays the selected page. For example, if you
right-click the Cart page and choose View in Browser, the Cart page will be
displayed. This command is useful if you want to test a page without having to
navigate to it from the designated start page.

Once you’ve thoroughly tested an application with your default browser,
you’ll want to test it for browser incompatibilities. To do that, you need to run
your application in all of the common browsers to make sure it looks and works
the same in all of them. To do that, you can use the techniques in this figure. You
can either change the default browser that Visual Studio uses, or you can use the
Browse With dialog box to temporarily change the browser.
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Choosing the browser for testing an application
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How to run an application in the default browser with debugging

e Click the browser name in the Standard toolbar, press F5, or choose the
DEBUG->Start Debugging command.

How to run an application without debugging

e Press Ctrl+F5, choose DEBUG-> Start Without Debugging, or right-click a page in
the Solution Explorer and choose View in Browser.

How to stop an application that’s run with debugging

e Press Shift+F5, click the Stop Debugging button in the Debug toolbar, or choose
DEBUG->Stop Debugging.

How to run an application in a different browser

e If you want to change the default browser, click on the down arrow to the right
of the browser name in the Standard toolbar, as shown above. Then, run the
application.

e If you want to run an application in a different browser without changing the
default, click on Browse With in the drop-down list or Browse With in the shortcut
menu for a form. Then, in the Browse With dialog box, select the browser you want
to use and click the Browse button to run the application without debugging.

Description

e If you run an application with debugging, you can use Visual Studio’s built-in
debugger to find and correct program errors.

Figure 5-1 How to test a web site
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How to test a web site in two or more browsers
at the same time

As you learned in chapter 3, you always need to test your web sites in all of
the common browsers to prevent browser incompatibilities. For database appli-
cations, though, you also need to test your applications in two or more browsers
at the same time. That way, you can find and correct concurrency errors. Those
errors can occur when two different users try to make changes to the same row in
a database table at the same time.

Figure 5-2 shows how to run your web site in more than one browser on
your own computer when you’re using IIS Express. This is possible because IIS
Express, which hosts your web site, automatically starts when you open Visual
Studio. This means that as long as Visual Studio is running, you can run your site
in more than one browser. You just need to know the URL of your site.

The easiest way to get the URL is to run your web site from within Visual
Studio using one of the methods in the previous figure. Then, copy the URL
from the browser’s address bar and paste it into one or more additional browsers.
This is illustrated by the Internet Explorer and Firefox browsers in this figure. In
this example, Internet Explorer was opened by Visual Studio so the Visual Studio
debugger can be used to debug any errors that occur. Then, the Firefox browser
was opened separately and the URL was copied from Internet Explorer into the
Firefox address bar.
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The Cart application running in two browsers at the same time
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How test a web site in two or more browsers with lIS Express

o IIS Express automatically starts when you start Visual Studio 2012. Then, you can
open your web site in multiple browsers by opening new browsers and copying the
URL from your default browser into the address bars of the other browsers.

Description

e When you run an application in two or more browser windows simultaneously, you
can test whether the application handles concurrency errors properly.

o If you open one of the browsers that’s testing an application from within Visual
Studio, you can use the debugger to help you debug.

Figure 5-2 How to test a web site in two or more browsers at the same time
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How to use the Exception Assistant

As you test an ASP.NET application, you may encounter runtime errors
that prevent an application from executing. When that happens, an exception
is thrown. Often, you can write code that anticipates these exceptions, catches
them, and processes them appropriately. If an exception isn’t caught, however,
the application enters break mode and the Exception Assistant displays a dialog
box like the one in figure 5-3.

As you can see, the Exception Assistant dialog box indicates the type of
exception that occurred and points to the statement that caused the error. In many
cases, this information is enough to determine what caused the error and what
should be done to correct it. For example, the Exception Assistant dialog box
in this figure indicates that the input string isn’t in a correct format, and that the
problem was encountered in this line of code for the Order page:

cart.AddItem(selectedProduct, CInt(txtQuantity.Text))

Based on that information, you can assume that the Text property of the
txtQuantity control contains a value that can’t be converted to an integer, since
the AddItem method of the cart object accepts an integer as its second parameter.
This could happen if the application didn’t check that the user entered an integer
value into this control. (To allow this error to occur, I disabled the validators for
the Quantity text box on the Order page.)

Many of the exceptions you’ll encounter will be system exceptions like the
one shown here. These exceptions apply to general system operations such as
arithmetic operations and the execution of methods. If your applications use
ADO.NET, you can also encounter ADO.NET and data provider exceptions.

If, for example, the connection string for a database is invalid, a data provider
exception will occur. And if you try to add a row to a data table with a key that
already exists, an ADO.NET error will occur. More about this in section 3.

In some cases, you won’t be able to determine the cause of an error just by
analyzing the information in the Exception Assistant dialog box. Then, to get
more information about the possible cause of an exception, you can use the list
of troubleshooting tips in the dialog box. The items in this list are links that
display additional information in a Help window. You can also use the other
links in this dialog box to search for more help online, to display the content of
the exception object, and to copy the details of the exception to the clipboard.
If you still can’t determine the cause of an error, you can use the Visual Studio
debugger to help you locate the problem.
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The Exception Assistant dialog box
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Description

e If you run an application with debugging and an exception occurs, the application
enters break mode and the Exception Assistant displays a dialog box like the one
above.

e The Exception Assistant provides the name and description of the exception, and it
points to the statement in the program that caused the error. It also includes a list of
troubleshooting tips that you can click on to display more information.

e The information provided by the Exception Assistant is often all you need to
determine the cause of an error. If not, you can close this window and then use the
debugging techniques presented in this chapter to determine the cause.

e If you continue program execution after an exception occurs, ASPNET terminates
the application and sends a Server Error page to the browser. This page is also
displayed if you run an application without debugging. It provides the name of the
application, a description of the exception, and the line in the program that caused
the error.

Figure 5-3 How to use the Exception Assistant
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How to use the Page Inspector

When you test an application, you of course test to make sure all of the
Visual Basic code and all of the operations work correctly. But you also test to
make sure that the pages are formatted correctly in all browsers. If they aren’t,
you need to fix the HTML or CSS code so they are.

To help you fix problems like that, ASP.NET provides the Page Inspector
that’s shown in figure 5-4. When you run an application in the Page Inspector,
the pages are rendered within Visual Studio, and you can actually test the
application there. But whenever you want to inspect the aspx, HTML, and CSS
code for a control, you can click on the Inspect button and then move the mouse
pointer over the control.

This is illustrated by the example in this figure. Here, the ListBox control
is highlighted after the user has added one item to the cart. Then, in the HTML
window below the Cart page, you can see the HTML that has been generated
for the list box: one select element that contains one option element. In the CSS
window, you can see the CSS that has been applied to the list box. And in the
window to the right of the Cart page, you can see the aspx code for the list box.
Since the related code is highlighted in the HTML and aspx windows, it’s easy
to see the relationships between the aspx and HTML code.

One of the best uses for the Page Inspector is to see the HTML that’s
generated for a server control. That’s easier than running the application in
the browser and viewing the source code there. In the case of the list box, for
example, you may decide that you want to add margins or padding to the items
that it contains by applying CSS to its option elements.

To make the Page Inspector especially useful, you can add and modify
code while the Page Inspector is running and see the changes right away. If, for
example, you add a style to the style sheet for a page, the change will be shown
in the Page Inspector right away. You can also check or uncheck boxes in the
CSS window to see the effect of turning a style on or off.

The best way to master the Page Inspector is to experiment with it. You may
also want to search for one of the several training videos that show how to use
it on the Internet. Although you won’t need to use the Page Inspector often, it
occasionally comes in handy.
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The Cart page for the Shopping Cart application in the Page Inspector
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How to run an application with the Page Inspector

o In the Solution Explorer, right-click on a project or page and select View in Page
Inspector from the shortcut menu. Or, you can select Page Inspector from the
drop-down browser list in the Standard toolbar.

How to inspect the controls on a web page

e Click on the Inspect button in the Page Inspector. Then, move the mouse pointer
over any control to see the aspx code for it, the HTML that’s generated for it, and
the CSS that’s applied to it.

Description

e The Page Inspector lets you view the HTML that’s generated for the controls on a
form. This is easier than running the application in a browser and viewing its source
code. The Page Inspector also shows the CSS that’s used to format each HTML
element.

o When you use the Page Inspector, you can test the application by entering values
and using the controls. Then, you can see how your operations affect the HTML.

e If you change the aspx or CSS code, the changes are immediately reflected in the
Page Inspector. You can also check or uncheck a CSS rule to see its effect on the

page.

Figure 5-4 How to use the Page Inspector
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How to use the debugger

The topics that follow introduce you to the basic techniques for using the
Visual Studio debugger to debug an ASP.NET application. Note that these
techniques are almost identical to the techniques you use to debug a Windows
application. If you’ve debugged Windows applications, then, you shouldn’t have
any trouble debugging web applications.

How to use breakpoints

Figure 5-5 shows how to use breakpoints in an ASP.NET application. Note
that you can set a breakpoint before you run an application or as an application
is executing. Remember, though, that an application ends after it generates a
page. So if you switch from the browser to Visual Studio to set a breakpoint, the
breakpoint won’t be taken until the next time the page is executed. If you want
a breakpoint to be taken the first time a page is executed, then, you’ll need to set
the breakpoint before you run the application.

After you set a breakpoint and run the application, the application enters
break mode before it executes the statement that contains the breakpoint. In this
illustration, for example, the application will enter break mode before it executes
the statement that caused the exception in the last figure to occur. Then, you can
use the debugging features to debug the application.

In some cases, you may want to set more than one breakpoint. You can do
that either before you begin the execution of the application or while the applica-
tion is in break mode. Then, when you run the application, it will stop at the first
breakpoint. And when you continue execution, the application will execute up to
the next breakpoint.

Once you set a breakpoint, it remains active until you remove it. In fact, it
remains active even after you close the project. If you want to remove a break-
point, you can use one of the techniques presented in this figure.

You can also work with breakpoints from the Breakpoints window. To
disable a breakpoint, for example, you can remove the check mark in front of the
breakpoint. Then, the breakpoint isn’t taken until you enable it again. You can
also move to a breakpoint in the Code Editor window by selecting the break-
point in the Breakpoints window and then clicking on the Go To Source Code
button at the top of this window, or by right-clicking on the breakpoint in the
Breakpoints window and choosing Go To Source Code from the shortcut menu.

If you experiment with the Breakpoints window, you’ll see that it also
provides other features like labeling groups of breakpoints, filtering breakpoints,
and setting break conditions and hit counts. But these features are more than
you’ll need for most applications.

If you’re using Visual Studio Express for Web, you’ll see that it supports
most, but not all, of the debugging features described in this chapter. For
instance, the Breakpoints window isn’t available with the Express Edition, and
that edition only provides one Watch window.
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The Order page with a breakpoint
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How to set and clear breakpoints

e To set a breakpoint, click in the margin indicator bar to the left of the statement at
which you want the break to occur. The statement will be highlighted and a break-
point indicator (a large dot) will appear in the margin. You can set a breakpoint
before you run an application or while you’re debugging the application.

e To remove a breakpoint, click the breakpoint indicator. To remove all breakpoints at
once, use the DEBUG->Delete All Breakpoints command.

e To disable all breakpoints, use the DEBUG->Disable All Breakpoints
command. You can later enable the breakpoints by using the DEBUG->Enable All
Breakpoints command.

o To display the Breakpoints window, use the DEBUG—>Windows—>Breakpoints
command. Then, you can use this window to go to, delete, enable, disable, label, or
filter breakpoints.

Description

e When ASP.NET encounters a breakpoint, it enters break mode before it executes
the statement on which the breakpoint is set. Note, however, that can’t set break-
points on blank lines.

Figure 5-5 How to use breakpoints
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How to use tracepoints

Visual Studio also provides a feature called tracepoints. A tracepoint is a
special type of breakpoint that performs an action when it’s encountered. Figure
5-6 shows how tracepoints work.

To set a tracepoint, you use the When Breakpoint Is Hit dialog box to
indicate what you want to do when the tracepoint is “hit.” In most cases, you’ll
use the Print a Message option to display a message in the Output window. This
message can include the values of variables and expressions that you code within
braces as well as special keywords.

For example, the message shown here will include the value of the
Selected Value property of the ddIProducts control. You can see the output from
this tracepoint in the Output window in this figure. Here, the first tracepoint
message was displayed the first time the page was requested. The second
message was displayed when a product was selected from the drop-down list.
And the third message was displayed when a quantity was entered and the Add
to Cart button was clicked.

Notice that the Output window is also used to display Visual Studio
messages like the first one shown in this figure. Because of that, this window is
displayed automatically when you run an application. If you close it and want to
reopen it without running the application again, you can use the VIEW > Output
command.

By default, program execution continues after the tracepoint action is
performed. If that’s not what you want, you can remove the check mark from the
Continue Execution option. Then, the program will enter break mode when the
tracepoint action is complete.

After you set a tracepoint on a statement, the statement will be highlighted
and a breakpoint indicator will appear in the margin. If program execution will
continue after the tracepoint action is performed, the indicator will appear as a
large diamond. But if the program will enter break mode, the standard break-
point indicator is used.

Tracepoints are useful in situations where a standard breakpoint would be
cumbersome, like in the execution of a loop. For example, suppose you have a
loop that does 100 iterations, and an exception occurs in the middle somewhere.
Imagine how tedious it would be to manually continue execution until you get to
the error. In contrast, a tracepoint will give you a report of the loop’s execution
with just one click of the Start Debugging button.
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Description

Figure 5-6

A tracepoint is a special type of breakpoint that lets you perform an action. When
ASP.NET encounters a tracepoint, it performs the action. Then, it continues execu-
tion if the Continue Execution option is checked or enters break mode if it isn’t.

You typically use tracepoints to print messages to the Output window. A message
can include text, values that are coded within braces { }, and special keywords.

To set a tracepoint, right-click on a statement and choose Breakpoint->Insert
Tracepoint. Then, complete the When Breakpoint Is Hit dialog box and click OK.
You can also convert an existing breakpoint to a tracepoint by right-clicking on its
indicator and choosing When Hit.

If program execution will continue after the tracepoint action is performed, the
tracepoint will be marked with a large diamond as shown above. Otherwise, it will
be marked like any other breakpoint.

How to use tracepoints
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How to work in break mode

Figure 5-7 shows the Order page in break mode. In this mode, the next state-
ment to be executed is highlighted. Then, you can use the debugging information
that’s available to try to determine the cause of an exception or a logical error.

A great way to get information about what your code is doing is to use data
tips. A data tip displays the current value of a variable or property when you
hover the mouse pointer over it. You can also see the values of the members of
an array, structure, or object by placing the mouse pointer over the plus sign in a
data tip.

For example, this figure shows a data tip for a Cartltem object, which
displays its Product and Quantity properties. Since the mouse pointer is over
the plus sign for the Product property, its member values are visible. You can
see all this information, just by hovering the mouse pointer over variables and
properties.

You can also see the values of variables and properties in the debugging
windows in the bottom of the Visual Studio window. For example, the Locals
window is visible in this figure. You’ll learn more about the Locals window and
some of the other debugging windows in a minute.

Once you’re in break mode, you can use a variety of commands to control
the execution of the application. The commands that are available from the
DEBUG menu or the Debug toolbar are summarized in the table in this figure.
You can also use shortcut keys to start these commands.

To execute the statements of an application one at a time, you use the Step
Into command. Each time you use this command, the application executes
the next statement, then returns to break mode so you can check the values of
properties and variables and perform other debugging functions. The Step Over
command is similar to the Step Into command, but it executes the statements in
called procedures without interruption (they are “stepped over”).

The Step Out command executes the remaining statements in a procedure
without interruption. When the procedure finishes, the application enters break
mode before the next statement in the calling procedure is executed.

If your application gets caught in a processing loop so it keeps executing
indefinitely without generating a page, you can force it into break mode by
choosing the DEBUG->Break All command. This command lets you enter break
mode any time during the execution of an application.
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The Shopping Cart application in break mode
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Commands in the DEBUG menu and toolbar

Command Keyboard Function

Start/Continue F5 Start or continue execution of the application.

Break All Ctrl+Alt+Break Stop execution and enter break mode.

Stop Debugging Shift+F5 Stop debugging and end execution of the application.

Restart Ctrl+Shift+F5 Restart the entire application.

Step Into F11 Execute one statement at a time.

Step Over F10 Execute one statement at a time except for called procedures.
Step Out Shift+F11 Execute the remaining lines in the current procedure.

Description

e When you enter break mode, the debugger highlights the next statement to be
executed. Then, you can use the debugging windows and the buttons in the DEBUG
menu and toolbar to control the execution of the program and determine the cause
of an exception.

e To display the value of a variable or property in a data tip, position the mouse
pointer over the variable or property in the Code Editor window.

e To display the members of an array, structure, or object in a data tip, position the
mouse pointer over it to display its data tip, and then point to the plus sign in the data
tip.

* You can use the Step Into, Step Over, and Step Out commands to execute one or
more statements and return to break mode.

o To stop an application that’s caught in a loop, switch to the Visual Studio window

and use the DEBUG—>Break All command.

Figure 5-7 How to work in break mode
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How to use the debugging windows
to monitor variables

If you need to see the values of several application variables or properties,
you can do that using the Autos, Locals, or Watch windows. By default, these
windows are displayed in the lower left corner of the IDE when an application
enters break mode. If they’re not displayed, you can display them by selecting
the appropriate command from the DEBUG-> Windows menu. Note, however,
that the Express Edition of Visual Studio provides only one Watch window, but
the full editions provide four.

The contents of the Locals and Watch windows are illustrated in figure 5-8.
The Locals window displays information about the variables within the scope of
the current procedure. If the code in a form is currently executing, this window
also includes information about the form and all of the controls on the form. The
Autos window is similar to the Locals window, but it only displays information
about the variables used in the current statement and the previous statement.

Unlike the Autos and Locals windows, the Watch windows let you choose
the values that are displayed. For example, the Watch window in this figure
displays the SelectedValue property of the ddIProducts control as well as the
properties of the cart object. Besides variable values, you can add properties of
the page or of business classes to the Watch window, as well as the values of
expressions. In fact, an expression doesn’t have to exist in the application for you
to add it to a Watch window.

To add an item to a Watch window, you can type it directly into the Name
column. Alternatively, if the item appears in the Code Editor window, you can
highlight it in that window and then drag it to a Watch window. You can also
highlight the item in the Code Editor or a data tip and then right-click on it and
select the Add Watch command to add it to the Watch window that’s currently
displayed.

The Immediate window is useful for displaying the values of variables or
properties that don’t appear in the Code Editor window. To display a value,
you type a question mark followed by the name of the variable or property. For
instance, the first query in the Immediate window in this figure displays the
selected value in the drop-down list, and the second query displays the properties
of the selectedProduct variable.

The commands that you enter into the Immediate window remain there
until you exit from Visual Studio or explicitly delete them using the Clear All
command in the shortcut menu for the window. That way, you can edit and reuse
the same commands from one execution of an application to another without
having to reenter them.

To execute a command that you’ve already entered in the Immediate
window, scroll through the commands in the window to find the one you want.
As you scroll, the commands are displayed at the bottom of the window. Then,
you can select one and press Enter to execute it.
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The Locals window and a Watch window
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Description

The Locals window displays information about the variables within the scope of the
current procedure.

The Watch windows let you view the values of variables and expressions that you
specify, called watch expressions. You can display up to four Watch windows in the
full edition of Visual Studio but only one in the Express edition.

To add a watch expression, type a variable name or expression into the Name
column, or highlight a variable or expression in the Code Editor window and drag it
to the Watch window. You can also right-click on a variable, highlighted expression,
or data tip in the Code Editor window and choose Add Watch.

To delete a row from a Watch window, right-click the row and choose Delete
Watch. To delete all the rows in a Watch window, right-click the window and
choose Select All to select the rows, then right-click and choose Delete Watch.

You can use the Immediate window to display specific values from a program
during execution. To display a value in the Immediate window, enter a question
mark followed by the expression whose value you want to display. Then, press the
Enter key.

To remove all commands and output from the Immediate window, right-click the
window and choose the Clear All command from the shortcut menu. To execute an
existing command, scroll to find it, select it, and press Enter.

To display any of these windows, click on its tab if it’s visible or select the appro-
priate command from the DEBUGWindows menu.

Figure 5-8 How to use the debugging windows to monitor variables
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How to use the trace feature

The trace feature is an ASP.NET feature that displays information that you
can’t get by using the debugger. The trace feature is most useful when trouble
shooting a web site that you can’t debug in Visual Studio, such as a production
web site on a remote server. When you’re working from Visual Studio, though,
you shouldn’t need the trace feature because the debugger works so well.

How to enable the trace feature

To use the trace feature, you must first enable tracing. To do that, you add a
Trace attribute to the Page directive of the page that you want to trace, as shown
in the first code example in figure 5-9. Or, to enable tracing for every page in the
web site, you add an element to the web.config file, as shown in the second code
example in this figure. Then, trace information will be added to the end of each
page’s output each time the page is requested.

How to interpret trace output

In figure 5-9, you can see the start of the output for the Cart page after
the user added an item to the shopping cart. After the request details, the trace
information provides a list of trace messages that are generated as the applica-
tion executes. Here, ASP.NET automatically adds Begin and End messages when
major page events such as Prelnit, Init, and InitComplete occur. If you scroll
down to see all of these trace messages, you can see the variety of events that are
raised during the life cycle of a page.

After the trace messages, you’ll find information about the controls used
by the page, the items in the session state object, the cookies that were included
with the HTTP request, the HT'TP request headers, and the server variables. In
this figure, for example, you can see the session state and cookies data for the
Cart page of the Shopping Cart application. In this case, an item named Cart has
been added to the session state object. And a cookie named ASPNET_Sessionld
is used to keep track of the user’s session ID so the user’s session state object
can be retrieved.
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The beginning of the trace output for the Cart page

@. ‘|:§ http://localhost57183/Ch04Cart/Ca O ~ B & X || (2 Chapter 4; Shopping Cart ‘ |

File Edit View Favorites Tools Help

Request Details

Session Id: 4lzilg5smfaef2gvehjd0zgy Request Type: GET
Time of Request: 6/5/2013 11:45:44 AM Status Code: 200

Request Encoding: Unicode (UTF-8 Response Encoding: Unicode (UTF-8

race Information

Category Message From First(s) From Last(s)
aspx.page Begin Prelnit
aspx.page End Prelnit 0.000034 0.000034
aspx.page Begin Init 0.000046 0.000012
aspx.page End Init 0.000074 0.000029
aspx.page Begin InitComplate 0.000087 0.000013
aspx.page End InitComplete 0.000099 0.000011

4 | n

The session and cookies information for the Cart page
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File Edit View Favorites Tools Help

Session Key Type Value
CartltemList CartItemList

Application State

Application Ke Value
Request Cookies Collection

Name Value Slze
ASP.NET_Sessionld 4zilgSsmfaef2gvehjdozgy

4 | n

|m

A Page directive that enables tracing for the Cart page

A web.config setting that enables tracing for the entire web site

<system.web>
<trace enabled="true" pageOutput="true" />
</system.web>
Description
e The ASPNET ftrace feature traces the execution of a page and displays trace
information in tables at the bottom of that page.
[ ]

Figure 5-9 How to enable the trace feature and interpret trace output

<%@ Page Language="VB" AutoEventWireup="false" CodeFile="Cart.aspx.vb"
Inherits="Cart" Trace="true" %>

To activate the trace feature for a page, you add a Trace attribute set to True to its
Page directive. To activate the trace feature for the web site, you add a trace
element to the web.config file as shown above.
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How to create custom trace messages

In some cases, you may want to add your own messages to the trace
information that’s generated by the trace feature. This can help you track the
sequence in which the procedures of a form are executed or the changes in the
data as the procedures are executed. Although you can also do this type of track-
ing by stepping through the procedures of a form with the debugger, the trace
information gives you a static listing of your messages.

Note, however, that you can also create this type of listing using tracepoints
as described earlier in this chapter. The advantage to using tracepoints is that
you can generate trace information without adding code to your application. In
addition, this output is generated only when you run an application with debug-
ging. In contrast, you have to add program code for custom trace messages, and
the trace output is generated whenever the trace feature is enabled. If you don’t
have access to the debugger, though, trace messages are a good troubleshooting
option.

To add messages to the trace information, you use the Write or Warn method
of the TraceContext object. This is summarized in figure 5-10. The only differ-
ence between these two methods is that messages created with the Warn method
appear in red. Notice that to refer to the TraceContext object, you use the Trace
property of the page.

When you code a Write or Warn method, you can include both a category
and a message or just a message. If you include a category, it will show in the
category column in the trace output. If you include just a message, the category
column is left blank, as shown in this figure. In most cases, you’ll include a
category because it makes it easy to see the sequence in which the methods were
executed. However, leaving the category blank can make it easier to see your
custom messages in a long list of trace output.

If you want to determine whether tracing is enabled before executing a Write
or Warn method, you can use the IsEnabled property of the TraceContext object
as shown in the example in this figure. Normally, though, you won’t check the
IsEnabled property because trace statements are executed only if tracing is
enabled.
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Common members of the TraceContext class
Property Description

IsEnabled True if tracing is enabled for the page.
Method Description

Write(message) Writes a message to the trace output.

Write(category, message) Writes a message to the trace output with the specified category.

Warn(message) Writes a message in red type to the trace output.
Warn(category, message) Writes a message in red type to the trace output with the speci-
fied category.

Code that writes a custom trace message

If Trace.IsEnabled Then
Trace.Write("Page_Load", "Binding products drop-down list.")
End If

A portion of a trace that includes a custom message

( P =)
e&) @ http://localhost51029/Order.aspx O v B G X H @ Chapter &: Shopping Cart X fnr v 8
race Information i
Category Message From First(s) From Last(s) E
aspx.page Begin Prelnit
aspx.page End Prelnit 0.000019 0.000019
aspx.page Begin Init 0.000029 0.000010
aspx.page End Init 0.000048 0.000019
aspx.page Begin InitComplete 0.000056 0.000008
aspx.page End InitComplete 0.000063 0.000008
aspx.page Begin PreLoad 0.000072 0.000009
aspx.page End PreLoad 0.000081 0.000009
aspx.page Begin Load 0.000088 0.000008
Page_Load Binding products drop-down list. 0.002883 0.002794
aspx.page End Load 0.004464 0.001581
aspx.page Begin LoadComplete 0.004479 0.000015
aspx.page End LoadComplete 0.004488 0.000009 -
4 1 | 3
Description
® You can use the TraceContext object to write your own messages to the trace
output. The TraceContext object is available through the Trace property of a page.
e Use the Write method to write a basic text message. Use the Warn method to write
a message in red type.
e Trace messages are written only if tracing is enabled for the page. To determine
whether tracing is enabled, you use the IsEnabled property of the TraceContext
object.
e If you are using the Write method, or for some other reason you can’t see the red

type, trace messages without a category can be easier to find in a long list of trace
information.

Figure 5-10 How to create custom trace messages
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Perspective

As you can now appreciate, Visual Studio provides a powerful set of tools
for debugging ASP.NET applications. For simple applications, you can usually
get the debugging done just by using breakpoints, data tips, and the Autos or
Locals window. You may also need to step through critical portions of code
from time to time.

For complex applications, though, you may discover the need for some
of the other features that are presented in this chapter. With tools like these, a
difficult debugging job becomes manageable.

Terms
testing breakpoint
debugging break mode
browser incompatibilities tracepoint
concurrency error data tip
exception watch expression
debugger trace feature

Summary

e When you fest an application, you try to find all of its errors. When you
debug an application, you find the causes of the errors and fix them.

e To test for browser incompatibilities, you need to run your web site in all of
the common browsers.

o To test database applications for concurrency errors, you need to run your
web site in more than one application at the same time and access the same
rows in the database.

e Visual Studio’s debugger provides many features including the ability to
set a breakpoint, step through the statements in an application when it is
in break mode, and view the changes in the data after each statement is
executed.

e Tracepoints are like breakpoints but they also let you perform actions like
printing messages in the Output window.

e Data tips provide an easy way to view the data when an application is in
break mode. But you can also use the Locals, Watch, and Immediate
windows to do that.

e The trace feature is useful when you have to test an application and Visual
Studio isn’t available. This happens when the web site has already been
deployed on a remote server.
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Exercise 5-1 Use the Visual Studio debugger

In this exercise, you’ll use the debugger to step through the Shopping Cart appli-
cation that you studied in chapter 4. However, you’ll work with another version
of it so you can experiment without changing the original version.

Use breakpoints, step through statements, and view data tips
1. Open the Ex05Cart web site in the aspnet45_vb directory. Then, change this
web site so it uses IIS Express, and set the starting page to the Order page.

2. Display the code for the Order page, and set a breakpoint on the statement in
the Load event handler that calls the GetSelectedProduct procedure.

3. Run the application in the default browser. When the application enters break
mode, point to the IsPostBack property to see that its value in the data tip
is Nothing. Then, point to the data tip and click the pin icon so the data tip
remains open.

4. Press the F11 key to execute the next statement. Notice that this statement is
in the GetSelectedProduct procedure. Press the F11 key two more times to see
that only one statement is executed each time.

5. Click the Step Out button in the Debug toolbar to skip over the remaining
statements in the GetSelectedProduct procedure. This should return you to the
Page_load procedure.

6. Click the Continue button in the Debug toolbar. This should execute the
remaining statements in the Page_Load procedure and display the Order page.

7. Select another product from the combo box. This should cause the
application to enter break mode again and stop on the statement that calls the
GetSelectedProduct procedure. Notice that the data tip for the IsPostBack
property is still displayed, but now its value is True.

8. Press the F10 key to execute the Step Over command. This should step over
all statements in the GetSelectedProduct procedure and enter break mode
before the next statement in the Page_Load procedure is executed. This should
also display the data tip for the selectedProduct variable.

9. Point to the plus sign for the selectedProduct data tip to see the values of
its members. Next, point to the Text property of the variables that follow to
display their values. Then, step through the statements that assign the product
properties to the Text property of the labels and note how these values change.

Use the Locals window, a Watch window, and the Immediate window

10. Click on the Locals window tab and note the values that are displayed.
Click the plus sign next to the form object (Me) to expand it and review
the information that’s available. When you’re done, click the minus sign to
collapse the information for this object.

11. Remove the breakpoint from the Page_l.oad procedure. Then, set another
breakpoint on the statement in the GetSelectedProduct procedure that sets the
value of the selected product’s name, continue execution of the application,
and select another product. When the application enters break mode again,

187



188 Section 1

12.

13.

14.

The essence of ASP.NET programming

click on the Locals window tab and note the variables that are displayed. They
should include all of the variables that are in scope.

Display a Watch window. Add the Name column of the DataViewRow object

to this window by selecting it and then dragging it from the Code Editor

window. In the Watch window, it should look something like this:
row["Name"].ToString

Then, enter an expression into the Watch window that displays the Count

property of the DataView object. It should look something like this:
productsTable.Count

Enter the same expression into the Immediate window, preceded by a question
mark. Press the Enter key to see the value that’s displayed. It should be 1.

Click the Stop Debugging button in the Debug toolbar to end the application.
Note that the breakpoint remains in the Code Editor even after you have
stopped debugging.

Exercise 5-2 Use the trace feature

In this exercise, you’ll use the trace feature of ASP.NET to display trace output
on the Order page of the Shopping Cart application that you created in the
exercises for chapter 4.

L.
2.

If it’s not already open, open the Ex05Cart web site.

Display the Order page in the Web Forms Designer and switch to Source
view. Then, enable tracing for the page by adding a Trace attribute to the Page
directive as shown in figure 5-9.

Run the application and notice that the trace output is displayed below the
controls on the Order page. View the trace information. In particular, review
the session state information.

Add a product to the cart and go to the Cart page. Notice that the trace output
isn’t displayed on that page. Click on Continue Shopping to go back to the
Order page. View the session state information again and notice there is now
a Cart object in the session state data. When you’re done viewing the trace
information, end the application.

Use custom trace messages

5.

Add two custom trace messages to the GetSelectedProduct procedure as
shown in figure 5-10. Put the first message at the top of this procedure. To do
that, use the Trace.Warn method with the method name as the category and
have the message indicate that the method is starting. Put the second message
at the bottom of the GetSelectedProduct procedure, right before the Return
statement. Use the Trace.Write method, but don’t include a category, and have
the message indicate that a new Product object has been created.

Run the application to see what messages are displayed. Then, click the Add
to Cart button and see what messages are displayed.

End the application, remove the trace messages from the code, and remove the
Trace attribute from the Page directive. Then, close and save the solution.




ASP.NET essentials

The six chapters in this section expand upon the essentials that you learned
in section 1. To start, chapter 6 shows you how to work with the server
controls that can be used for developing web pages. Then, chapter 7 shows
you how to work with the validation controls, and chapter 8 presents the
several ways that you can manage the state of an application or form.

The next three chapters present features of ASPNET that make it easier
to develop professional web sites. Chapter 9 shows you how to use master
pages to create pages with common elements, and chapter 10 shows you
how to use themes to customize the formatting that’s applied to the pages
of a web application. Then, chapter 11 shows you how to use ASP.NET
routing to provide friendly URLSs that improve search engine optimization
and how to use the site navigation controls to make it easy for users to
navigate through your site.

To a large extent, each of the chapters in this section is an independent
unit. As a result, you don’t have to read these chapters in sequence. If, for
example, you want to know more about state management after you finish
section 1, you can go directly to chapter 8. Eventually, though, you’re
going to want to read all six chapters. So unless you have a compelling
reason to skip around, you may as well read the chapters in sequence.







How to use the standard
server controls

In section 1, you learned the basic skills for working with some of the common
server controls: labels, text boxes, buttons, and drop-down lists. Now, you’ll
learn more about working with those controls as well as how to use the rest of
the standard server controls.
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An introduction
to the standard server controls

The standard server controls are the ones in the Standard group of the
Toolbox. These are the ones that get data from and present data in a web form.

The server controls you’ll use the most

The two tables in figure 6-1 summarize the standard server controls that
you’ll use the most. If you’ve developed Windows applications or HTML pages,
you should already be familiar with the operation of most of these controls. For
instance, labels, text boxes, check boxes, radio buttons, drop-down lists, and
buttons work the same way in Web Forms that they work in Windows applica-
tions and HTML pages.

In fact, the ASPNET server controls are rendered as HTML elements. This
is summarized by the second column in the tables in this figure, which pres-
ent the HTML elements that ASP.NET generates for each type of control. For
instance, a Label control is rendered as a span element, and a TextBox control
is rendered as an input element. Similarly, some controls get rendered as two
or more HTML elements. For instance, an ImageMap control gets rendered as
an img element plus a related map element, and a DropDownList control gets
rendered as a select element plus one option element for each item in the list.

What isn’t shown in this table is that the type attribute of an HTML input
element determines how the element looks and works. For instance, a typical text
box is rendered as an input element with its type attribute set to “text”, a check
box is rendered as an input element with its type attribute set to “checkbox”, and
a file upload control is rendered as an input element with its type attribute set to
“file”.

For the most part, you don’t need to know what HTML elements the server
controls are rendered to. But if you use CSS to format those controls, you do need
to know what elements are generated so you can code the selectors for the rule
sets correctly. If necessary, you can view the source code when a page is rendered
in a browser, but this table gives you a general idea of what you can expect.

This figure also answers the question: When should you use HTML elements
instead of server controls, and vice versa? In brief, you should use HTML
elements whenever the contents aren’t going to change. If, for example, a label
that identifies a text box isn’t going to change, you should use the HTML label
element instead of the Label control. In contrast, if the label is going to display
text that is changed by the code-behind file based on user actions, the Label
control is the right choice.

The other time to use server controls is when you don’t know how to code
the HTML that you need. Then, you can use the Properties window to set the
properties for the corresponding server control and get the result that you want
without using HTML. This makes sense when you just want to prototype an
application and don’t want to take the time to learn how to code the HTML.

In the long run, though, you should learn how to use HTML instead of server
controls whenever the data in the elements isn’t going to change.
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Common server controls

Name HTML Prefix  Description

Label span 1bl A label that displays descriptive information.

TextBox input txt A text box that lets the user enter or modity a text value.

CheckBox input/label chk A check box that can be turned on or off.

RadioButton input/label rdo A radio button that can be turned on or off, but only one
button in a group can be on.

Button input btn A button that submits a page for processing.

LinkButton <a> lbtn A link button that submits a page for processing.

ImageButton input ibtn An image button that submits a page for processing.

Image img img A control that displays an image.

ImageMap img/map imap A control that displays an image with one or more click-
able areas that submit the page for processing.

HyperLink <a> hlnk A link that goes to another page or position on a page.

FileUpload input upl A file upload control that consists of a text box and a

Browse button that lets the user upload one or more files.

List server controls

Name HTML Prefix Description

DropDownList select/option ddl A drop-down list that lets the user choose one item.

ListBox select/option 1st A list box that lets the user choose one or more items.

CheckBoxList input/label cbl A list of check boxes that can be turned on or off.

RadioButtonList input/label rbl A list of radio buttons, but only one can be turned on
or off.

BulletedList ul or ol/li blst A bulleted list or numbered list.

When to use HTML elements instead of server controls

e When the contents of the controls aren’t going to change, you should use HTML
elements instead of server controls because server controls have some overhead.

When to use server controls instead of HTML

e When the contents of the controls are going to change, you should use server
controls so it’s easy to change the controls by using Visual Basic in the code-behind
file.

e If you don’t know how to code the HTML for the elements you want to use, server
controls can help you get around that. Just add the controls to a form, use the
Properties window to set their attributes, and let ASPNET generate the HTML.

Description

e In the tables above, the HTML column shows the HTML elements that are
rendered for each server control. The Prefix column shows prefixes that are
commonly used in the IDs for these controls.

Figure 6-1 The standard server controls that you'll use the most

193



194 Section2  ASP.NET essentials

How to use Visual Basic to work
with the data in server controls

Like other objects, server controls have events that are fired when certain
actions are performed on them. The table at the top of figure 6-2 summarizes
some of these events for the common controls. When you click on a button
control, for example, the Click event is fired. And when you change the text in a
text box, the TextChanged event is fired.

If your application needs to respond to an event, you code a procedure called
an event handler. When you generate a Visual Basic event handler from Visual
Studio, as explained in chapter 2, the Handles clause in the Visual Basic code
wires the event handler to the event. This is illustrated by the first example in this
figure. Here, the Handles clause says that the event handler will handle the Click
event of the button named btnCancel.

You should know, however, that an event can also be wired to an event
handler by an On attribute in the aspx code. This is illustrated by the second
example in this figure. Here, the OnClick attribute of a button named btnCancel
indicates that an event handler named btnCancel_Click will be executed when
the Click event of the control is raised. This is the way events are wired when the
AutoEventWireup attribute for a page is set to True. However, since Visual Basic
event handlers aren’t wired this way by default, all of the other examples in this
book use the Handles clause for wiring.

The third example in this figure shows that the Load event handler is often
used to load data into the server controls of a form. Here, data from a database
is used to change the Text properties of two Label controls and the ImageUrl
property of an Image control. This example is taken from the Cart application
that you studied in chapter 4, and it shows how easy it is to change the data in
server controls.

You can also use one event handler to handle events from two or more
controls. To do that, you code more than one event in the Handles clause,
separated by commas. You’ll see an example of an event handler like this later in
this chapter.
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Common control events

Event On Attribute Controls

Click onClick Button, image button, link
button, image map

Command OonCommand Button, image button, link
button

TextChanged onTextChanged Text box

CheckedChanged onCheckedChanged Check box, radio button

SelectedIndexChanged onSelectedIndexChanged Drop-down list, list box, radio
button list, check box list

A Click event hander that is wired by a Handles clause

The aspx for a button control
<asp:Button id="btnCancel" runat="server" Text="Cancel Order" />

The event handler for the Click event of the control
Protected Sub btnCancel_Click(sender As Object,
e As EventArgs) Handles btnCancel.Click
Session.Remove("Cart")
Response.Redirect ("Order.aspx")
End Sub

A Click event handler that is wired by an On attribute

The aspx for a button control
<asp:Button id="btnCancel" runat="server" Text="Cancel Order"
OonClick="btnCancel_ Click" />

The event handler for the Click event of the control

Protected Sub btnCancel Click(sender As Object, e As EventArgs)
Session.Remove("Cart")
Response.Redirect ("Order.aspx")

End Sub

A Load event handler that changes the data in server controls
Protected Sub Page_Load(sender As Object,
e As EventArgs) Handles Me.Load
If Not IsPostBack Then ddlProducts.DataBind()
selectedProduct = Me.GetSelectedProduct()
lblName.Text = selectedProduct.Name
lblShortDescription.Text = selectedProduct.ShortDescription
imgProduct.ImageUrl = "Images/Products/" & selectedProduct.ImageFile
End Sub

Description

¢ You can code event handlers that are called when events like those in the table
above are fired. Often, though, you’ll process the data in the Load event handler for
the page.

¢ By default, the Handles clause is used for wiring events to Visual Basic event handlers.
However, events can also be wired by using the On attributes in the table above.

Figure 6-2 How to use Visual Basic to work with the data in server controls
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How to set the focus, default button, tab order,
and access keys for a form

Before you learn how to use specific server controls, figure 6-3 shows you
how to do some housekeeping for the controls on a form. First, it shows how to
set the control that receives the focus when the form is rendered in the browser.
To do that, you can use the DefaultFocus attribute of the form. In the aspx
example in this figure, this attribute is set to the txtName control, which is the
first text box on the form, so the user can start entering data in that text box.

Second, this figure shows how to set the default button for a form. That’s the
button that’s activated by default when you press the Enter key. To identify that
button, you set the DefaultButton attribute of the form. In the aspx example in
this figure, this attribute is set to the btnSubmit button. Because of that, the form
is posted back to the server when the Enter key is pressed, and the event handler
for the Click event of that button is executed.

Third, this figure shows how to set the tab order for the controls on a form.
That’s the order in which the focus is moved from one control to another when
the user presses the Tab key. By default, this is the sequence of the controls in
the HTML, not including labels, and most browsers include links in the tab
order. That means that if you set the focus to the first control on the form, the
tab order is likely to work the way you want it to. Otherwise, you can use the
Tablndex attribute to set the tab order for specific controls, but you usually won’t
need to do that.

Last, this figure shows how to set the access keys for the controls on a form.
These let the user select controls by using keyboard shortcuts. If, for example,
you designate F as the access key for an input field that accepts a customer’s first
name, the user can move the focus directly to this field by pressing Alt+F in the
Internet Explorer, Chrome, or Safari browsers.

To create an access key, you add the AccessKey attribute to the control you
want to create the keyboard shortcut for. Note, however, that the access keys
that you define can conflict with the access keys that are defined for a browser.
Because of that, you’ll want to be sure to test them with all the modern browsers.

When you use access keys with text boxes that are identified by label
elements or Label controls, you can assign the access key to the label and then
underline the appropriate letter of the label. In this case, you should also code
the for attribute for a label element or the AssociatedControlID attribute for a
Label control to specify the control that should receive the focus when the user
presses the access key.

You can also specify an access key for a button control as illustrated by
the aspx code in this figure. However, you can’t underline the access key in a
Button control. That’s because buttons are rendered by an input element that has
“submit” as its type attribute, and that type of element doesn’t provide a way to
format the text that’s displayed by the button.
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The form attributes for setting the focus and default button

Attribute Description

DefaultFocus Sets the focus to the control that’s identified.
DefaultButton Sets the default button to the button that’s identified.

The control attributes for setting the tab order and access keys

Attribute HTML Description
AssociatedControlID for Associates a label with a control.
TabIndex tabindex Sets the tab order for a control with a value

of 0 or more. To take a control out of the
tab order, use a negative value, like -1.

AccessKey accesskey Sets a keyboard key that can be pressed in
combination with a control key to move
the focus to the control.

The aspx code for a form

<form id="forml" runat="server" DefaultFocus="txtName"
DefaultButton="btnSubmit">
<p>Please enter your contact information:</p>
<label for="txtName"><u>N</u>ame:</label>
<asp:TextBox ID="txtName" runat="server" AccessKey="N"></asp:TextBox>
<label><u>E</u>mail:</label>
<asp:TextBox ID="txtEmail" runat="server" AccessKey="E"></asp:TextBox>
<asp:Button ID="btnSubmit" runat="server" AccessKey="S" Text="Submit" />
</form>

Description

To set the control that receives the focus when a form is first displayed, you can use
the DefaultFocus attribute of the form. You can also use the focus method of Visual
Basic or JavaScript to set the focus on a control.

To set the default button that causes a form to be submitted when the user presses
the Enter key, you can use the DefaultButton attribute of the form.

The tab order for a form is the sequence in which the controls receive the focus
when the Tab key is pressed. By default, the tab order is the order of the controls in
the HTML, not including labels, and most browsers include links in the default tab
order.

Access keys are shortcut keys that the user can press to move the focus to specific
controls on a form. If you assign an access key to a label, the focus is moved to the
control that’s associated with the label since labels can’t receive the focus.

To show the user what the access key for a text box is, you can underline the letter
for the key in the label that identifies the text box.

To use an access key, you press a control key plus the access key. For IE, Chrome,
and Safari, use the Alt key. For Firefox, use Alt+Shift. And for Opera, use Alt+Esc
to get a list of available access keys.

Figure 6-3 How to set the focus, default button, tab order, and access keys for a form
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How to use the common server controls

The topics that follow show you how to use some of the common server
controls. For the most part, it’s just a matter of dragging a control onto a form
and using the Properties window to set the Appearance and Behavior properties
(or attributes) that make the control work the way you want it to.

How to use labels and text boxes

Figure 6-4 presents the attributes that you need for working with labels and
text boxes. For both of these controls, the Text attribute specifies the text that’s
stored in the control.

For a label, the AssociatedControlID attribute specifies the control that the
label identifies. Although you don’t need to set this attribute for all controls, you
do need to set it when you provide an access key for a label, as shown in the last
figure. Note that this attribute is converted to a for attribute in the HTML for the
label.

For a text box, the TextMode attribute determines whether the box can accept
and display one or more lines of text (SingleLine or MultiLine). Then, for a
multiline text box, you can use the Rows attribute to specify the number of lines
that are shown in the text box and the Wrap attribute to specify whether the lines
are automatically wrapped when they exceed the width of the box.

For both single and multiline text boxes, you can use the MaxLength attri-
bute to specify the maximum number of characters that the user can enter into
the box. You can also use the Columns attribute to specify the width of the box
in characters. Although you can also use CSS to set the appearance of a text
box, including its width, please note that ASP.NET generates an HTML textarea
element for a multiline text box, not an input element.

For a SingleLine control (the default), the TextMode attribute can be used
to specify the HTML type attribute for the input element that’s generated for the
control. If, for example, you set the TextMode attribute to Password, the charac-
ters that the user enters are masked so they can’t be read.

Beyond that, the TextMode attribute can be used to specify the HTMLS type
attributes that are listed in this figure. For instance, the TextMode attribute can be
set to “email” if the text box is supposed to get an email address, and it can be set
to tel if the text box is supposed to get a telephone number. For semantic reasons,
it’s good to set these HTMLS attributes because they indicate what type of data
each control is for.

At present, though, the browser support for the HTMLS type attributes varies
from one browser to another. At this writing, for example, Firefox, Chrome, and
Opera support the email type by providing automatic data validation for the entry
in the text box, but Internet Explorer and Safari treat an email text box just like
any other text box. Similarly, Opera fully supports the datetime type by offering
a calendar widget when the text box receives the focus, but the other browsers
treat a datetime text box just like any other text box.

In contrast, the browsers for mobile devices do a better job of supporting the
HTMLS type attributes. For instance, the iPhone and iPad support the email and
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Common label attributes
Attribute Description

AssociatedControlID for Associates a label with a control. Sometimes,
this attribute is required, like when working
with check boxes and radio buttons.

The text content of the label.

Common text box attributes

Attribute Description

TextMode The type of text box. SingleLine (the default) creates a standard text box,
MultiLine creates a text box that has more than one line of text, and Pass-
word causes the characters that are entered to be masked. This attribute
can also be used to generate the HTMLS type attribute for the input
element that is rendered for a text box.

Text The text content of the text box.
MaxLength The maximum number of characters that can be entered into the text box.

Wrap Determines whether or not text wraps automatically when it reaches the
end of a line in a multiline text box. The default is True.

ReadOnly Determines whether the user can change the text in the text box. The
default value is False, which means that the text can be changed.

Columns The width of the text box in characters. The actual width is based on the
font that’s used for the entry.

Rows The height of a multiline text box in lines. The default value is 0, which
sets the height to a single line.

TextMode values for the HTML5 type attributes for input elements

email url tel number range

datetime time search color

The aspx for a label and a multiline text box

<label for="txtMessage">Please enter any special instructions</label>
<asp:TextBox ID="txtMessage" runat="server" Rows="5" TextMode="MultiLine">
</asp:TextBox>

The aspx for a text box that gets an email address

<asp:TextBox ID="txtEmail" runat="server" TextMode="Email"></asp:TextBox>

Description

o The HTMLS TextMode values get rendered as type attributes for input elements.
For semantic reasons, it’s good to use these attributes because they indicate what
type of data each control is for.

o At present, the HTMLS type values are supported at varied levels by desktop and
laptop browsers, but mobile devices provide better support. For instance, most
mobile devices adjust the keyboard for the email, url, and tel types to make data
entry easier.

Figure 6-4 How to use labels and text boxes
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tel types by displaying a keyboard that is optimized for email or phone entries.
For that reason, we recommend that you use the TextMode attribute to set the
HTMLS type attributes for TextBox controls. This can only help because the
HTMLS type attributes are ignored if they aren’t supported.

How to use check boxes and radio buttons

Figure 6-5 shows how to use the controls for check boxes or radio buttons.
The main difference between these two types of controls is that only one radio
button in a group can be selected, but check boxes are independent so more than
one can be checked.

To create a group of radio buttons, you specify the same name for the
GroupName attribute of each button in the group. If you want to create two or
more groups of radio buttons on a single form, you use a different group name
for each group. Note, however, that if you don’t specify a group name for a radio
button, that button won’t be a part of any group. Instead, it will be processed
independently of any other radio buttons on the form.

To specify whether a radio button or check box should be checked when
a form is rendered in a browser, you use the Checked attribute. But since only
one radio button in a group can be selected, you should only set the Checked
attribute to True for one button. If you set this property to True for more than one
button in a group, the last one will be selected.

If you want to use Visual Basic to get the value of a check box (whether it’s
checked or unchecked) whenever the user changes it, you can use the code in the
check box example in this figure. This event handler is executed whenever the
value of the check box changes. Then, the one statement in this handler assigns
the value of the checked property of the check box to the NewProductInfo
property of a customer object. That value will either be true or false, depending
on whether or not the box is checked.

If you want to use Visual Basic to get the value of a radio button whenever
the user selects it, you can use the code in the first radio button example in this
figure. Here, the event handler for the CheckedChanged event of the rdoTwitter
button is executed. Since this event only occurs when the user selects the button,
the one statement in this handler assigns a value of “Twitter” to the ContactBy
property of a customer object.

The second radio button example shows how you can use If statements
to find out which radio button in a group has been selected. Here, the first If
statement tests whether the button with an id of “rdoTwitter” is selected. In this
statement, the condition is just the checked property of the control, which tests
whether that property is true. If it is. the code sets the ContactBy property of
a customer object to “Twitter”. Then, the second statement tests whether the
second button is checked, and it sets the ContactBy property to Facebook if it
is. Since only one of these buttons can be checked, only one of the conditions in
these If statements can be true.

If you use CSS to format check boxes and radio buttons, remember that each
one is rendered as an input element followed by a label element that contains
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Common check box and radio button attributes

Attribute Description

Text The text that’s displayed next to the check box or radio button.
Checked Indicates whether the check box or radio button is selected.
The default is False.

GroupName  The name of the group that the radio button belongs to (not
used for check boxes).

Three check boxes and two radio buttons in a browser

Please let me know about:
[[] New products  [7] New Revisions [ Special offers

Please contact me via:
@ Twitter @ Facebook

The aspx code for the three check boxes

<asp:CheckBox ID="chkNewProducts" runat="server" Text="New products" />
<asp:CheckBox ID="chkRevisions" runat="server" Text="New Revisions" />
<asp:CheckBox ID="chkSpecial" runat="server" Text="Special offers" />

Visual Basic code that gets the value

of the first check box whenever it changes
Protected Sub chkNewProducts_CheckedChanged(sender As Object,
e As EventArgs) Handles chkNewProducts.Checkedchanged
customer.NewProductInfo = chkNewProducts.checked
End Sub

The aspx code for the two radio buttons

<asp:RadioButton ID="rdoTwitter" runat="server"
Checked="True" GroupName="ContactBy" Text="Twitter" />

<asp:RadioButton ID="rdoFacebook" runat="server"
GroupName="ContactBy" Text="Facebook" />

Visual Basic code that gets the value of a radio button when it is turned on
Protected Sub rdoTwitter_ CheckedChanged(sender As Object,
e As EventArgs) Handles rdoTwitter.CheckedChanged
customer.ContactBy = "Twitter"
End Sub

Two If statements that set a value for the checked radio button

If rdoTwitter.checked Then customer.ContactBy = "Twitter"
If rdoFacebook.checked Then customer.ContactBy = "Facebook"
Description

A check box displays a single option that the user can either check or uncheck.
Radio buttons present a group of options from which the user can select just one.

For a check box, the CheckedChanged event is raised whenever its checked
property is changed. For a radio button, this event is raised only when its checked
property is changed to checked.

To determine whether a check box or radio button is selected, test its checked property.

Figure 6-5 How to use check boxes and radio buttons
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the text. Since this is the reverse of how labels and input elements are normally
sequenced, this can make your CSS selectors more complicated. As you will see,
however, check box lists and radio button lists can simplify the CSS.

How to use image and hyperlink controls

Figure 6-6 shows how to use an image control. You’ve seen this control used
to display a product image in the Shopping Cart application of chapter 4. To do
that, you just set the ImageURL control to the URL of the image that you want
displayed.

For user accessibility, though, it’s also good to set the AlternateText attribute
of an image control. That way, an assistive device for a visually-impaired user
can read a description of the control.

If you need to set the width or height of an image, you can set the Width or
Height attribute. Otherwise, the image will be displayed at its full size, unless
the width or height is specified by CSS. In general, though, the images that you
use should be the size that you want so you shouldn’t have to set their widths or
heights. To convert the images to the right size, you can use an image editor.

This figure also shows how to use a hyperlink control. This control navigates
to the web page specified in the NavigateUrl attribute when the user clicks the
control. To display text for a hyperlink control, you set the Text attribute or code
the text as content between the start and end tags. Either way, the text is under-
lined by default, although you can use CSS to change that.

The other alternative is to display an image for a hyperlink. To do that, you
set the ImageUrl attribute to the URL of the image you want to display. Then,
the control navigates to the web page that’s specified when the user clicks on the
image.

Remember, though, that you shouldn’t use these controls unless the images
or links are going to be changed by Visual Basic code based on the actions of the
user. Otherwise, you should use an HTML img element to display an image and
an <a> element for a link.
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Common image attributes

Attribute Description

ImageUrl The absolute or relative URL of the image.

AlternateText  The text that’s used in place of the image if
the browser can’t display the image.

width The width of the image.

Height The height of the image.

The aspx for an image control

<asp:Image ID="imgProduct" runat="server" />

Visual Basic code that sets the URL and alternate text of an image control

imgProduct.ImageUrl = "Images/Products/" & selectedProduct.ImageFile
imgProduct.AlternateText = selectedProduct.AlternateText

The Common hyperlink attributes

Attribute Description

NavigateUrl  The absolute or relative URL of the page
that’s displayed when the control is clicked.

Text The text that’s displayed for the control.

ImageUrl The absolute or relative URL of the image
that’s displayed for the control.

A hyperlink in a browser

Go to our web site “

The aspx for the hyperlink control

<asp:HyperLink ID="linkl" runat="server"
NavigateUrl="http://www.murach.com">Go to our web site
</asp:HyperLink>

Description

e An image control displays a graphic image, typically in GIF (Graphic Interchange
Format), JPEG (Joint Photographic Experts Group), or PNG (Portable Network
Graphics) format.

e If you don’t specify the Height or Width attributes of an image control, the image
will be displayed at full size unless the size is specified by CSS.

e  When a hyperlink control is clicked, it navigates to another web page or another
location on the same page control. The attributes let you display either text or an
image for the link.

Figure 6-6 How to use image and hyperlink controls
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How to use the file upload control

Figure 6-7 shows how to use a file upload control. This control lets a user
upload one or more files to a web site. As this figure shows, this control is
rendered as a text box that lets the user enter the path of each file to be uploaded,
plus a Browse button that displays a dialog box that lets the user locate and
select a file so the path is automatically put into the text box.

To upload the selected file or files, you must also provide a separate control
that does a postback, like the Upload button in this figure. When the user clicks
this button, the page is posted and the paths for the files that have been selected
are sent to the server along with the HTTP request.

The first example in this figure shows the aspx code that declares a file
upload control and an Upload button. Note here that the file upload control
doesn’t include an attribute that specifies where the file should be saved on the
server. That’s because the file upload control doesn’t automatically save the
uploaded file. Instead, you must write code that calls the SaveAs method of this
control. The second example in this figure shows how to write this code.

Before you call the SaveAs method, you should test the HasFile property to
make sure the user has selected a file. If the user has selected a valid file and it
was successfully uploaded to the server, the HasFile property will be True. Then,
you can use the FileName property to get the name of the selected file, and you
can combine the file name with the path where you want the file saved. In this
figure, the file is stored in the C:\Uploads directory.

To illustrate the use of the PostedFile.ContentLength property, the event
handler in this figure uses this property to get the size of the uploaded file. Then,
it displays this size in the message for the successful upload.

If you use the AllowMultiple attribute with the file upload control, the
user can select more than one file for uploading. This ASPNET attribute gets
rendered as the HTMLS5 multiple attribute, so some browsers don’t support it.
For instance, IE 9 doesn’t support it, but IE 10 does. For this reason, you may
want to put off using the AllowMultiple attribute until it has broader support. For
more information about using it and for examples that use it, you can search the
Internet.




Chapter 6 How to use the standard server controls 205

An attribute of the file upload control
Attribute Description

AllowMultiple If True, the user can upload more than one file.

Properties and methods of the FileUpload class

Property Description

HasFile If True, the user has selected a file to upload.
FileName The name of the file to be uploaded.
PostedFile The HttpPostedFile object that represents the file that

was posted. You can use this object’s ContentLength
property to determine the size of the posted file.

Method Description

SaveAs(string)  Saves the posted file to the specified path.

A file upload control in a browser

File upload:

The aspx code for the file upload control

File upload:<br />
<asp:FileUpload ID="FileUploadl" runat="server" /><br /><br />
<asp:Button ID="btnUpload" runat="server" Text="Upload" /><br /><br />

The Click event handler for the Upload button

Protected Sub btnUpload_Click(sender As Object,
e As EventArgs) Handles btnUpload.Click
If FileUploadl.HasFile Then
Dim path As String = "C:\Uploads\" & FileUpLoadl.FileName
FileUploadl.SaveAs(path)
lblMessage.Text = "File uploaded to " & path & "\n" &
"File size is " & FileUploadl.PostedFile.ContentLength
End If
End Sub

Description

e The file upload control displays a text box and a Browse button that lets the user
browse the client computer’s file system to locate a file to be uploaded.

e Because the file upload control doesn’t provide a button to upload the file, you must
provide a button or other control to post the page. Then, in the button’s Click event
handler, you must call the SaveAs method of the file upload control to save the file.

Figure 6-7 How to use the file upload control
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How to use the button controls

Most web forms have at least one button control that the user can click to
submit the form to the server for processing. That button is commonly called a
submit button. In the topics that follow, you’ll learn how to use all three of the
ASP.NET button controls: buttons, link buttons, and image buttons.

How to use buttons, link buttons,
and image buttons

Figure 6-8 presents the three types of button controls. These controls differ
only in how they appear to the user. This is illustrated by the three buttons shown
in this figure. As you can see, a button displays text within a rectangular area.
A link button displays text that looks like a hyperlink. And an image button
displays an image.

This figure also presents the aspx for the three buttons that are illustrated.
For the button and link button, the Text attribute provides the text that’s
displayed for the control. For the image button, the ImageUrl attribute provides
the URL address of the image that’s displayed on the button. To make an image
button accessible to the visually impaired, you should also code its AlternateText
attribute.

When a user clicks one of the button controls, ASPNET raises two events:
Click and Command. Then, you can provide event handlers for one or both of
these events. In this figure, for example, you can see an event handler for the
Click event of the Add to Cart button.

Note that the event handler for the Click event receives two arguments. The
sender argument represents the control that was clicked. Because this argument
has a type of object, you need to convert it to a button control if you want to
access the properties and methods of the control. You might want to do that, for
example, if you code a procedure that handles the processing for more than one
button. Then, you can use the ID property of the control to determine which
button was clicked.

The second argument that’s passed to the event handler of a Click event is
the e argument, which contains information about the event. You’re most likely
to use that argument with an image button control to determine where the user
clicked on the image. To do that, you can use the X and Y properties of the e
argument, which return the X and Y coordinates for where on the image the user
clicked.

Of course, the Click and Command event handlers are executed only if the
page posts back to itself. In contrast, it a value is specified for the PostBackUrl
attribute, the page at the specified URL is executed and displayed. This is the
cross-page posting feature you learned about in chapter 4.
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Common attributes for Button, LinkButton, and ImageButton controls

Attribute Description

Text (Button and LinkButton only) The text displayed by the
button. For a LinkButton control, the text can be coded as content
between the start and end tags or as the value of the Text attribute.

ImageUrl (ImageButton only) The image displayed for the button.
AlternateText (ImageButton only) The text displayed if the browser can’t display the
image.

CausesValidation If True (the default), page validation occurs when the button is clicked.

CommandName An object that’s passed to the Command event when a user clicks the
button.

CommandArgument A string value that’s passed to the Command event when a user clicks
the button.

PostBackUrl The URL of the page that is requested when the user clicks the button.

Button, LinkButton, and ImageButton controls

The aspx for the three buttons
<asp:Button ID="btnAdd" runat="server" Text="Add to Cart" />
<asp:LinkButton ID="lbtnCheckOut" runat="server"
PostBackUrl="~/CheckOutl.aspx">Check Out</asp:LinkButton>
<asp:ImageButton ID="ibtnCart" runat="server" AlternateText="Cart"
ImageUrl="~/Images/cart.gif" PostBackUrl="~/Cart.aspx" />

An event handler for the Click event of a button control
Protected Sub btnAdd_Click(sender As Object,

e As EventArgs) Handles btnAdd.Click
Me.AddInvoice()
Response.Redirect("~/Confirmation.aspx")

End Sub

Description
e The button, link button, and image button controls are submit buttons.

o If the PostBackUrl attribute isn’t coded for one of these buttons, the page is posted
back to the server when the button is clicked, and the Click and Command events
are raised. You can code event handlers for either or both of these events.

o If the PostBackUrl attribute is coded for one of these buttons, the page specified in
the PostBackUrl attribute is loaded and executed.

e Two arguments are passed to the Click event handler: sender and e. Sender is the
control that the user clicked, and e contains information about the events. For
instance, the X and Y properties return the X and Y coordinates for where on the
image the user clicked.

Figure 6-8 How to use buttons, link buttons, and image buttons
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How to use the Command event

Figure 6-9 shows how you can use the Command event to process a group
of button controls with a single event handler. Like the Click event, this event
receives both a sender argument and an e argument. In this case, though, the e
argument represents a CommandEventArgs object.

The two properties of the CommandEventArgs class are shown in this figure.
You can use these properties to get the CommandName and CommandArgument
properties of a control. When you create a button control, you can set the
CommandName and CommandArgument properties to any string value. Then,
you can test them in the Command event handler to determine how the applica-
tion should respond when the user clicks the button.

The example in this figure illustrates how this works. The first part of the
example shows the aspx code for four button controls. Note here that a different
CommandName value is assigned to each button. Although you can also assign
CommandArgument values to each control, that isn’t needed for this example.

The second part of this example shows an event handler that processes the
Command event of all four controls. To do that, its Handles clause lists the
Command event for all four buttons. Then, it uses a Select Case statement that
tests the value of the CommandName property of the e argument, and calls a
different procedure for each value. Since this value indicates which button was
clicked, the effect is to call the right procedure for the button that was clicked.
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Properties of the CommandEventArgs class

Property Description

CommandName The value in the CommandName property for the
control that generated the Command event.

CommandArgument The value in the CommandArgument property for
the control that generated the Command event.

Four buttons in a browser

ﬁﬁl {l - |}}I

The aspx for the four buttons with CommandName attributes

<asp:Button ID="btnFirst" runat="server" Text="<<" CommandName="First" />
<asp:Button ID="btnPrevious" runat="server" Text="<" CommandName="Previous" />
<asp:Button ID="btnNext" runat="server" Text=">" CommandName="Next" />
<asp:Button ID="btnLast" runat="server" Text=">>" CommandName="Last" />

An event handler for the Command events of the buttons

Protected Sub NavigationButtons_Command(sender As Object,
e As CommandEventArgs) _
Handles btnFirst.Command, btnPrevious.Command,
btnNext.Command, btnLast.Command
Select Case e.CommandName
Case "First"
Me.GoToFirstRow()
Case "Previous"
Me.GoToPreviousRow()
Case "Next"
Me.GoToNextRow()
Case "Last"
Me.GoToLastRow()
End Select
End Sub

Description

e The Command event is raised whenever a user clicks a button control. It can be
used instead of the Click event when you want to use one event handler for a group
of buttons.

e The e argument that’s passed to a Command event handler is a CommandEventArgs
object. It has properties for the CommandName and CommandArgument properties
of the control that was clicked.

e  When a button is clicked, the Click event is raised before the Command event.

Figure 6-9 How to use the Command event




210 Section2  ASP.NET essentials

How to use the list controls

If you look back to figure 6-1, you can see that ASPNET provides five
different list controls. The topics that follow will show you how to use them.

How to create drop-down lists and list boxes

Figure 6-10 presents the attributes for creating drop-down lists and list boxes
as well as the items that they contain. To illustrate, the aspx code in this figure
creates a list box with four list items that lets the user select more than one item.
Also, the first item in the list is selected when the list is rendered in a browser.

Note here that the Value attribute for a form only has to be coded when
the value is different from the content for the list item. That’s true for the third
item in the list because it’s content is “Text Message” and its value is “Text”. In
contrast, the values for the other three controls are the same as their content so
the Value attributes aren’t required.

After you add any list control to a form, you can use the Collection Editor to
add the items for the control. In fact, the items in the aspx code were generated
from the items in the Collection Editor in this figure. The easiest way to start the
Collection Editor for a list control is to click on the control’s smart tag and select
Edit Items.

When you first display the ListItem Collection Editor, the list is empty.
Then, you can click the Add button below the Members list to add an item to
the list. When you do, the item appears in the Members list and its properties
appear in the Properties list. The first property lets you disable a list item so it
doesn’t appear in the list. The other three properties correspond to those in the
second table in this figure. When you set the Text property for an item, the Value
property defaults to the same value, but you can change that if that isn’t what
you want.
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Common attributes of list box controls

Property Description

Rows Specifies the number of items that are displayed in a list box at one time.
If all of the items can’t be displayed, a scroll bar is added to the list box.

SelectionMode Indicates whether a list box allows one (Single) or more (Multiple)
selections.

Common attributes of list items

Property  Description

Text The text that’s displayed for the list item.
Value A string value associated with the list item.
selected  Indicates whether the item is selected.

The aspx for a list box

<asp:ListBox ID="lstContactVia" runat="server" SelectionMode="Multiple">
<asp:ListItem Selected="True">Twitter</asp:ListItem>
<asp:ListItem>Facebook</asp:ListItem>
<asp:ListItem Value="Text">Text Message</asp:ListItem>
<asp:ListItem>Email</asp:ListItem>

</asp:ListBox>

The Collection Editor for creating and editing lists

ra ™
Listitem Collection Editor (-2 e
Members: Twitter properties:
| #
1| Facebook
2 Text_Message Enabled True
3| Email
Selected True
Text Twitter
Value Twitter
Add ] ’ Remove
[ ok |[ cancel
L )
Description

o A drop-down list lets the user select one item in the last. A list box lets the user
select one or more items in the list. .

e To use the Collection Editor to add or edit the items in any list control, select Edit
Items from the smart tag menu for the control. Or, select the control and then click
the ellipsis button that appears when you select the Items property in the Properties
window.

Figure 6-10  How to create drop-down lists and list boxes
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How to use the properties
for working with list controls

Figure 6-11 presents some common properties for working with list controls.
As you just saw, these controls contain Listltem objects that define the items
in the list. Then, you can use the properties in the first table in this figure to get
the selected Listltem object, the index of the selected object, or the value of the
selected object.

This is illustrated by the examples in this figure. All three are for drop-down
lists, but they work the same for any type of list control. Here, the first example
gets the value of the selected item in the list. And the second example gets the
text for the selected item in the list.

The third example gets the value of the selected item right after it is changed
because it is coded in the event handler for a list control’s SelectedIndexChanged
event. This event occurs any time the item that’s selected changes between posts
to the server. If you want the page to post immediately when the user selects an
item, you should set the AutoPostBack property of the control to True.

By default, the SelectedIndex property of a drop-down list is set to zero,
which means that the first item is selected. In contrast, the SelectedIndex prop-
erty of a list box is set to -1 by default, which means that none of the items in the
list are selected. Then, you can check if the user has selected an item in a list box
by using code like this:

If lstContactVia.SelectedIndex > -1 Then ...

You can also select an item by setting the SelectedIndex property to the appro-
priate index value. You can clear the selection from a list box by setting this
property to -1. And you can select an item by setting the Selected Value property
to the appropriate value.
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Common properties of list controls
Property Description

SelectedItem The Listltem object for the selected item, or the Listltem object for the
item with the lowest index if more than one item is selected in a list box.

SelectedIndex The index of the selected item, or the index of the first selected item if
more than one item is selected in a list box. If no item is selected in a list
box, the value of this property is -1.

Selectedvalue The value of the selected item, or the value of the first selected item if
more than one item is selected in a list box. If no item is selected in a list
box, the value of this property is an empty string ("").

A common event of all list controls

Description

SelectedIndexChanged This event is raised when the user
selects a different item in a list.

The aspx code for a drop-down list

<asp:DropDownList ID="ddlDay" runat="server">
<asp:ListItem Value="1">Sunday</asp:ListItem>
<asp:ListItem Value="2">Monday</asp:ListItem>
<asp:ListItem Value="3">Tuesday</asp:ListItem>
<asp:ListItem Value="4">Wednesday</asp:ListItem>
<asp:ListItem Value="5">Thursday</asp:ListItem>
<asp:ListItem Value="6">Friday</asp:ListItem>
<asp:ListItem Value="7">Saturday</asp:ListItem>

</asp:DropDownList>

VB code that gets the value of the selected item in the drop-down list
Dim dayNumber As Integer = CInt(ddlDay.SelectedValue)

VB code that gets the text for the selected item in the drop-down list
Dim dayName As String = ddlDay.SelectedItem.Text

VB code that uses the SelectedindexChanged event of the drop-down list

Protected Sub ddlDay SelectedIndexChanged(sender As Object,
e As EventArgs) Handles ddlDay.SelectedIndexChanged
Dim day as Integer = CInt(ddlDay.SelectedValue)
End Sub

Description

e The properties of a list control let you get the selected ListItem object, the index of
the selected object, or the value of the selected object.

Figure 6-11 How to use the properties for working with list controls
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How to use the members for list item collections

Figure 6-12 presents some common members for working with a collection
of list item objects. To get the item at a specific index, for example, you can use
the Item property. And to get a count of the number of items in the collection,
you can use the Count property.

The method in this summary that you’re most likely to use is the Add
method. It adds an item to the end of a collection. The examples in this figure
show two different ways you can use this method.

The first example shows the For loop that was used in the Future Value
application of chapter 2 to load the values from 50 to 500 into a drop-down list.
Here, the Add method is used to add an item with the specified string value.
When you code the Add method this way, the value you specify is assigned to
both the Text and Value properties of the item.

However, if you want to assign different values to the Text and Value proper-
ties of an item, you use the technique in the second example. Here, a new list
item object is created with two string values. The first string is stored in the Text
property, and the second string is stored in the Value property. Then, the Add
method is used to add the new item to the list item collection of the drop-down
list.

Notice in both of these examples that the Items property is used to refer
to the collection of list item objects for the control. You can also use the
SelectedIndex property of a control to refer to an item at a specific index. For
example, you could use a statement like this to remove the selected item from a
drop-down list:

ddlDay.Items.RemoveAt (ddlDay.SelectedIndex)
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Common property of a list control

Property  Description

Items The collection of ListItem objects that represents the items in
the control. This property returns a ListItemCollection object.

Common members of a ListitemCollection object

Property Description

Item(index) A Listltem object that represents the item at the specified
index.

Count The number of items in the collection.

Method Description

Add(string) Adds a new item to the end of the collection, and assigns
the string value to both the Text and Value properties of the
item.

Add(ListItem) Adds the specified list item to the end of the collection.

Insert(integer, string) Inserts an item at the specified index location in the

collection, and assigns the specified string value to the Text
property of the item.

Insert(integer, ListItem) Inserts the specified list item at the specified index in the

collection.
Remove(string) Removes the item whose Value property equals the speci-
fied string.
Remove(ListItem) Removes the specified list item from the collection.
RemoveAt (integer) Removes the item at the specified index from the collection.
Clear() Removes all the items from the collection.

VB code that loads items into a drop-down list using strings
For i As Integer = 50 To 500 Step 50
ddlMonthlyInvestment.Items.Add(i.ToString)
Next

VB code that loads items into a drop-down list using Listltem objects
ddlDay.Items.Add(New ListItem("Sunday", "1"))
ddlDay.Items.Add(New ListItem("Monday", "2"))
ddlDay.Items.Add(New ListItem("Tuesday", "3"))

Description
e The ListltemCollection object is a collection of Listltem objects. Each Listltem
object represents one item in the list.

e Items in a ListItemCollection object are numbered from 0.

e When you load items into a list box using strings, both the Text and Value proper-
ties of the list item are set to the string value you specify.

o To set the Text and Value properties of a list item to different values, you must
create a list item object and then add that item to the collection.

Figure 6-12 How to use the members for list item collections
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How to use check box lists and radio button lists

Earlier in this chapter, you learned how to use radio buttons and check
boxes. But ASPNET also provides check box lists and radio button lists that you
can use to create lists of check boxes and radio buttons. As figure 6-13 shows,
these controls work like the other list controls.

In the aspx code for the check box list and radio button list in this figure,
you can see the Listltem objects. You can use the Collection Editor to add these
objects after you add a check box list or radio button list to a form. Like check
boxes and radio buttons, more than one item can be checked in a check box
list, but only one item can be selected in a radio button list. You can also use
the Selected Value property to get or set the value of the selected item in a radio
button list. As the second example in this figure shows, this is simpler for a radio
button list than it is when you’re using radio buttons in a group.

Like a list box, you can select more than one item in a check box list.
Because of that, you’ll usually determine whether an item in the list is selected
by using the Selected property of the item. This is illustrated in the first example
in this figure. Here, the Items property of a check box list is used to get the item
at index 0. Then, the Selected property of that item is used to determine if the
item is selected. Notice here that you can’t refer to individual check boxes by
name when you use a check box list.

To set the layout of the items in a radio button or check box list, you use the
attributes shown in this figure. The RepeatLayout attribute determines how
ASP.NET aligns the buttons or check boxes in a list. In most cases, you’ll use
a table, which is the default. Then, ASPNET generates the input and label
elements for the boxes or buttons within the rows and columns of the table,
which should limit the need for CSS formatting.

Similarly, the RepeatDirection attribute determines whether the controls are
listed horizontally or vertically. And the RepeatColumns attribute specifies the
number of columns in the radio button or check box list. If you experiment with
these, you should get the boxes and buttons aligned the way you want them. And
this can be much easier than using CSS to align check boxes and radio buttons
that aren’t in lists.

How to use bulleted lists

The BulletedList control lets you create a bulleted or numbered list. It
works like the other list controls, but it has different attributes. For instance, the
BulletStyle attribute determines whether the list will be bulleted or numbered,
and the BulletImageUrl, FirstBulletNumber, and DisplayMode attributes provide
other formatting details. If you experiment with these attributes, you should be
able to get the results that you want. Unless the items in the lists are going to
change, though, you should use HTML instead of the server control.
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Attributes for formatting radio button and check box lists

Attribute Description

RepeatLayout Specifies whether ASPNET should use a table (Table), an unor-
dered list (UnorderedList), an ordered list (OrderedList), or normal
HTML flow (Flow) to format the list when it renders the control.
The default is Table.

RepeatDirection  Specifies the direction in which the controls should be repeated. The
available values are Horizontal and Vertical. The default is Vertical.

RepeatColumns Specifies the number of columns for the controls. The default is 0.

A check box list and a radio button list in a browser

Please let me know about:
New products [ Specialoffers  [7] New editions

Please contact me via:
@ Twitter
i Facebook

The aspx code for the check box list

Please let me know about:

<asp:CheckBoxList ID="cblAboutList" runat="server"
RepeatDirection="Horizontal">
<asp:ListItem Value="New" Selected="True">New products</asp:ListItem>
<asp:ListItem Value="Special">Special offers</asp:ListItem>
<asp:ListItem Value="Revisions">New editions</asp:ListItem>

</asp:CheckBoxList>

A statement that checks if the first item in a check box list is selected
If cblAboutList.Items(0).Selected Then ...

The aspx code for the radio button list

Please contact me via:

<asp:RadioButtonList ID="rblContactVia" runat="server" >
<asp:ListItem Selected="True">Twitter</asp:ListItem>
<asp:ListItem>Facebook</asp:ListItem>

</asp:RadioButtonList>

A statement that gets the value of the selected item in a radio button list
customer.ContactVia = rblContactVia.SelectedvValue

Description
o A radio button list presents a list of mutually exclusive options.
e A check box list presents a list of independent options.

o These controls contain a collection of Listltem objects that you refer to through
the Items property of the control. These controls also have Selectedltem,
SelectedIndex, and SelectedValue properties.

Figure 6-13  How to use check box lists and radio button lists
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A CheckOut page
that uses server controls

Now, to show you how the server controls can be used in a web page, this
chapter presents a first CheckOut page of the Shopping Cart application.

The user interface and link elements

Figure 6-14 shows the user interface for the first CheckOut page of the appli-
cation. It starts with text boxes and a drop-down list that are identified by HTML
label elements. Then, after the last text box, this form uses a check box list and
a radio button list. They are followed by two Button controls and a LinkButton
control.

Most of the formatting for this page is done by the CSS in the two files that
are referred to in the link elements of the head section of the HTML. The first
is the Main.css file that does the basic formatting for all of the pages in the web
site. The second provides any other formatting that’s needed by the CheckOut
page.

Some of the layout for the check box and radio button lists is done by the
tables that ASP.NET has generated for these controls. Specifically, the input
and label elements that are generated for the check boxes and radio buttons are
stored in the cells of tables. Although the CSS in the Checkout.css file has made
some minor adjustments to this formatting, the primary layout comes from the
attributes of these controls.

In this figure, you can see a message that’s displayed for the state code text
box because the user didn’t select a value from the list. In fact, all of the text
boxes and the drop-down list have required field validators. They aren’t shown
in the aspx code in the next figure, though, because the focus of this chapter is
server controls.
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A CheckOut page that uses standard server controls

e©|@ http://localhost49417/CheckOut.aspx O~ B G X |l & Chapter 6: Shopping Cart x n1 * {é}

_Hau-oweeh Su-persfore

For the little goblin in all of us

CheckOut Page 1

Contact information
Email address.  [mary@murach.com
Email Re-entry:  [mary@murach.com

|
|
First Name:  [Mary |
|
|

Last Name:  [Delamater

Phone Number: [555-555-5655

Billing address
Address: (123 Wistful Vista Lane |
City: [Portland |
State: | [=] Stateis required
Zip code: [33999 |

Optional data

Please let me know about:
New products New editions

Special offers Local events

Please contact me via:
@ Twitter @ Facebook @ Text message @ Email
Check Out | I Cancel Order Continue Shopping

The head section in the HTML for the page

<head runat="server">
<title>Chapter 6: Shopping Cart</title>
<link href="Styles/Main.css" rel="stylesheet" />
<link href="Styles/CheckOut.css" rel="stylesheet" />
</head>

Description
o This is the first CheckOut page for the Shopping Cart application.

e HTML label elements are used to identify all of the server controls on this page.
The last two controls before the buttons are a check box list and a radio button list.

e Most of the page layout is done by the two CSS files that are identified in the head
section of the HTML. However, most of the formatting for the check box and radio
button lists is done by the way their attributes have been set.

o All of the text boxes and the drop-down list have required field validators, but they
aren’t shown in the aspx code in the next figure.

Figure 6-14 A CheckOut page that uses standard server controls
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The aspx code

Figure 6-15 presents the aspx code for the CheckOut page. Here, you can
see the use of the label elements and the server controls. For brevity, though, the
required field validators for the text boxes and drop-down list aren’t shown.

To start, notice how the attributes for the form element are set. Because the
DefaultFocus attribute is set to the first text box on the form, the user will be able
to use the Tab key to move from the first text box to those that follow. Because
the DefaultButton attribute is set to the Check Out button, the user will be able to
press the Enter key to submit the form to the server.

Then, notice that the TextMode attribute of the first text box is set to Email.
It becomes the HTMLS type attribute of the input element that is rendered for
the text box. Similarly, the TextMode attribute of the phone number text box is
set to Tel, although that control isn’t included in this aspx code. Both of these
attributes indicate what type of data is expected, and the browsers for some
mobile devices will display keyboards that are appropriate for those entries.

Of special note is the way the drop-down list uses a SQL data source to add
list items for each state to the list. The text that’s displayed for each item is the
state name, and the value for each item is the state code. The Listltem object that
is coded within the drop-down list sets the Text and Value fields for the first item
in the list to empty strings. Then, if the user doesn’t select an item from the list,
a required field validator will be activated so the form won’t be submitted to the
server.

This code also shows how some of the attributes for server controls are used.
For instance, the MaxLength attribute of the text box for the zip code limits the
number of characters that can be entered to 5. The RepeatColumns attribute of
the check box list is set to 2, and you can see how that is rendered in the previ-
ous figure. Similarly, the RepeatDirection attribute of the radio button list is set
to Horizontal, and you can see how that is rendered in the previous figure.
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The aspx code for the form on the CheckOut page

<form id="forml" runat="server" DefaultFocus="txtEmaill"
DefaultButton="btnCheckout">
<h2>Contact information</h2>
<label>Email: </label>
<asp:TextBox ID="txtEmaill" runat="server" CssClass="entry"
TextMode="Email" ></asp:TextBox><br />
<label>Email Re-entry: </label>
<asp:TextBox ID="txtEmail2" runat="server" CssClass="entry" >
</asp:TextBox><br />
<%-- labels and text boxes for first name, last name, and phone --%>

<h2>Billing address</h2>

<%=-- labels and text boxes for address and city --%>

<label>State: </label>

<asp:DropDownList ID="ddlState" runat="server" CssClass="entry"
AppendDataBoundItems="True" DataSourceID="SglDataSourcel"
DataTextField="StateName" DataValueField="StateCode">
<asp:ListItem Text="" Value="" Selected="True"></asp:ListItem>

</asp:DropDownList><br />

<asp:SqglDataSource ID="SglDataSourcel" runat="server"
ConnectionString="<%$ ConnectionStrings:HalloweenConnection %>"
SelectCommand="SELECT [StateCode], [StateName] FROM [States]

ORDER BY [StateCode]"></asp:SglDataSource>

<label>Zip code: </label>

<asp:TextBox ID="txtZip" runat="server" CssClass="entry"
MaxLength="5"></asp:TextBox>

<h2>0Optional data</h2>
<div id="optionalData">
Please let me know about:
<asp:CheckBoxList ID="cblAboutList" runat="server"
RepeatColumns="2">
<asp:ListItem Value="New">New products</asp:ListItem>
<asp:ListItem Value="Special">Special offers</asp:ListItem>
<asp:ListItem Value="Revisions">New editions</asp:ListItem>
<asp:ListItem Value="Local">Local events</asp:ListItem>
</asp:CheckBoxList>
Please contact me via:
<asp:RadioButtonList ID="rblContactVia" runat="server"
RepeatDirection="Horizontal">
<asp:ListItem Selected="True">Twitter</asp:ListItem>
<asp:ListItem>Facebook</asp:ListItem>
<asp:ListItem Value="Text">Text Message</asp:ListItem>
<asp:ListItem>Email</asp:ListItem>
</asp:RadioButtonList>
</div>

<asp:Button ID="btnCheckOut" runat="server" Text="Check Out"
CssClass="button" />

<asp:Button ID="btnCancel" runat="server" Text="Cancel Order"
CausesValidation="False" CssClass="button" />

<asp:LinkButton ID="lbtnContinueShopping" runat="server"
PostBackUrl="~/Order.aspx" CausesValidation="False">Continue
Shopping</asp:LinkButton>

</form>

Figure 6-15  The aspx code for the CheckOut page
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The code-behind file for the CheckOut page

Figure 6-16 presents the code-behind file for the CheckOut page. The first
thing to notice about this code is that it contains a private Customer object. This
will store customer information retrieved from Session state or from the page,
and it is used by most of the procedures in the file.

As you’ve seen before, the Page_Load event handler first tests to see
whether the page is a postback. If it isn’t, that means it’s being requested for the
first time. In that case, this procedure gets the Customer object from the Session
object if there is one, and it calls the LoadCustomerData procedure to load the
data from the Customer object into the controls of the CheckOut page. Once the
data is loaded in to the page’s controls, it will be preserved between postbacks in
ViewState. That’s why you only have to retrieve the customer information from
the Session object the first time the page loads.

In the LoadCustomerData procedure, you can see how the data from the
customer object is loaded into the controls. But note that this is only done if the
customer object isn’t Nothing. If the object isn’t Nothing, it means that the user
had entered the data for the first CheckOut page, gone back to the Cart page, and
returned to the CheckOut page.

If the user clicks the Check Out button, the btnCheckOut_Click event
handler is executed. It first checks to see if the data in the controls is valid. If it
is, this procedure calls the GetCustomerData procedure to get the data from the
controls on the form and save the data in the properties of the customer object.
After that, it uses the Response.Redirect method to go to the second CheckOut
page.

In the GetCustomerData procedure, you can see how the statements get the
data from the controls and save them in the properties of the customer object.
When all of the data has been stored in the customer object, the object is added
to the Session object.

On the other hand, if the user clicks the Cancel Order button, the
btnCancel_Click event handler is executed. This procedure removes the Cart and
Customer objects from the Session object, and redirects to the Order page.
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The code-behind file for capturing the data

Partial Class CheckOut
Inherits System.Web.UI.Page

Private customer As Customer

Protected Sub Page_Load(sender As Object,
e As EventArgs) Handles Me.Load
If Not IsPostBack Then
customer = CType(Session("Customer"), Customer)
Me.LoadCustomerData()
End If
End Sub

Protected Sub btnCheckOut_Click(sender As Object,
e As EventArgs) Handles btnCheckOut.Click
If Page.IsValid Then
Me.GetCustomerData()
Response.Redirect("~/CheckOut2.aspx")
End If
End Sub

Protected Sub btnCancel_Click(sender As Object,
e As EventArgs) Handles btnCancel.Click
Session.Remove("Cart")
Session.Remove ("Customer")
Response.Redirect("~/Order.aspx")
End Sub

Private Sub LoadCustomerData()
If customer IsNot Nothing Then
txtFirstName.Text = customer.FirstName
' load data into other text boxes from customer object
ddlstate.SelectedValue = customer.State
rblContactVia.SelectedValue = customer.ContactVia
cblAboutList.Items(0).Selected = customer.NewProductsInfo

cblAboutList.Items(l).Selected = customer.SpecialPromosInfo

customer.NewRevisionsInfo
customer.LocalEventsInfo

cblAboutList.Items(2).Selected
cblAboutList.Items(3).Selected
End If
End Sub

Private Sub GetCustomerData()
If customer Is Nothing Then
customer = New Customer()
End If
customer.FirstName = txtFirstName.Text

' get data from the other text boxes and load into customer object

customer.State = ddlstate.SelectedValue
customer.ContactVia = rblContactVia.Selectedvalue
customer.NewProductsInfo = cblAboutList.Items(0).Selected
customer.SpecialPromosInfo = cblAboutList.Items(1l).Selected
customer.NewRevisionsInfo = cblAboutList.Items(2).Selected
customer.LocalEventsInfo = cblAboutList.Items(3).Selected
Session("Customer") = customer
End Sub
End Class

Figure 6-16  The code-behind file for the CheckOut page
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An introduction to the other standard
server controls

Now that you’ve learned how to use the common server controls, you may
be wondering what the other controls do and whether you need to learn how to
use them. So here’s a quick introduction to them.

When and how to use
the other standard server controls

The table at the top of figure 6-17 summarizes the other standard server
controls that you may be interested in. In particular, the Wizard and MultiView
controls let you set up several steps or views that get user entries in a single web
form. For instance, you can set up all of the steps of a CheckOut procedure with
one Wizard control, as shown in the next figure. One benefit of doing that is you
can get the data from all of the steps or views in a single code-behind file.

Of course, you can get the same result by using one web form for each step.
You can also get the same result by using one HTML div element for each step
and then using jQuery to move from one step to the next. With that approach, all
of the data is collected by a single web form, just as it is with a Wizard control.

Similarly, the ASP.NET Calendar control is a useful control. But the jQuery
UI DatePicker widget works even better.

The message here is that if you’re a professional ASPNET developer, you
should also know how to use jQuery, how to use the jQuery UI (User Interface)
widgets, and what jQuery plugins are available. Then, you can decide whether
you want to use an ASP.NET control like the Wizard or use a jQuery approach to
get the same result.

If you decide that you want to use one of the other standard server controls,
you can search the Internet to get the information and examples that you need
for using it. In fact, controls like the Wizard and MultiView controls can work
well for quickly prototyping an application. Then, when the prototype is working
the way you want it to, you can decide whether you want to keep the application
that way or convert it to another approach.
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Other standard server controls that you may want to use

Name Description

Calendar Displays a calendar that lets the user select a date.
AdRotator Provides a convenient way to display advertisements on your web pages.
Wizard Lets you build the steps of a procedure in a single web form.

MultivView Acts as a container for View controls, and lets you provide two or more
views in a single web form.

View Acts as a container for other controls and HTML.

Panel Acts as a container for other controls and HTML that can be displayed
or hidden as a group.

jQuery Ul widgets that you should be aware of

Control Description

DatePicker A calendar that can be toggled from a text box or dislayed inline.

Accordion Collapsible content panels that can be displayed by clicking on a panel’s header.

Tabs A set of tabs that reveals one tab’s contents at a time when its tab is clicked.
Dialog A modal dialog box that is resizable and draggable.

Some common types of jQuery plugins that you should be aware of

Description

Lightbox Can be used to open a larger version of a thumbnail image, and then lets
the user use the next and previous buttons to step through the set of images.

Carousel Displays one or more images and lets the user use the next and previous
buttons to step through the set of images.

Slideshow Automatically presents one image at a time from a set of images.

Description

The ASP.NET Calendar control displays a calendar that lets the user select a date,
but the jQuery UI control works even better.

The Wizard and MultiView controls let you provide several different steps or views
in a single form, but you can get the same result by using HTML div elements that
are manipulated by jQuery.

The Wizard or MultiView control can be used to quickly prototype the steps or
views of an application. Then, if necessary, the steps or views can be redone using
jQuery.

If you’re an ASP.NET developer, you should know how to use jQuery, the jQuery
Ul widgets, and jQuery plugins. Then, you can decide whether you want to use an
ASP.NET control or jQuery to get the results that you want.

To learn more about using the other ASP.NET controls, you can search the Internet
for information and examples, which are plentiful.

Figure 6-17  When and how to use the other standard server controls
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How to use the Wizard control

To give you a better idea of how the Wizard control works and how you can
use it, figure 6-18 presents an example of this control in use. Here, you can see
three steps of a CheckOut procedure. Remember that all of the data collected in
these steps is in a single web form, so you can capture all of the data in a single
code-behind file.

After you add a Wizard control to a form, you can use the Wizard Collection
Editor to add the steps that you want to the Wizard. These are added as
WizardStep controls, as shown in the aspx code in this figure. When you’re
through with the Collection Editor, ASP.NET adds the sidebar links and buttons
to the steps that let the user move from one step to another.

At that point, you can add the HTML and controls for each step. You can
also use the templates and styles that ASPNET provides for the controls that are
generated by the Wizard. This shows how useful the Wizard Control can be for
prototyping. Then, you can decide whether the result is the way you want it, or
whether you want to convert it to another approach.
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Three steps of a Wizard control

How to use the standard server controls

Step 2: Shipping Method
Step 3: Credit Card Info

Last name: Delamater

Email: mary@techknowsolve com|

el’ \|@ http://localhost49738/Checkout.aspx O ~ B & X |I & Chapter 6: Checkout Wizard  * o i\‘\P c:a
Credit card information
Step 1 l = EI_IQ
Step 2 e, ‘|@ http://localhost49738/Checkout.aspx O v B & X ” (& Chapter6: Checkout Wizard % o e e
Step 3 —
i Shipping method
r ™
Step 1] — E@g
SteE 2 | ',: @ http://localhost49738/Checkout.aspx O v B & X ” @ Chapter 6: Checkout Wizard X Ju"u\ iw\? 5&
Step 3:
Contact information
Step 1: Contact Info First Name: Mary

The starting aspx for a Wizard control

<asp:Wizard ID="Wizardl" runat="server" ActiveStepIndex="0">
<WizardSteps>
<asp:WizardStep runat="server" Title="Step 1">
<h2>Contact information</h2>
</asp:WizardStep>
<asp:WizardStep runat="server" Title="Step 2">
<h2>Shipping method</h2>
</asp:WizardsStep>
<asp:WizardStep runat="server" Title="Step 3">
<h2>Credit card information</h2>
</asp:WizardsStep>
</WizardSteps>
</asp:Wizard>

Description

e To add or remove the steps for a Wizard, you can use the WizardStep Collection
Editor. Then, after you set up the steps, you can add the controls and HTML for

each of the steps.

e The sidebar that provides the links for the steps and the Next, Previous, and Finish

buttons are generated by ASP.NET.

o Because all of the steps are on one web page, you can get the data from the controls

for all of the steps in a single code-behind file.

Figure 6-18 How to use the Wizard control
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Perspective

Now that you’ve finished this chapter, you should be able to use the
common server controls whenever you need them in your applications. If
necessary, you can refer to the figures in this chapter to see what attributes you
need to set for the common controls. But otherwise, you can add a control to
a form, select it in the Designer, and use the Properties windows to figure out
what attributes you need to set.

Remember, though, that you should use HTML elements instead of server
controls whenever the data in the elements isn’t going to change while the
application runs. You may also want to use JavaScript and jQuery, jQuery Ul,
or jQuery plugins instead of server controls like the Wizard and MultiView
controls. That’s why every ASPNET developer should also know how to use
HTML, CSS, JavaScript, and jQuery, and that’s why you should also have
Murach’s HTMLS5 and CSS3 and Murach’s JavaScript and jQuery in your

professional library.

Terms

server control
event handler
focus

default button
tab order
access key
label

text box
check box
radio button
image control
hyperlink

Summary

file upload control
submit button
button

link button
image button
drop-down list
list box

check box list
radio button list
bulleted list
numbered list

e The server controls in the Standards group of the Visual Studio Toolbox
are the ones that you use to get data entries from users and to display data
for users. These controls are rendered into HTML elements when a form is

displayed in a browser.

e You can code event handlers for the Click and Command events of buttons,
the TextChanged event of a text box, the CheckChanged event of check boxes
and radio buttons, and the SelectedIndexChanged event of list controls like

drop-down lists and list boxes.
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To make it easier for users to work with the controls of a form, you should
set the starting focus and the default button for each form. You should also
make sure the tab order provides for easy movement through the controls
of the form, and you may also want to provide access keys for some of the
controls.

In general, you should use HTML elements instead of server controls when
the data in the controls isn’t going to change. However, you may also want
to use server controls when you don’t know how to code the HTML
elements, even though the data in the controls isn’t going to change.

One of the benefits of using server controls is that they provide properties
that make it easy to change their data with Visual Basic code. The Properties
window in the Designer also makes it easy to set the attributes of the
controls.

With ASP.NET, a list control is treated as a ListltemCollection object that
contains Listltem objects. The Listltem Collection Editor makes it easy
to create the list items for a list control, and the members of the collection
object provide the property, indexer, and methods that let you use Visual
Basic for working with the items.

Although ASP.NET provides advanced server controls like the Calendar,
Wizard, and MultiView controls, you should be aware that you can get

the same or better results by using jQuery, jQuery Ul widgets, and jQuery
plugins. Then, you need to decide which approach to use for your web site.

Exercise 6-1 Modify the Check Out page

In this exercise, you’ll modify the Check Out page of the Shopping Cart applica-
tion that’s presented in this chapter.

Open, review, and run the Shopping Cart application
1. Open the Ex06Cart web site that’s in the aspnet45_vb directory, and review
the Order and Cart pages to see that they’re like the ones in chapter 4.

2. Test the application to see how it works. Without entering any data on the
Check Out page, click the Check Out button to see that all of the text boxes
and the drop-down list have required field validators.

3. Enter valid data for all of the fields and click on the Check Out button to go to
the CheckOut2 page and note that this displays a page that lists the entries that
you made. Then, close the browser and switch to Visual Studio.

4. Review the code in the Customer.vb file in the App_Code folder to see the
properties of the Customer object. Then, review the code-behind file for the
CheckOut page to see how the user entries are stored in the Customer object
and how the Customer object is stored in the Session object. Note that the
ContactVia values are stored in a way that differs from figure 6-16.

5. Review the code-behind file for the CheckOut2 page to see how the Customer
object is retrieved from the Session object and the properties in the Customer
object are displayed on the web page.
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Change the radio button list to a list box

6.

10.

In the aspx code for the CheckOut page, comment out the code for the radio
button list. Then, add a ListBox control above the commented out code that
looks like this:

Please contact me via:

Twitter
Facebook

Text Message
Email

Use the Collection Editor as shown in figure 6-10 to add the items to the list
box. Also, set the SelectionMode attribute of the control to Multiple so the
user can select more than one item. For formatting, you need to add one br
element after the inline text and two after the list box.

Try to run the page, but note the errors that are displayed when you do that. To
fix that, comment out the lines in the code-behind file that the messages refer
to. Then, test the page to see how the list box looks in the browser. To select
one or more items in Internet Explorer, hold down the Ctrl or Shift key as you
click on items.

Modify the GetCustomerData procedure in the code-behind file for the
CheckOut page so it sets the ContactVia values in the customer object to the
values that the user has selected in the list box. Then, test the application to
make sure that the user entries and selections are correctly displayed on the
CheckOut2 page.

Modify the LoadCustomerData procedure in the code-behind file for the
CheckOut page so it sets the values in the list box to the ones in the customer
object when the page request isn’t a postback. Then, test this procedure by
entering valid data in the Check Out form, clicking the Check Out button to
save the values in the Session object, and then clicking in sequence: the Back
button, the Continue Shopping link, the Go to Cart button, and the Check Out
button. If your code works, all of the data should be displayed in the form
except for the second email address entry.
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In chapter 2, you learned the basic skills for using two of the validation
controls: the required field validator and the range validator. Now, you’ll learn
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Introduction to the
validation controls

ASP.NET provides six validation controls that you can use to validate the
data on a web form. You’ll learn the basic skills for using these controls in the
topics that follow.

How ASP.NET processes the validation controls

Figure 7-1 summarizes the validation controls that are available with
ASPNET. As you learned in chapter 2, the first five controls are called valida-
tors. These are the controls that you use to check that the user has entered valid
data into the input controls on a web form. In contrast, you use the validation
summary control to display a summary of all the errors on a page.

To refresh your memory about how the validation controls work, this figure
summarizes the key points. To start, you should realize that the validation tests
are typically done on the client before the page is posted to the server. That way,
a round trip to the server isn’t required if any invalid data is detected.

In most cases, client-side validation is done when the focus leaves an input
control that has validators associated with it. That can happen when the user
presses the Tab key to move to the next control or clicks another control to move
the focus to that control.

However, the required field validator works a bit differently. When you
use this validator, the validation isn’t done until the user clicks a button whose
CausesValidation property is set to True. The exception is if the user enters a
value into an input control and then tries to clear the value. In that case, an error
will be detected when the focus leaves the control.

To perform client-side validation, a browser must support JavaScript and
JavaScript must be enabled. Because that’s the norm, validation is usually done
on the client. In case JavaScript isn’t enabled in the browser, though, valida-
tion is always done on the server when a page is submitted. ASP.NET does this
validation after it initializes the page.

When ASP.NET performs the validation tests on the server, it sets the IsValid
property of each validator to True or False. In addition, it sets the IsValid prop-
erty of the page to True or False based on whether the IsValid property of all the
input data is True. The IsValid property for the page is usually tested to make
sure it’s True before the data that has been submitted is processed. In the exam-
ple in this figure, you can see how this property is tested in the event handler for
the Click event for an Add button.

If you want to bypass client-side validation and just perform the validation
on the server, you can set the EnableClientScript property of the validation
controls to False. Then, the JavaScript for client-side validation isn’t generated,
and the validation is only done on the server.
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The validation controls provided by ASP.NET

Name Description

RequiredFieldvalidator Checks that an entry has been made.

CompareValidator Checks an entry against a constant value or the value of
another control. Can also be used to check for a specific
data type.

RangeValidator Checks that an entry is within a specified range.

RegularExpressionValidator Checks that an entry matches a pattern that’s defined by
a regular expression.

CustomvValidator Checks an entry on the server using Visual Basic vali-
dation code.

ValidationSummary Displays a summary of error messages from the other
validation controls.

Typical code for processing a page that contains validation controls

Protected Sub btnAdd_Click(sender As Object,
e As EventArgs) Handles btnAdd.Click
If Page.IsValid Then
' code for processing the valid data
End If
End Sub

Description

If a browser has JavaScript enabled, the validation controls do their validation
on the client. That way, the validation is done and error messages are displayed
without the page being posted to the server.

Validation is always done on the server too, right after the page is initialized, so the
validation is done whether or not the browser supports JavaScript.

Validation is always done when you click a button whose CausesValidation prop-
erty is set to True. To create a button that doesn’t cause validation, you can set this
property to False.

Validation is also done on the client when the focus leaves an input control. The
exception is a required field validator, which does its validation only when you
click a button whose CausesValidation property is set to True or when you enter a
value into a control and then clear and leave the control.

If a validation control finds invalid data, the IsValid property of that control is set
to False and the IsValid property of the page is set to False. These properties can be
tested in your Visual Basic code.

If you want to perform validation only on the server, you can set the
EnableClientScript properties of the validation controls to False. Then, the
JavaScript for validation on the client isn’t generated.

Figure 7-1 How ASP.NET processes the validation controls
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How to set the attributes of the validators

Figure 7-2 summarizes the common attributes for the validators. These are
the ones you can use with any validator. The most important property is the
ControlToValidate property, which associates the validator with an input control
on the page.

The Display property determines how the error message for a validator is
displayed. In most cases, Dynamic works the best because space is only gener-
ated for the message when it is displayed. In some cases, though, the other
options can be useful.

You use the ErrorMessage and Text properties to specify messages that are
displayed when the validator detects an error. You can set one or both of these
properties depending on whether you use a validation summary control. If you
want the same message in both the validator and the validation summary control,
just set the ErrorMessage property. But if you want different messages, set the
ErrorMessage property to the message you want in the validation summary
control and the Text property to the message you want in the validator.

If the Enabled property of a validator is set to True, the validation test for
the validator is performed. But if you want to skip the validation that’s done by
a validator, you can set this property to False. In contrast, the EnableClientScript
property determines whether the client-side JavaScript for the validation is
generated. If this property is set to False, the validation is only done on the
server.

Besides the attributes in the table in this figure, you will use other attributes
for specific controls. You will find most of these in the Behavior category of the
Properties window when the validator is selected in the Designer. For instance,
you can use the drop-down list for the Operator attribute when you’re setting the
attributes for a compare validator. You’ll learn more about these attributes as you
read about specific validators.
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Common validator attributes and properties

SetFocusOnError Indicates whether the focus will be moved to the control if it’s invalid.
ValidationGroup Indicates which group the validation control is part of.
The Behavior category in the Properties window for a Compare validator
Bl Behavior
ClientIDMode Inherit
ControlTeCompare

Property Description

ControlTovalidate The ID of the control to be validated.

Display Determines how the error message is to be displayed. Static is the
default and allocates space for the message in the page layout.
Dynamic allocates space only when an error occurs. None displays
errors only in a validation summary control.

Text The message that’s displayed in the validator.

ErrorMessage The message that’s displayed in the validation summary control when
the validation fails. This message is also displayed in the validator if
the Text property hasn’t been set.

Enabled Indicates whether the validation control is enabled.
EnableClientScript Indicates whether the validation will be done on the client.

ControlToValidate

CulturelnvariantValues  False

EnableClientScript True

Enabled True
EnableTheming True
EnableViewState True

Equa
SetFocusOnError

SkinID NotEqual
TeolTip GreaterThan
Type GreaterThanEqual
ValidateRequestMode  |LessThan
ValidationGroup LessThanEqual
ValueToCompare DataTypeCheck
ViewStateMode Inherit

Visible True

Operator
Comparison eperation to apply to values.

Description

The Appearance category in the Properties window provides the Display,
ErrorMessage, and Text properties.

The Behavior category provides the attributes that you need for getting the control
to work right.

Figure 7-2 How to set the attributes of the validators
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How to provide for unobtrusive validation

In chapter 2, you were introduced to unobtrusive validation. When it is used,
the validation on the client uses jQuery, which is a JavaScript library. The benefit
of using jQuery is that it reduces the amount of JavaScript that has to be gener-
ated and takes advantage of jQuery features like cross-browser compatibility.

Even though unobtrusive validation is on by default when you start a new
web site, it has been turned off in all of the applications that you’ve studied so
far. But now, figure 7-3 shows the easiest way to implement unobtrusive valida-
tion. That is, by installing the NuGet package for it.

After you use the procedure in this figure to install the NuGet package for
jQuery validation, you’ll see that several folders and files have been added to the
Solution Explorer. First, a dll file has been added to the Bin folder that contains
the AspNet.ScriptManager.jQuery assembly that will automatically register the
jQuery library with the ScriptManager as "jquery". This registration is what tells
ASP.NET where to find the jQuery files.

Second, a Scripts folder has been added that contains three JavaScript files
and a map file for jQuery. Third, a packages.config file has been added. This file
is used by the NuGet infrastructure to track the versions of installed packages.

Now that you know the easiest way to implement unobtrusive validation, we
recommend that you do that for all of your production applications. For most of
the applications in this book, however, unobtrusive validation is turned off so the
number of folders and files in the Solution Explorer are kept to a minimum.
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The Manage NuGet Packages dialog box

I3 ™
Ch02FutureValue - Manage NuGet Packages m
P Installed packages Stable Only ~ | Sort by:  Most Downloads - aspnetscriptmanagerjquery X |'

4 Online . AspNet.ScriptManager.jQ
a Created by: Damian Edwards
6 This package contains the by . .
All AspNet ScriptManagerjQu... Id: AspNet.ScriptManager.jQuery
MNuGet official package source Version: 20.1
Search Results O AspNet.ScriptManager.jQuery.ULCombin... Last Updated: 6/3/2013
e This package contains the Downloads: 22976
P Updates AspNet.ScriptManager,jQuery.ULCombined... Report Abuse
Description:
b Recent packages . . .
S Micresoft.ScriptManager.jQuery This package contains the
asanrr - This contents of this package has been AspMet.ScriptManager.jQuery assembly that
moved to the AspMet.ScriptManager,jQuer... will automatically register jQuery 2.0.1 with
the ScriptManager as "jquery”.
M MicresoftScriptManager.jQuery.ULCom... Dependencies:

asanrr - This contents of this package has been

moved to the AspMet.ScriptManager,jQuer... [y B Al EE e ey

Each item above may have sub-

Each package is licensed to you by its dependencies subject to additional license
owner. Microsoft is not responsible agreements.
for, nor does it grant any licenses to,
third-party packages. 1
L J

How to install the NuGet package for jQuery validation
e Right-click on the project and select Manage NuGet Packages.

o In the left panel of the dialog box that appears, select Online—>NuGet Official
Package Source. Next, use the box in the upper right to search for
AspNet.ScriptManager.jQuery. Then, click on the Install button.

The Solution Explorer after the NuGet package is installed

R Solution 'ChO6Cart' (1 project)
4 (&) Ch06Cart
b @ App_Code
b @l App_Data
4 @l Bin
b BUR AspMet.ScriptManagerjQuery.dil
b Images
4 @] Scripts
[T jguery-2.01.intellisense js
IT jquery-201js
LT jquery-2.0.1.minjs
& jguery-2.0.1.min.map
W Styles
& Cart.aspx
&1 CheckOut.aspx
#51 CheckOut2.aspx
&) Order.aspx
¥ packages.config
1 web.config

v T v v

Description
e Unobtrusive validation is on by default when you start a new web site from the
Empty Web Site Template.

e The easiest way to provide unobtrusive validation is to install the NuGet package
for it. That adds a Scripts folder that contains the jQuery files to the project as well
as the files that reference the jQuery files and manage the validation.

Figure 7-3 How to provide for unobtrusive validation
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How to use the validators

In the topics that follow, you’ll learn how to use the validators as you
develop applications.

How to use the required field validator

Figure 7-4 shows how to use the required field validator. This validator
checks that the user entered a value into an input control. If the user doesn’t
enter a value, the validator’s error message is displayed.

The three examples in this figure illustrate how you can use the required
field validator. In the first example, this validator is used to check for a required
entry in a text box. To do that, its ControlTo Validate property is set to the ID
property of the text box. Then, if the user doesn’t enter anything into the text
box, the text in the ErrorMessage property is displayed.

The second and third examples show how you can use the Initial Value
property of the required field validator to check that the user changed the initial
value of a control. For this to work right, this property must be set to the initial
value of the field that’s being validated.

In the second example, this technique is used with a text box. Here, the
initial value of the text box indicates the format for a date entry. If the user
doesn’t change this value, the validation test will fail. This doesn’t work as well
as you might want it to, though, because the users have to delete the initial value
in the field before they can enter the new value, which isn’t as easy as entering a
value into an empty text box.

The third example uses the InitialValue property with a list box. Here, the
Initial Value property is set to None, which is the value of the first item in the list.
That way, if the user doesn’t select another item, the validation test will fail. You
can also use this technique with a drop-down list or a radio button list.




Chapter 7 How to use the validation controls

A property of the required field validator
Property Description

Initialvalue The initial value of the control that’s validated. If this value isn’t
changed, the validation fails. The default is an empty string.

A validator that checks for a required entry

<asp:TextBox ID="txtName" runat="server"></asp:TextBox>&nbsp;
<asp:RequiredFieldvValidator ID="RequiredFieldValidatorl" runat="server"
ControlTovValidate="txtName"
ErrorMessage="You must enter a name." >
</asp:RequiredFieldvalidator>

A validator that checks that an initial value is changed

<asp:TextBox ID="txtBirthDate" runat="server>mm/dd/yyyy</asp:TextBox>&nbsp;
<asp:RequiredFieldvValidator ID="RequiredFieldValidator2" runat="server"

ControlTovValidate="txtBirthDate"

Initialvalue="mm/dd/yyyy"

ErrorMessage="You must enter a birthdate.">
</asp:RequiredFieldvalidator>

A required field validator that forces an option to be chosen
from a list box

<asp:ListBox ID="lstCardType" runat="server">

<asp:ListItem Selected="True" Value="None">Select a credit card

</asp:ListItem>

<asp:ListItem Value="Visa">Visa</asp:ListItem>

<asp:ListItem Value="MC">MasterCard</asp:ListItem>

<asp:ListItem Value="AmEx">American Express</asp:ListItem>
</asp:ListBox>&nbsp;

<asp:RequiredFieldvalidator ID="RequiredFieldvalidator3" runat="server"
ControlTovValidate="1lstCardType"
Initialvalue="None"

ErrorMessage="You must select a credit card type.">
</asp:RequiredFieldvalidator>

Description

o The required field validator checks that the user entered data into an input control.
It’s typically used with text box controls, but can also be used with list controls.

e If you set the Initital Value attribute of a required field validator, you should set the
starting value for the field that’s being validated to the same value. This technique
can be used to show the format that should be used for an entry.

Figure 7-4 How to use the required field validator
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How to use the compare validator

Figure 7-5 shows how you use the compare validator. This validator lets
you compare the value entered into an input control with a constant value or the
value of another control. You can also use the compare validator to make sure
that the value is a particular data type.

To define a compare validator, you use the four properties shown in this
figure. To compare the input data with a constant value, you specify the value in
the ValueToCompare property. Then, you set the Operator property to indicate
the type of comparison you want to perform, and you set the Type property to
the type of data you’re comparing.

The first example illustrates how this works. Here, the value entered into a
text box is tested to be sure that it’s an integer that’s greater than zero. Then, if
the user enters a value that isn’t an integer, or if the user enters an integer that
isn’t greater than zero, the error message will be displayed.

To test for just a data type, you set the Type property to the type of data
you’re testing for, and you set the Operator property to DataTypeCheck. This
is illustrated by the second example. Here, the value entered into a text box is
tested to be sure that it’s an integer.

The third example shows how to compare the value of an input control with
the value of another control. To do that, you set the Operator and Type proper-
ties just as you do when you compare an input value with a constant. Instead of
setting the ValueToCompare property, however, you set the ControlToCompare
property to the ID of the control whose value you want to compare. This
example tests that a date that’s entered into one text box is after the date entered
into another text box.

When you work with compare validators, you should know that if the user
doesn’t enter a value into a control, the control will pass the test of its compare
validator. Because of that, you must use a required field validator along with
the compare validator if you want to be sure that the user enters a value into a
control.

You should also realize that if you compare the value of a control against the
value of another control, the validation test will pass if the user doesn’t enter a
value into the other control or the value of the other control can’t be converted
to the correct type. To avoid that problem, you’ll want to be sure that the other
control is also validated properly.
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Properties of the compare validator

Property Description

ValueToCompare The value that the control specified in the ControlToValidate property
should be compared to.

Operator The type of comparison to perform (Equal, NotEqual, GreaterThan,
GreaterThanEqual, LessThan, LessThanEqual, or DataTypeCheck).

Type The data type for the comparison (String, Integer, Double, Date, or
Currency).

ControlToCompare The ID of the control that the value of the control specified in the
ControlToValidate property should be compared to.

A compare validator that checks for a value greater than zero

<asp:TextBox ID="txtQuantity" runat="server"></asp:TextBox>&nbsp;
<asp:CompareValidator ID="CompareValidatorl" runat="server"

ControlToValidate="txtQuantity"

Type="Integer"

Operator="GreaterThan"

ValueToCompare="0"

ErrorMessage="Quantity must be greater than zero.">
</asp:ComparevValidator>

A compare validator that checks for an integer value

<asp:TextBox id="txtQuantity" runat="server"></asp:TextBox>&nbsp;
<asp:CompareValidator ID="CompareValidator2" runat="server"

ControlTovValidate="txtQuantity"

Operator="DataTypeCheck"

Type="Integer"

ErrorMessage="Quantity must be an integer.">
</asp:ComparevValidator>

A compare validator that compares the values of two text boxes

<asp:TextBox ID="txtStartDate" runat="server"></asp:TextBox><br /><br />
<asp:TextBox ID="txtEndDate" runat="server"></asp:TextBox>&nbsp;
<asp:ComparevValidator

ID="CompareValidator3" runat="server"

ControlTovValidate="txtEndDate"

Operator="GreaterThan"

Type="Date"

ControlToCompare="txtStartDate"

ErrorMessage="End Date must be greater than Start Date.">
</asp:CompareValidator>

Description

e The compare validator compares the value entered into a control with a constant
value or with the value entered into another control.

e You can also use the compare validator to check that the user entered a specific data
type.

Figure 7-5 How to use the compare validator
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How to use the range validator

The range validator, shown in figure 7-6, validates user input by making
sure that it falls within a given range of values. To specify the valid range, you
set the MinimumValue and MaximumValue properties. You must also set the
Type property to the type of data you’re checking. For instance, the first example
in this figure checks that the user enters an integer between 1 and 14 into a text
box.

The second example in this figure shows how you can set the range for
a range validator at runtime. Here, you can see that the Minimum Value and
MaximumValue properties aren’t set when the range validator is declared.
Instead, they’re set when the page is loaded for the first time. In this case, the
MinimumValue property is set to the current date, and the Maximum Value
property is set to 30 days after the current date.

Like the compare validator, you should realize that the range validator will
pass its validation test if the user doesn’t enter anything into the associated
control. Because of that, you’ll need to use a required field validator along with
the range validator if the user must enter a value.
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Properties of the range validator

Property Description

MinimumvValue The minimum value allowed for the control.
MaximumValue The maximum value allowed for the control.
Type The data type for the comparison (String,

Integer, Double, Date, or Currency).

A range validator that checks for a numeric range

<asp:TextBox ID="txtDays" runat="server"></asp:TextBox>&nbsp;
<asp:RangeValidator ID="RangeValidatorl" runat="server"

ControlTovValidate="txtDays"

Type="Integer"

MinimumValue="1"

MaximumValue="14"

ErrorMessage="Days must be between 1 and 14.">
</asp:RangeValidator>

How to set a range at runtime

A range validator that checks a date range that’s set at runtime
<asp:TextBox ID="txtArrival" runat="server">01/01/1l4</asp:TextBox>&nbsp;
<asp:RangeValidator ID="valArrival" runat="server"

ControlToValidate="txtArrival"

Type="Date"

ErrorMessage="You must arrive within 30 days.">
</asp:RangeValidator>

Code that sets the minimum and maximum values when the page is loaded
Protected Sub Page_Load(sender As Object,
e As EventArgs) Handles Me.Load
If Not IsPostBack Then
valArrival.MinimumValue = Today.ToShortDateString
valArrival.MaximumValue = Today.AddDays(30).ToShortDateString
End If
End Sub

Description

The range validator checks that the user enters a value that falls within the range
specified by the MinimumValue and MaximumValue properties. These properties
can be set when the range validator is created or when the page is loaded.

If the user enters a value that can’t be converted to the correct data type, the valida-
tion fails.

If the user doesn’t enter a value in the input control, the range validator passes its
validation test. As a result, you should also provide a required field validator if a
value is required.

Figure 7-6 How to use the range validator
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How to use the regular expression validator

A regular expression is a string made up of special pattern-matching
symbols. You can use regular expressions with the regular expression validator
to make sure that a user’s entry matches a specific pattern, like one for a zip
code, phone number, or email address. Figure 7-7 shows how to use the regular
expression validator.

As you can see, the ValidationExpression property specifies the regular
expression the input data must match. For instance, the code for the first regular
expression validator in this figure specifies that the input data must contain five
decimal digits (\d{5}). And the regular expression for the second validator speci-
fies that the input data must be in the format of a U.S. phone number.

If you access the Regular Expression Editor that’s shown in this figure, you
can select one of the expressions provided by Visual Studio. These expressions
define common patterns for phone numbers and postal codes in the United States
and some other countries, as well as social security numbers, email addresses,
and URLs.

You can also create a custom expression that’s based on a standard expres-
sion by selecting an expression in the Regular Expression Editor so its pattern
appears in the text box at the bottom of the dialog box. Then, you can modify the
expression and click on the OK button to insert it into the aspx code for the vali-
dator. In the next figure, you’ll learn more about creating a regular expression.
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A property of the regular expression validator

ValidationExpression A string that specifies a regular expression. The regular expres-
sion defines a pattern that the input data must match to be valid.

The Regular Expression Editor dialog box
rRegular Expression Editor m‘

Standard expressions:

P.R.C. phone number -
P.R.C. postal code

P.R.C. Social Securii number (ID number) |:|

.5, Social Security number

Validation expression:

(OO{3 1) 7033 df4}

[ ok ][ cence |

A regular expression validator that validates five-digit numbers

<asp:TextBox ID="txtZipCode" runat="server"></asp:TextBox>&nbsp;
<asp:RegularExpressionValidator ID="RegularExpressionValidatorl"
runat="server" ControlToValidate="txtZipCode"
ValidationExpression="\d{5}"
ErrorMessage="Must be a five-digit U.S. zip code.">
</asp:RegularExpressionValidator>

A regular expression validator that validates U.S. phone numbers

<asp:TextBox ID="txtPhone" runat="server"></asp:TextBox>&nbsp;

<asp:RegularExpressionvValidator ID="RegularExpressionValidator2"
runat="server" ControlToValidate="txtPhone"
ValidationExpression="((\(\d{3}\) ?)|(\d{3}-))?\d{3}-\d{4}"
ErrorMessage="Must be a valid U.S. phone number.">

</asp:RegularExpressionValidator>

Description

o The regular expression validator matches the user’s entry with the pattern specified
by the regular expression that’s identified by the ValidationExpression property. If
the entry doesn’t match the pattern, the validation fails.

o ASPNET provides some common regular expressions that you can access from the
Regular Expression Editor. To display its dialog box, select the validation control,

select the ValidationExpression property in the Properties window, and click its
ellipsis button.

e You can also use the Regular Expression Editor to create a custom expression that’s

based on a standard expression. To do that, select the standard expression and then
edit it in the Validation Expression text box.

Figure 7-7 How to use the regular expression validator
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How to create regular expressions

Figure 7-8 presents the basic elements of regular expressions. Although
the .NET Framework provides many other elements that you can use in regular
expressions, you can create expressions of considerable complexity using just
the ones shown here. In fact, all of the standard expressions provided by
ASPNET use only these elements.

To start, you can specify any ordinary character, such as a letter or a decimal
digit. If a character must be an A, for example, you just include that character in
the expression. To include a character other than an ordinary character, you must
precede it with a backslash. For example, \( specifies that the character must be
a left parenthesis, \] specifies that the character must be a right bracket, and \\
specifies that the character must be a backslash. A backslash that’s used in this
way is called an escape character.

You can also specity a character class, which consists of a set of characters.
For example, \d indicates that the character must be a decimal digit, \w indicates
that the character must be a word character, and \s indicates that the character
must be a whitespace character. The uppercase versions of these elements—\D,
\W, and \S—match any character that is not a decimal digit, word character, or
whitespace character.

To create a list of possible characters, you enclose them in brackets. For
example, [abc] specifies that the character must be the letter a, b, or ¢, and [a-z]
specifies that the character must be a lowercase letter. One common construct
is [a-zA-Z], which specifies that the character must be a lowercase or uppercase
letter.

You can also use quantifiers to indicate how many of the preceding element
the input data must contain. To specify an exact number, you just code it in
brackets. For example, \d{5} specifies that the input data must be a five-digit
number. You can also specify a minimum number and a maximum number of
characters. For example, \w{6,20} specifies that the input data must contain
from six to twenty word characters. You can also omit the maximum number to
require just a minimum number of characters. For example, \w{6,} specifies that
the input data must contain at least 6 word characters. You can also use the *, ?,
and + quantifiers to specify zero or more, zero or one, or one or more characters.

If the input data can match one or more patterns, you can use the vertical
bar to separate elements. For example, \w+I\s{ 1} means that the input data must
contain one or more word characters or a single whitespace character.

To create groups of elements, you use parentheses. Then, you can apply
quantifiers to the entire group or you can separate groups with a vertical bar. For
example, (AB)I(SB) specifies that the input characters must be either AB or SB.
And (\d{3}-)? specifies that the input characters must contain zero or one occur-
rence of a three-digit number followed by a hyphen.

This of course is just an introduction to regular expressions. For more
information, try searching the Internet. The information is plentiful, and you can
probably find an example of an expression that does just what you’re looking for.
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Common regular expression elements

Element Description

Ordinary character
\

\d

\D

\w

\w

\s

\s
[abcdl]
[*abcd]
[a-z]
{n}
{n,}

{n,m}

V)

-~ — +

Matches any character other than ., $, 2, [, {, , I, ), *, +, 2, or \.
Matches the character that follows.

Matches any decimal digit (0-9).

Matches any character other than a decimal digit.

Matches any word character (a-z, A-Z, and 0-9).

Matches any character other than a word character.

Matches any white space character (space, tab, new line, etc.).
Matches any character other than a whitespace character.
Matches any character included between the brackets.

Matches any character that is not included between the brackets.
Matches any characters in the indicated range.

Matches exactly n occurrences of the preceding element or group.
Matches at least n occurrences of the preceding element or group.
Matches at least n but no more than m occurrences of the preceding element.
Matches zero or more occurrences of the preceding element.
Matches zero or one occurrence of the preceding element.
Matches one or more occurrences of the preceding element.
Matches any of the elements separated by the vertical bar.
Groups the elements that appear between the parentheses.

Examples of regular expressions

Expression Example Description

\d{3} 289 A three digit number.

\w{8,20} Frankenstein At least eight but no more than twenty word
characters.

\d{2}-\da{4} 10-3944 A two-digit number followed by a hyphen and a
four-digit number.

\w{l,8}.\w{1,3} freddy.jpg Up to eight letters or numbers, followed by a period
and up to three letters or numbers.

(AB) | (sB)-\d{1,5} SB-3276 The letters AB or SB, followed by a hyphen and a
one- to five-digit number.

\d{5}(-\d{4})? 93711-2765 A five-digit number, optionally followed by a hyphen
and a four-digit number.

\w*\d\w* arm01 A text entry that contains at least one numeral.

[xyz]\d{3} x023 The letter x, y, or z, followed by a three-digit number.

Description

e For more information and for specific types of expressions, you can search the

Internet.

Figure 7-8 How to create regular expressions
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How to use a custom validator

If none of the other validators provide the data validation that your program
requires, you can use a custom validator. Then, you can code your own valida-
tion routine that’s executed when the page is submitted to the server. This tech-
nique is frequently used to validate input data that requires a database lookup.

Figure 7-9 shows how you use a custom validator. In this example, a custom
validator is used to check that a value entered by the user is a valid product code
in a table of products. To do that, the code includes an event handler for the
ServerValidate event of the custom validator. This event occurs whenever valida-
tion is performed on the server.

When the ServerValidate event occurs, the event handler receives an argu-
ment named args that you can use to validate the data the user entered. The Value
property of this argument contains the user’s entry. Then, the event handler
can perform the tests that are necessary to determine if this value is valid. If it
is valid, the event handler assigns a True value to the IsValid property of the
args argument so the validator passes its test. If it isn’t valid, the event handler
assigns a False value to the IsValid property of this argument so the validator
doesn’t pass its test. This causes the error message specified by the validator to
be displayed in the browser.

In this figure, for example, the event handler calls the CheckProductCode
method of the HalloweenDB class. Although you haven’t seen this class or
method before, all you need to know is that it checks the product code by look-
ing it up in a database. If the product code exists, this method returns a value of
True. Otherwise, it returns a value of False. In either case, the returned value is
assigned to the IsValid property of the args argument.
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Properties of the ServerValidateEventArgs class

Property  Description

Value The text string to be validated.

IsValid A Boolean property that you set to True if the value
passes the validation test or to False if it fails.

The aspx code for a text box and a custom validator

<asp:TextBox ID="txtProductCode" runat="server"></asp:TextBox>&nbsp;
<asp:CustomValidator id="valProductCode" runat="server"
ControlTovalidate="txtProductCode"
ErrorMessage="Product code must be in database.">
</asp:Customvalidator>

Visual Basic code for the custom validator
Protected Sub valProductCode_ServerValidate(source As Object,
args As ServerValidateEventArgs) _
Handles valProductCode.ServerValidate
args.IsValid = HalloweenDB.CheckProductCode(args.Value)
End Sub

Description

You can use a custom validator to validate input data using the validation tests you
specify.

For a customer validator, you code the validation tests within an event handler for
the ServerValidate event of the custom validator. This event is raised whenever
validation is performed on the server. Because of that, the form must be submitted
before the validation can be done.

To start the event handler for the ServerValidate event in the code-behind file for a
form, you can double-click on the custom validator control in the Designer. Then,
you can use the properties of the args argument that’s passed to this event handler
to test the input data (args.value) and indicate whether the data passed the valida-
tion test (args.IsValid).

If you set the IsValid property of the args argument to False, the error message you
specified for the custom validator is displayed in the browser.

If the user doesn’t enter a value into the associated input control, the custom
validator doesn’t perform its validation test. As a result, you should also provide a
required field validator if a value is required.

Figure 7-9 How to use a custom validator
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Validation techniques

Now that you’re familiar with the validators, you’re ready to learn how to
use the validation summary control and validation groups.

How to use the validation summary control

The validation summary control lets you summarize all the errors on a page.
The summary can be a simple message like “There were errors on the page,”
or a more elaborate message that includes information about each error. The
summary can be displayed directly on the page or in a separate message box.

Figure 7-10 shows how to use the validation summary control. The
only tricky part of using this control is knowing how to code the Text and
ErrorMessage properties of a validator. To display the same message in both
the validator and the validation summary control, for example, you set the
ErrorMessage property to that message.

To display different messages, you set the ErrorMessage property to the
message you want in the summary control and the Text property to the message
you want in the validator. This is illustrated in the example in this figure. Here,
the message for each field in the validation control specifies the name of the
field, and the message in the validator describes the error. Note that in this case,
the message in the validator is coded as content of the control rather than in the
Text property.

If you don’t want to display individual error messages in the summary
control, just set the HeaderText property of the control to the generic message
you want to display. Then, leave the ErrorMessage property of each validator
blank. Otherwise, you can set the HeaderText property to a value like the one
in this figure, or you can leave it at its default value so no heading is displayed.
Last, if you want to display an error message in the validation summary control
but not in a validator, you can set the Display property of the validator to None.

By default, the error messages displayed by a validation summary control
are formatted as a bulleted list as shown in this figure. However, you can display
the errors in a list or paragraph by setting the DisplayMode property. You can
also display the error messages in a message box rather than on the web page by
setting the ShowMessageBox property to True and the ShowSummary property
to False.

To format a validation summary control, you can use its Appearance
properties as shown in this example. Here, the BorderColor, BorderStyle, and
BorderWidth properties put a border around the summary control. This is easier
than using CSS, because it’s hard to tell what HTML elements are generated for
a summary control. That’s because the elements are generated by JavaScript or
jQuery when errors are detected on the client, which means that you can’t find
out what the elements are by viewing them in the source code for a page.

If you use a bulleted list for a summary control, though, you do know that
the error messages will be in li items within an ul item, so you can apply CSS
to those elements. In this figure, for example, CSS has been used to add spacing
before and after the error messages (li elements).
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Properties of the validation summary control

Property Description

DisplayMode Specifies how the error messages from the validators are displayed.
The options are BulletList (the default), List, and SingleParagraph.

HeaderText The text that’s displayed before the list of error messages.

ShowSummary A Boolean value that determines whether the validation summary is
displayed on the web page. The default is True.

ShowMessageBox A Boolean value that determines whether the validation summary is
displayed in a message box. The default is False.

The aspx code for a validation summary control and two validators

<asp:ValidationSummary ID="ValidationSummaryl" runat="server"
HeaderText="Please correct these entries" BorderColor="Black"
BorderStyle="Solid" BorderWidth="1lpx" />
<h2>Contact information</h2>
<label>Email address: </label>
<asp:TextBox ID="txtEmaill" runat="server" CssClass="entry"></asp:TextBox>
<asp:RequiredFieldvalidator ID="rfvEmaill" runat="server"
CssClass="validator" Display="Dynamic" ControlToValidate="txtEmaill"
ErrorMessage="First email address">Email is required
</asp:RequiredFieldvalidator><br />
<label>Email Re-entry: </label>
<asp:TextBox ID="txtEmail2" runat="server" CssClass="entry"></asp:TextBox>
<asp:CompareValidator ID="cvEmail2" runat="server"
ErrorMessage="Second email address" ControlToCompare="txtEmaill"
ControlTovalidate="txtEmail2" CssClass="validator">
Must match first entry</asp:CompareValidator><br />

How the error messages appear on the web page

Please correct these entries
= First email address
+ Second email address

Contact information

Email address: | | Email is required
Email Re-entry: |mary@techknowsolve | Must match first entry
Description

e The validation summary control displays a summary of the error messages that are
generated by the page’s validators. These messages can be displayed on the form or
in a message box.

e The error messages in a summary control come from the ErrorMessage properties
of the page’s validators. If you want to display a different message in a validator,
set the Text property of the validator or code the text as the content of the control.

e If you want to display a message in the validation summary control but not in the
validator, you can set the validator’s display property to None.

Figure 7-10 How to use the validation summary control
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How to use validation groups

The validation group feature of ASPNET lets you group validation controls
and specify which group should be validated when a page is posted. Figure 7-11
shows how to use these groups.

To illustrate, the web page in this figure provides for a billing address and a
shipping address, with a check box to indicate whether the shipping address is
the same as the billing address. Then, if the check box is checked, the shipping
address isn’t required. As a result, the validators for the shipping fields shouldn’t
be executed. To implement this type of validation, you can use two validation
groups: one for the billing fields, the other for the shipping fields.

The first example in this figure shows just one of the shipping address text
boxes and a validator that’s assigned to a validation group named ShipTo. For
the purpose of this example, though, you can assume that the other shipping
fields also have validators assigned to the ShipTo group.

The second example shows a button that submits the page. Here, the button
specifies ShipTo as its validation group. Because of that, only the shipping
fields will be validated when the user posts the form. For this to work, the
CausesValidation property of the button must be set to True, but that’s the default
for a button.

The third example shows how you can invoke the ShipTo validators in your
Visual Basic code if the check box is left unchecked. Here, the Validate method
of the Page class is executed with the name of the validation group as its argu-
ment. That causes the Validate method of each validator in the ShipTo group to
be executed. As a result, the shipping fields will be validated on the server, but
only if the check box isn’t checked.

Note that any validation controls that don’t have a ValidationGroup attri-
bute are cons