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Introduction

Python is an interpreted, general-purpose, high-level programming
language that is very popular among developers and professionals because
of its vast library of addon modules. It is a platform-independent scripted
language that is supported by many individuals as an open-source project.
The fact that it is freely available and runs on all platforms makes it ever
more popular.

The goal of Introduction to Python Programming and Developing GUI
Applications with PyQT is to teach the Python programming language
through practical examples. Whether you are new to computers or are an
experienced programmer, this book is intended to help you develop your
programming skills. It is written with the requirements of all levels in mind
—developers, professionals, and beginners. The book begins with a solid
introduction of Python from scratch—loops, control structures, sequences,
functions, classes, and exception handling. Thereafter, the book explains
persistence through file handling and targets developers by introducing
GUI application development in PyQT.

As you read through the book, you will acquire the skills needed for
building practical Python programming applications and will learn how
these skills can be put into use in real-world scenarios.

Like any good book, Introduction to Python Programming explains the more
basic concepts, one step at a time, by writing small programs to
demonstrate each step. Gradually, once the reader is acquainted with
logical blocks, the book explains using the blocks for understanding more
complex concepts. By the time you finish the book, you will understand
how to break problems down into manageable chunks, and then refine your
code into applications.

How This Book is Organized

This book starts with a discussion of Python’s basics, beginning with easy
examples, and then gradually going deeper to uncover the more complex
topics of GUI programming in Python. By the end of the book, readers will
also have an understanding of using back-end databases for storing and
fetching information.



Chapter 1, “"Python and its Features”: In this chapter, you will have a
detailed introduction to Python and its features, such as installing Python
on different platforms, interacting with Python through Command Line
mode and the IDLE IDE. You will also learn to write your first Python
program. The chapter also introduces the Python basics, like its different
data types, literals, variables, and keywords. Finally, the chapter explains
how to write comments, continuation lines, and print messages.

Chapter 2, “"Getting Wet in Python”: In this chapter, you will learn to
apply arithmetic operations and different logical and membership operators
in Python programs. You will see the use of escape sequences. You will
learn to get data from the user as well as process incoming data. You will
also see how to convert data into different types, learn to display octal and
hexa values, perform bitwise operations, and use complex numbers. You
will also learn how to use the if...else statement in making decisions.
Finally, the chapter explains how to use while and for loops for doing
repetitive tasks.

Chapter 3, “"Sequences”: This chapter focuses on using different
containers. You will learn to perform different operations on strings,
including concatenating strings, splitting strings, and then converting them
into different cases, such as uppercase, title case, and lowercase, etc. Also,
you will learn to do list slicing, searching elements in tuples, and
performing operations on sets, such as finding their union, intersection,
and differences. You will learn how key/value pairs are maintained in a
dictionary and how to append, delete, or and modify key/value pairs.
Finally, the chapter explains how to create one- and two-dimensional
arrays.

Chapter 4, “"Functions and Modules”: In this chapter, you will learn
about different statements that define and return values from functions.
Also, you will learn to use default value parameters and keyword
arguments in a function, as well as use local and global variables. The
chapter explains how to create lambda functions for smaller expressions.
Also, you will learn how to apply functions to sequences using different
function attributes and implement recursion. For accessing collections of
data, the chapter explains how to use iterators, generators, and generator
expressions. You will learn to import and use modules for built-in functions.
The chapter also explains how to pass command-line arguments to a
Python program.

Chapter 5, "Classes”: This chapter focuses on classes. You will learn how
to define a class, define functions for it, initialize its instance variables, and
use class and static methods. You will also learn to use class attributes to
display specific information related to the class. You will learn the concept
of garbage collection and its role in freeing up memory consumed by
objects that are out of scope. Also, you will learn to apply single,
multilevel, and multiple inheritance through running practical examples.
You will learn the use of private and public access specifiers and how to



apply method overriding and operator overloading to perform arithmetic
operations on instances. Finally, the chapter explains polymorphism and
setting and getting values of instance attributes through properties and
descriptors.

Chapter 6, “"File Handling”: In this chapter, you will learn to perform
different operations on files. You will learn to open a file in different modes
and to read its contents, update existing content, delete content, and
append new content. You will also see how to copy a file, read a file
sequentially or randomly, and read only specific content. You will learn to
create a binary file as well as pickle and unpickle objects. Finally, the
chapter explains how to implement exception handling and the procedure
for raising exceptions.

Chapter 7, "PyQt": In this chapter, you will be introduced to the Qt
toolkit, Qt Designer, and PyQt. You will learn about different Qt Designer
components, such as the toolbar, the Object Inspector, the Property Editor,
and the Widget Box. You will also learn to create a GUI application through
coding. Also, you will learn about the fundamental Label, Line Edit, and
Push Button widgets as well as learn to develop applications using them.
You will also learn about signal/slot connection in the Qt Designer and how
to connect signals to both predefined slots and to custom slots.

Chapter 8, "Basic Widgets”: This chapter demonstrates how to create a
GUI application using Radio Buttons, which enable the user to select one
option out of several. You will also learn how to select more than one option
by using CheckBoxes and specify integers as well as float values using Spin
Boxes. Also, you will learn to use ScrollBars and Sliders to display large
documents and represent integer values. Finally, the chapter explains how
to display options with a List widget, add items to a List widget, and delete
and edit existing items in a List widget.

Chapter 9, "Advanced Widgets”: This chapter explains how to access
and display system clock time in LCD digits. You also will see how to
display a calendar and display a selected date in different formats. You will
learn to create an application that displays options with a Combo Box,
displays information with a Table widget, displays web pages, and displays
graphics.

Chapter 10, "Menus and Toolbars”: In this chapter, you will learn to
create menus and toolbars. Also, you will learn about the Action Editor and
how it can help you define actions for menus and toolbars. You will also
learn how to manage application resources in one place through a resource
file. You will see how to create dockable windows and how to display
information in small chunks with the Tab widget. Finally, the chapter
explains how to convert a Tab widget into a Tool Box or Stacked widget.

Chapter 11, "Multiple Documents and Layouts”: In this chapter, you
will learn to manage multiple documents in a main window through an



MDI. You will see how child windows in MdiArea can be arranged in
cascading and tile fashions. You will also learn to place a collection of
widgets that do similar tasks in a Group Box. You will also learn to organize
widgets in different layouts.

Chapter 12, “"Database Handling”: In this chapter, you will learn to
install and use the MySQLdb module, which is required in order to access
the MySQL Database Server through Python. Also, you will learn to
maintain a database through console-based programs and through GUI
programs. You will also learn to write Python scripts to insert, fetch, delete,
search, and update rows in a database table.

Companion Website Downloads

You may download the companion website files from
www.courseptr.com/downloads. Please note that you will be redirected to
the Cengage Learning website.



Chapter 1. Python and Its Features

This chapter covers the following:

e Introduction to Python and its features

Installing Python on different platforms

Interacting with Python through Command Line Mode and IDLE

Writing Your First Python Program

Understanding data types and basic elements in Python

Writing comments and continuation lines and printing messages



Python

Python is a very powerful high-level, dynamic object-oriented programming
language created by Guido van Rossum in 1991. It is implemented in C,
and relies on the extensive portable C libraries. It is a cross-platform
language and runs on all major hardware platforms and operating systems,
including Windows, Linux/UNIX, and Macintosh. Python has an easy-to-use
syntax and is quite easy to learn, making it suitable for those who are still
learning to program. Python has a rich set of supporting libraries, and
many third-party modules are available for it. Python is a programming
language that also supports scripting, making it suitable for rapid
application development. Python comes with a powerful and easy to-use
graphical user interface (GUI) toolkit that makes the task of developing
GUI applications in Python quite easy. It is freely available.

Python Implementations

Python currently has three implementations, known as CPython, Jython,
and Iron-Python. In this book, you will be using CPython, the most widely
used implementation, which I will refer to as just Python for simplicity. A
small description of all three implementations is as follows:

e CPython. Classic Python (often just called Python) is the fastest, most

up-to-date, and complete implementation of Python. It is
implemented in C (i.e., its libraries and modules are all coded in
standard C). It is cross-platform and runs on almost all platforms.

e Jython. Jython is a Python implementation that is Java Virtual

Machine (JVM) compliant. With Jython, we can use all Java libraries
and frameworks.

e IronPython. IronPython is a Python implementation for the Microsoft

designed Common Language Runtime (CLR), popularly known as .NET.
With Iron Python, you can use all CLR libraries and frameworks.

Features of Python

As mentioned earlier, Python is a scripting language that includes a vast



library of add-on modules. It supports integration of pre-built components
for creating complex applications. Python has full access to operating
system (OS) services. Following are a few of its features:

Python is easy to learn. Programmers familiar with traditional

languages will find all the familiar constructs, such as loops,
conditional statements, arrays, and so on.

It has easier to read syntax. It avoids the use of punctuation
characters like { } $ / and \.

It uses white space to indent lines for defining blocks instead of
using brackets.

Python is free. You can download and install any version of Python

and use it to develop software for commercial or personal applications
without paying a penny. Python is developed under the open-source
model. You can copy Python, modify it, and even resell it.

It comes with a large number of libraries included, and there are
many more that you can download and install.

Python can be integrated with other languages, like C, C++, and
Java. That is, the components written in these languages can be
embedded with Python programs, thus making it easier to develop
complex solutions.

Python is an interpreted language, therefore it supports a complete
debugging and diagnostic environment making the job of fixing
mistakes much faster. Also, the software development is quite rapid
and flexible in it.

Python is a good choice for web development, networking,
games, data processing, and business applications.

For efficient memory management, Python uses garbage collection,
so you don’t have to worry about memory leaks. The Python run-time
environment handles garbage collection of all Python objects. Each
object has a reference counter to make sure that no live objects are
removed. Only the object with a reference counter value equal to O is
garbage collected.

Python supports exception handling. That is, errors are raised as
exceptions so that you can take corrective measures. Python signals
almost all errors with an exception.

However, you cannot take advantage of Python’s features unless you install
it and begin using it. So, read on to understand how Python is installed on
different platforms.






Installing Python

To install Python, you will need to download its most recent distribution
from the following URL: www.python.org. Don’t worry if you already have
an earlier version of Python installed on your machine. You can have
multiple versions of Python on the same computer. The new version of
Python is installed in a separate location and will not interfere with the
older version on your computer. Many Linux distributions and Mac OS X
come with Python 2.x as part of the operating system. Let’s have a look at
the steps for installing Python on Microsoft Windows.

Installing Python on Microsoft Windows

For Microsoft Windows, download the latest Python installer program from
its site. This book is based on Python version 3.2, and its installer program
is python-3.2.msi. Download it, and then double-click on it to begin the
installation wizard.

Note

You need to be logged in as the administrator to run the install.

The first dialog box of the installation wizard, shown in Figure 1.1, asks
whether you want to install this Python version for all the users or only for
one user (i.e., the administrator). Select the option Install For All Users,
followed by selecting the Next button.

Figure 1.1. Python installation wizard.
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In the next dialog, you will be asked for the destination folder where you
want to install Python files. The wizard also displays a folder name by
default that represents the Python version being installed. In this case, the
default folder will be C:\Python32\. You can either keep the default folder
or specify a new folder for your Python installation. Select the Next button
to continue. If you have a previous installation, then you will be asked
whether you wish to back up replaced files. The option to make backups is
already selected, and the default folder for the backup appears as C:
\Python32\BACKUP. Click Next to continue. The next dialog is to specify the
Python features (i.e., the components) that you want to install, as shown in
Figure 1.2. You can select or unselect the features as per your requirement.
On selecting a feature, the hard disk space needed by its files will be
displayed. Keeping the default components selected, click Next to continue.

Figure 1.2. Selecting Python components to install.
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The installer program will copy the Python files to the selected folder, and
you will be asked to select the Finish button to exit the installation wizard.
On successful installation of Python, you will find a new group, called
Python 3.2, added to your Windows system that you can see by selecting
the Start > All Programs option. The Python 3.2 group shows several
options, such as IDLE (Python GUI), Module Docs, Python (Command Line),
Python Manuals, and Uninstall Python.

On selecting the Python (Command Line) menu item, you see the Python
Command Line window displaying the Python prompt (>>>), as shown in
Figure 1.3. The window informs you which version of Python is running, the
date the version was released, and a few hints for viewing copyright,
credits, and license information. Below the hints messages is displayed the
Python prompt (>>>) where you can issue Python commands. To execute
Python commands, you write them at the prompt followed by pressing the
Enter key. To close the Python Command Line window, press Ctrl+Z
followed by the Enter key.

Figure 1.3. Python Command Line window.
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Congratulations for successfully installing Python on Windows! Now I'll
show you how to install Python on Mac OS X.

Installing Python on the Mac

Python is part of the Mac OS environment. Tiger (Mac OS 10.4) includes
Python 2.3.5 and IDLE (Integrated DeveLopment Environment). Leopard
(Mac OS 10.5) includes Python 2.5.1. Snow Leopard (Mac OS 10.6)
includes Python 2.6. The Python files can be found in the
/System/Library/Frameworks/Python.framework/Versions folder. To install
or upgrade to Python 3.2, download the pre-built Mac OS X installer from
www.python.org. The file name will be python-3.2.macosx.dmg. To initiate
the installation procedure, double-click the file. It will create a disk image
named Universal MacPython 3.2. The disk image will contain a license, a
ReadMe file, and the MacPython.mpkg file. You need to double-click the
MacPython.mpkg file to install Python on your computer. The installer will
take you through a few steps that include agreeing to the license terms
and conditions for using Python, specifying a destination folder, and
selecting installation type (e.g., whether it is an upgrade or a fresh
installation).

To test whether the upgraded version of Python is successfully installed on
your Mac platform, open the Terminal window and type python followed by
the Enter key. The Python command invokes Python and displays its
prompt (>>>) along with the version information. If the prompt displays
the version as 3.2, it confirms that the upgraded version of Python is
successfully installed on your computer, and you can execute Python
commands at the prompt. To close the prompt and exit Python, press
Ctrl+D.

Installing Python on UNIX

To install Python on the UNIX platform, the first step, as usual, is to
download and extract its installer program from www.python.org. The next
step is to give the following command to configure options for your UNIX
system:

./configure

Thereafter, the following commands are needed to begin the installation
procedure:

make
make install



The preceding commands will install Python files in the /usr/local/bin folder
and install its libraries in /usr/local/lib/python32 folder. Since the make
install command can overwrite your previous Python installation, it is
better to use the make altinstall command:

make altinstall prefix=~ exec-prefix=~

prefix=~ installs all platform-independent files in the ~/Iib folder, and
exec-prefix=~ installs all binary and other platform-specific files in the
~/bin folder. The make altinstall command creates
${prefix}/bin/python, which refers to the new python installation.



Interacting with Python

There are two ways to work with Python interactively:
e Using Command Line Mode

e Using IDLE IDE

Command Line Mode

In command line mode, you type Python instructions one line at a time.
You can also import code from other files or modules. To open Python’s
command line mode in Windows, select Start > All Programs > Python 3.2
to open the Python 3.2 group. The group shows several options, such as
IDLE (Python GUI), Module Docs, Python (command line), Python Manuals,
and Uninstall Python. Select the Python (command line) option from the
group. Alternatively, you can open a command prompt window and type
python followed by pressing the Enter key. If you get an error message
saying that the Python program couldn’t be found, it means that your
operating system could not find the path for the Python installation. To
define the correct path for the Python installation, right-click on the My
Computer icon and select Properties from the shortcut menu that appears.
Select the Advanced tab from the dialog that appears, and click the
Environment Variables button at the bottom. A list of environment
variables will be displayed. Double click the path variable to edit it. In the
Edit box, add the location of your Python installation (i.e., ;C:\python32)
at the end of the line, and select OK. Also, click the OK button in all of the
windows that are open until you get back to your desktop. Open another
command prompt window (because the old window will still have the old
path settings) and invoke Python by typing python followed by Enter.

On Mac OS X, open the Terminal window and type python3 followed by the
Enter key. On UNIX, open a new shell window and type python3.2 at a
command prompt.

After typing the appropriate command in the respective platform, Python’s
command line mode is invoked, displaying a window (refer to Figure 1.3).
While working in command line mode, a history of the commands given is
maintained. You can use the up and down arrows, as well as the Home,



End, Page Up, and Page Down keys, to scroll through the commands used
previously. Since whatever you type in command line mode is not saved, it
is better to save code in a file and then execute it. The following section
shows you how to use this method, too.

IDLE (Integrated DeveLopment Environment)

IDLE is a simple IDE that comes with the standard Python distribution.
IDLE combines an interactive interpreter with code editing, debugging
tools, and several specialized browsers/viewers built into it. It provides
automatic indentation and colors to the code based on Python syntax
types, making your program more readable. Also, you can navigate to the
previously given commands that are in the buffer using the mouse, arrow
keys, or Page Up and Page Down keys. You can also toggle up and down
through the previously given commands using the Alt+P and Alt+N key
commands. You can also complete Python keywords or user-defined values
by pressing Alt+/.

To start IDLE on Windows, select Start > All Programs > Python 3.2 > IDLE
(Python GUI). On Mac OS X, navigate to the Python 3.2 subfolder in the
Applications folder, and run IDLE from there. On UNIX, type idle3.2 at a
command prompt. The Python Shell window opens upon invoking IDLE, as
shown in Figure 1.4.

Figure 1.4. Python Shell window.
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Besides executing individual Python commands in the Python Shell
window, you can also write and edit Python programs in any editor and
execute them through IDLE. You can use any text editor, like Notepad on
Windows or ed on Linux, for writing and editing Python programs. Besides
using external editors, you can also use IDLE’s built-in editor for the same
purpose. To open IDLE's editor, select File > New Window. A blank window
appears where you can type a Python program. To save the program, select
File > Save As. The program will be saved with extension .py. The .py
extension shows that it is a Python program. To execute the program,
select Run > Run Module or press the F5 key. While running a program,
IDLE will display the line(s) where errors, if any, occur. You can also open
and edit programs written in other editors by selecting File > Open.
Alternatively, you can right-click on the program name in an Explorer
window and select Edit with IDLE to open it in IDLE’s editor.






Writing Your First Python Program

As mentioned earlier, you can write your first Python program either
through IDLE’s built-in editor or through any editor. I will be using IDLE's
editor throughout the book for writing programs. You can launch IDLE by
selecting Start > All Programs > Python 3.2 > IDLE (Python GUI). Then
select the File > New Window option to open IDLE’s built-in editor and
write the following small program:

arearect.py

# The program calculates area of rectangle
1=8

b=5

a=1*b

print ("Area of rectangle is ", a)

Save it to your computer in any desired folder by any name, for example,
arearect.py.

Note

Remember to add the .py extension when saving the file, as IDLE
does not add the extension automatically.

The program consists of two variables, | and b, initialized to values 8 and 5,
respectively. The | and b variables here represent the length and breadth of
a rectangle. The | and b are multiplied, and the result is stored in a third
variable, a, that is then displayed as the area of a rectangle. To run the
program, select Run > Run Module from the menu or just press F5. You will
get the following output:

Area of rectangle is 40

Congratulations! You have successfully written and executed your first



Python program.

Running Python Programs from the Command
Prompt

You can run Python programs from the command prompt, too. Open the
command prompt and type python arearect.py followed by the Enter key
to open Python and tell it to run the script file, arearect.py. You will get the
output of the program as previously shown. You might have noticed that
variables |, b, and a are of integer types. What are other data types in
Python? Go to the next section for a brief overview of different data types in
Python.



Data Types in Python

Python has a rich set of fundamental data types. The operations that are
applicable on an object depend on its data type (i.e., an object’s data type
determines which operations are applicable on it). The list of data types are
as follows:

« Integers: Integers are 32 bits long, and their range is from -232 to
232 — 1 (i.e., from -2,147,483,648 to 2,147,483,647).

e Long Integers: It has unlimited precision, subject to the memory
limitations of the computer.

e Floating Point Numbers: Floating-point numbers are also known as
double-precision numbers and use 64 bits.

e Boolean: It can hold only one of two possible values: True or False.

e Complex Number: A complex humber has a real and an imaginary

component, both represented by float types in Python. An imaginary
number is a multiple of the square root of minus one, and is denoted
by j. For instance, 2+3j is a complex humber, where 3 is the
imaginary component and is equal to 3 x vV-1.

e Strings: Sequences of Unicode characters.

e Lists: Ordered sequences of values.

¢ Tuples: Ordered, immutable sequences of values.

e Sets: Unordered collections of values.

e Dictionaries: Unordered collections of key-value pairs.

Note

Unicode is a standard that uses 16-bit characters to represent
characters on your computer. Unlike ASCII (American Standard
Code for Information Interchange), which consists of 8 bits, Unicode
uses 16 bits and represents characters by integer value denoted in



base 16.

A number does not include any punctuation and cannot begin with a
leading zero (0). Leading zeros are used for base 2, base 8, and base 16
numbers. For example, a number with a leading Ob or OB is binary, base 2,
and uses digits 0 and 1. Similarly, a number with a leading 0o is octal,
base 8, and uses the digits 0 to 7, and a number with a leading Ox or 0X is

hexadecimal, base 16, and uses the digits 0 through 9, plus a, A, b, B, ¢,
C,d,D, e E, f, and F.

Note

An object that can be altered is known as a mutable object, and one
that cannot be altered is an immutable object.
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Basic Elements in a Program

Every program consists of certain basic elements, a collection of literals, variables, and keywords. The next few sections
explain what these terms mean.

Literals

A literal is a number or string that appears directly in a program. The following are all literals in Python:

10 # Integer literal

10.50 # Floating-point literal

10.50j # Imaginary literal

'Hello' # String literal

"World!" # String literal

''"'"Hello World!

It might rain today # Triple-quoted string literal
Tomorrow is Sunday'''

In Python, you can use both single and double quotes to represent strings. The strings that run over multiple lines are
represented by triple quotes.

Variables

Variables are used for storing data in a program. To set a variable, you choose a nhame for your variable, and then use the
equals sign followed by the data that it stores. Variables can be letters, numbers, or words. For example,

1 =10

length = 10

length rectangle = 10.0
k="Hello World!"

You can see in the preceding examples the variable can be a single character or a word or words connected with
underscores. Depending on the data stored in a variable, they are termed as integer, floating point, string, boolean, and
list or tuple variables. Like in above examples, the variables 1 and length are integer variables, length rectangle is a
floating-point variable, and x is a string variable. Following are examples of boolean, list, and tuple variables:

a=True # Boolean variable

b=[2,9,4] # List variable

c=("'apple', 'mango', 'banana') # tuple variable

A tuple in python language refers to an ordered, immutable (non changeable) set of
values of any data type.

Keywords

Python has 30 keywords, which are identifiers that Python reserves for special use. Keywords contain lowercase letters
only. You cannot use keywords as regular identifiers. Following are the keywords of Python:

and assert break class continue def del elif else except exec finally for from global if import in is lambc



Comments

Comments are the lines that are for documentation purposes and are
ignored by the interpreter. The comments inform the reader what the
program is all about. A comment begins by a hash sign (#). All characters
after the # and up to the physical line end are part of the comment. For
example,

# This program computes area of rectangle
a=b+c # values of b and ¢ are added and stored in a



Continuation Lines

A physical line is a line that you see in a program. A /ogical line is a single
statement in Python terms. In Python, the end of a physical line marks the
end of most statements, unlike in other languages, where usually a
semicolon (;) is used to mark the end of statements. When a statement is
too long to fit on a single line, you can join two adjacent physical lines into
a logical line by ensuring that the first physical line has no comment and
ends with a backslash (\). Besides this, Python also joins adjacent lines
into one logical line if an open parenthesis ( ( ), bracket ( [ ), or brace ( {)
is not closed. The lines after the first one in a logical line are known as
continuation lines. The indentation is not applied to continuation lines but
only to the first physical line of each logical line.



Printing
For printing messages and results of computations, the print () function is
used with the following syntax,

print (["message"] [variable list])

where message is the text string enclosed either in single or double quotes.

The variable list may be one or more variables containing the result of
computation, as shown in these examples:

print ("Hello World!"™)
print (10)
print (1)
print ("Length is ",1)

You can display a text message, constant values, and variable’s values
through the print statement, as shown in the preceding examples.

After printing the desired message/value, the print () function also prints
the new-line character, meaning the cursor moves onto the next line after
displaying the required message/value. As a result, the message/value
displayed through the next print () function appears on the next line. To
suppress printing of the newline character, end the print line with end="'"'
followed by a comma (,) after the expression so that the print () function
prints an extra space instead of a newline character. For example, the
strings displayed via the next two print () functions will appear on the

same line with a space in between:

print ("Hello World!", end=" ")
print ('It might rain today')

You can also concatenate strings on output by using either a plus sign (+)
or comma (,) betweens strings. For example, the following print function



will display the two strings on the same line separated by a space:

print ('Hello World!', 'It might rain today')

The following statement merges the two messages and displays them
without any space in between:

print ('Hello World!'+'It might rain today')

In order to get a space in between the strings, you have to concatenate a
white space between the strings:

print ('Hello World!'+ ' '+ 'It might rain today')

You can also use a comma for displaying values in the variables along with
the strings:

print ("Length is ", 1, " and Breadth is ", b)

Assuming the values of variables | and b are 8 and 5, respectively, the
preceding statement will display the following output:

Length is 8 and Breadth is 5

You can also use format codes (%) for substituting values in the variables at
the desired place in the message:

print ("Length is %d and Breadth is %d" $(1,Db))

where %d is a format code that indicates an integer has to be substituted at

its place. That is, the values in variables | and b will replace the respective
format codes.

Note

If the data type of the values in the variables doesn’t match with
the format codes, auto conversion takes place.



The list of format codes is as shown in Table 1.1. You will be learning to
apply format codes in the next chapter.

Table 1.1. Frequently Used Format Codes

Format Usage

Code

%s Displays in string format.

%d Displays in decimal format

%e Displays in exponential format.
%f Displays in floating-point format.
%0 Displays in octal (base 8) format.
%x Displays in hexadecimal format.
%cC Displays ASCII code.

The following program demonstrates using the print () function for
displaying different output:

printex.py

print (10)

print ('Hello World! \
It might rain today. \
Tomorrow is Sunday.')
print ('''Hello World!
It might rain today.
Tomorrow is Sunday.''")

Output:

10

Hello World! It might rain today. Tomorrow is Sunday.
Hello World!

It might rain today.

Tomorrow is Sunday.



Summary

In this chapter, you had a detailed introduction to Python and its features.
You saw the procedure of installing Python on different platforms. You saw
how to interact with Python through command line mode and through the
IDLE IDE. You also learned to write your first Python program. I also
introduced you to the Python basics, like its different data types, literals,
variables, and keywords. Finally, you saw how to write comments,
continuation lines, and print messages.

In the next chapter, you will learn to apply different arithmetic operations
in Python programs, use escape sequences in a program, and get data from
a user and convert it into the desired data type. Also, you will learn to deal
with octal and hexa values. You will also learn to perform bitwise
operations, use complex nhumbers, and take decisions through an if

. . .else statement. Finally, you will learn to use different loops, like while

and for loops.



Chapter 2. Getting Wet in Python

This chapter covers the following:

e Performing Arithmetic Operations

e Using Escape Sequences

e Displaying Octal and Hexa Values

¢ Performing Bitwise Operations

¢ Using Complex Numbers

e Making Decisions: if...else Statement
e Using Loops: while and for Loops

e Breaking and Continuing a Loop

e Using Operators: Logical Operators and Membership Operators



Performing Arithmetic Operations

Arithmetic operators play a major role in programming, and it is essential
to understand the use of different operators for efficient programming.
Python provides several arithmetic operators for performing different
operations on numerical data. The list of arithmetic operators used in
Python is shown in Table 2.1.

Table 2.1. Arithmetic Operators

Operation Description

Xty Addition

X -y Subtraction

x *y Multiplication

x /vy Division

x //y Truncating division

X *ry Exponentiation. Sets x to the powery; i.e.,
XY

X 5y Modulo operator

-X Unary minus

+x Unary plus

Table 2.1 displays the usual arithmetic operators such as addition,
subtraction, and multiplication. The multiplication and division operators
have higher precedence than the addition and subtraction operators. The
modulo operator returns the remainder of the division operation. What is
the difference between the division operator and the truncating division
operator? Let's see.

Division Operator

The truncating division operator (//), also known as floor division,
truncates the result to an integer (ignoring the remainder) and works with



both integers and floating-point numbers. The true division operator (/)
also truncates the result to an integer if the operands are integers. It also
means that the true division operator returns a floating-point result if
either operand is a floating-point number.

Note

When both operands are integers, the / operator behaves like //.

The following program uses the true division operator for calculating the
area of a triangle.

areatriangle.py

b=17

h=13

a=1.0/2.0*b*h

print ("Area of triangle 1is", a)

print ("Base= %d, Height is %d, Area of triangle is %$f" %$(b,h,a))
Output:

Area of triangle is 110.5

Base= 17, Height 1is 13, Area of triangle is 110.500000

In this program, you are using the true division operator, /, which returns
an integer if both the operands are integers. To get the correct result, 1/2
is converted into a float, 1.0/2.0, so that the result from the true division
operator comes out to be a float. One thing to observe in the program’s
output is that the 2 £ directive returns the float value up to six decimal
places. Can it be rounded to 2 or 3 decimal places? Let’s see.

The following program calculates the average of three values and displays
the result rounded up to the desired nhumber of decimal places:

averagel.py

p=g=r=10

a=1.0/3.0* (ptg+r)

print ("Average of three variables is", a)
print ("Average of three variables is $.2f" %a)
print ("Average of three variables is %d" %a)
Output:

Average of three variables is 10.0

Average of three variables is 10.00

Average of three variables is 10
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In this program, you see that the floating-point result is rounded to 2
places by using %.2f. Also, you see that the floating-point value is

truncated to a decimal value when %d format code is applied to it.

While using the true division operator, /, you need to ensure that either

operand is a floating-point number to avoid getting an incorrect truncating
integer. While using the true division operator, it’'s better to begin the
source file with this statement:

from = future  import division

This statement ensures that the true division operator works without
truncation on operands of any type. Basically, the from  future
statement ensures that the script uses the new-style floating-point division
operator.

average2.py

from  future  import division

p=g=r=10

a= (p+g+r) /3

print ("Average of three variables 1is", a)
Output:

Average of three variables is 10.0

Exponentiation

To apply exponentiation, use double asterisks: **. For example, a**b

means aP. You get an exception if a is less than zero and b is a floating-
point value with a nonzero fractional part. You can also use the built-in
pow () function for applying exponentiation. For example, pow (a, b) is the
same as a**b.

You will learn about exception handling in Chapter 6, “File Handling.”

Let’s write a program to calculate the volume of a sphere. The formula is
4/3*pi*r3, where the value of radius r is known to be 3.

volsphere.py

from  future  import division

r=3

pi=22/7

v=4/3*pi*pow(r, 3)

print ("Volume of sphere is $.2f" %v)
Output:

Volume of sphere is 113.14



In this program, you can see that r3 is computed through pow (). The
expression pow (r, 3) can also be replaced by r**3, as both do the same

task. Is there any way to get the value of pi instead of computing it
manually as 22/7?

Yes, the math module, besides other important functions, also provides the
value of pi to use directly in arithmetic expressions. You will learn about
the math module in detail in Chapter 4, “"Functions and Modules.”

For now, let’s see how the value of pi can be used through the math
module. Rewrite the program above to use the pi value provided by the
math module.

from  future  import division
from math import pi
r=3

v=4/3*pi*pow (r, 3)
print ("Volume of sphere is $.2f" %v)

The statement from math import pi imports the value of pi from the math

module to be used directly in the arithmetic expression. The value
represented will be 3.1415926535897931.

Multiple Assighment Statement

The basic assignment statement can do more than assign the result of a
single expression to a single variable. It can also assign multiple variables
at one time. The rule is that the left and right sides must have the same
number of elements, and the values will be assigned on a one-to-one basis.

Examples
p,q9,r=10,20,30
sum, avg=p+g+r, (p+g+r)/3

The values on the right side of the assignment operator will be assigned on
a one-to-one basis; for example, 10 will be assigned to the p variable, 20

will be assigned to the g variable, and so on. Similarly, in the second
example, the result of the expression p+g+r will be assighed to the sum
variable, and the result of the expression (p+g+r) /3 will be assigned to the
variable avg.

Using Escape Sequences



Escape sequences are special characters that represent nonprinting
characters such as tabs, newlines, and such. These special characters begin
with a backslash. When Python sees a backslash, it interprets the next
character with a special meaning. Table 2.2 shows a list of escape
characters that can be used in Python scripts.

Table 2.2. Escape or Non-Printable Characters

Escape Character Description

\a Bell (beep)

\b Backspace

\f Form feed

\n Newline

\r Carriage return

\t Tab

\v Vertical tab

A\ Literal backslash

\! Single quote

\" Double quote
Note

In a double-quoted string, an escape character is interpreted; in a
single-quoted string, an escape character is preserved.

The following program demonstrates using escape sequences in a program:

escapeseq.py
print ('Hello World\nIt\'s hot today')

print ('Festival Discount\b\b\b\b\b\b\b\b\b Offer')
prin